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**TRƯỜNG ĐẠI HỌC GIAO THÔNG VẬN TẢI PHÂN HIỆU**

**THÀNH PHỐ HỒ CHÍ MINH**
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**LỜI CẢM ƠN**

Để hoàn thành bài báo cáo, chúng em xin gửi lời cảm ơn chân thành đến Cô Trần Thị Dung đã tận tình giảng dạy và cung cấp những kiến thức cần thiết, bổ ích để chúng em hoàn thành tốt báo cáo bài tập.

Trong quá trình làm nghiên cứu và làm việc, nhóm chúng em có tham khảo một số kiến thức để làm cho báo cáo trở nên hoàn thiện hơn.

Với điều kiện thời gian hạn chế của một học viên, báo cáo của chúng em không thể tránh được những thiếu sót. Chúng em rất mong nhận được sự chỉ bảo, đóng góp ý kiến của Cô để chúng em có điều kiện bổ sung, nâng cao kiến thức của bản thân.

Chúng em xin chân thành cảm ơn !
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# Phần A. Dịch sách

## Chap 16: Các lớp (classes)

### 16.1 Giới thiệu (Introduction)

Classes (các lớp) trong C++ là một công cụ để tạo các kiểu dữ liệu mới và có thể sử dụng như các kiểu dữ liệu tích hợp sẵn. Ngoài ra, các lớp dẫn xuất (derived classes) (§3.2.4, Chapter 20) và các mẫu (templates) (§3.4, Chapter 23) cho phép người lập trình thể hiện mối quan hệ (thứ bậc và tham số) giữa các lớp và tận dụng các mối quan hệ đó. Một lớp (class) là một đại diện cụ thể của một khái niệm hay một ý tưởng. Ví dụ: trong C++ kiểu float tích hợp sẵn các phép toán +,\*,… cung cấp một phép toán đúng cụ thể khái niệm về một số thực. Một lớp (class) là một kiểu dữ liệu do người dùng tự định nghĩa.

### 16.2 Lớp cơ bản (Class basics)

Tóm tắt ngắn gọn về các lớp:

* Một lớp là một kiểu dữ liệu do người dùng định nghĩa.
* Một lớp bao gồm một tập hợp các thành viên: thành viên dữ liệu và các hàm thành viên.
* Các hàm thành viên có thể là: khởi tạo (creation), sao chép (copy), di chuyển (remove) và xóa (cleanup).
* Để truy cập các thành viên trong lớp ta dùng ‘.’ (dot) cho đối tượng và ‘->’ cho con trỏ
* Các toán tử: +, !, [], có thể được định nghĩa cho một lớp.
* Một lớp là một không gian chứa tên các thành viên của nó.
* Các thành viên công khai (public) cung cấp giao diện (hay cung cấp các phương thức) của lớp (class) và các thành viên riêng tư (private) cung cấp triển thông tin chi tiết (hay cung cấp các thuộc tính).
* Một cấu trúc (struct) là một lớp (class) mà các thành viên mặc định là công khai (public).

Ví dụ:

*Class X {*

*private: // chứa các thuộc tính hay thành viên riêng tư*

*int m;*

*public: // chứa các phương thức hay thành viên công khai*

*X(int i = 0) :m{i} {} // phương thức khởi tạo (khởi tạo thành viên dữ liệu m)*

*int mf(int i) //hàm thành viên*

*{*

*int old = m;*

*m = i; //tạo một giá trị mới*

*return old; // trả về giá trị của biến old*

*}*

*};*

*X var {7}; // một biến var kiểu X, có giá trị là 7*

*int uer(X var, X\* ptr)*

*{*

*int x = var.mf(7); // vì var là biến thường nên sử dụng ‘.’ để truy cập thành viên trong class*

*int y = ptr->mf(9);// vì ptr là con trỏ nên sử dụng ‘->’ để truy cập thành viên trong class*

*int z = var.m;// lỗi vì m là thành viên trong private của class nên không thể truy cập từ bên ngoài class*

*}*

#### 16.2.1 Hàm thành viên (Member Functions)

Triển khai một kiểu dữ liệu Date sử dụng cấu trúc struct:

*Struct Date{ //tên của kiểu dữ liệu*

*int d, m, y;*

*};*

*void init\_date(Date &d, int , int , int ); //khởi tạo d*

*void add\_year(Date &d, int n); //thêm n năm vào d*

*void add\_month(Date &d, int n); //thêm n tháng vào d*

*void add\_day(Date &d, int n); //thêm n ngày vào d*

Ở đây không có sự kết nối rõ ràng giữa kiểu dữ liệu, Date và các hàm. Kết nối đó có thể được thiết lập bằng cách khai báo các hàm vào bên trong struct Date:

*struct Date {*

*int d,m, y;*

*void init\_date( int dd , int mm , int yy ); //khởi tạo*

*void add\_year(int n); //thêm n năm*

*void add\_month(int n); //thêm n tháng*

*void add\_day(int n); //thêm n ngày*

*};*

Các hàm trong phần định nghĩa Class (struct cũng là một loại class ) được gọi là các hàm thành viên và chỉ được gọi các hàm bằng cách sử dụng các cú pháp tiêu chuẩn.

Ví dụ:

*Date my\_birthday;*

*void f()*

*{*

*Date today;*

*today.init(16,10,1996);*

*my\_bir thday.init(30,12,1950);*

*Date tomorrow = today;*

*tomorrow.add\_day(1);*

*}*

Bởi vì các struct khác nhau có thể có các hàm thành viên có cùng tên, vì vậy chúng ta cần xác định tên cấu trúc khi xác định (định nghĩa) một hàm thành viên:

*void Date::init(int dd, int mm, int yy) // hàm init nằm trong cấu trúc Date*

*{*

*d=dd;*

*m = mm;*

*y = yy;*

*}*

Trong một hàm thành viên, tên thành viên có thể được sử dụng mà không cần tham chiếu rõ ràng đến một đối tượng.

Ví dụ: khi *Date ::init ()* được gọi cho today, m=mm sẽ gán cho today.m. Hay khi *Date::innit ()* được gọi cho *my\_birthday*, m=mm gán cho *my\_birthday.m* .

#### 16.2.2 Sao chép mặc định (Default Copying)

Theo mặc định, các đối tượng có thể được sao chép. Đặc biệt, một đối tượng lớp có thể được khởi tạo bằng bản sao của một đối tượng của lớp đó.

Ví dụ:

*Date d1 = my\_birthday; // khởi tạo bằng sao chép*

*Date d2 {my\_birthday}; // khởi tạo bằng sao chép*

*Tương tự, các đối tượng lớp có thể được sao chép bằng phép gán.*

*Ví dụ:*

*void f(Date& d)*

*{*

*d = my\_birthday;// khởi tạo d bằng cách gán d= my\_birthday*

*}*

Nếu đó không phải là một sự lựa chọn phù hợp để khởi tạo bằng bản sao cho lớp X, người dùng có thể xác định toán tử gán thích hợp hơn (§3.3, §17.5).

#### 16.2.3 Kiểm soát truy cập (Access Control)

Khai báo *Date* ở phần trên cung cấp một tập hợp các hàm để thao tác với *Date*. Tuy nhiên, nó không chỉ rõ những hàm đó phải phụ thuộc trực tiếp vào thuộc tính của *Date* và những người duy nhất truy cập trực tiếp các đối tượng của lớp *Date*. Hạn chế này có thể được khắc phục bằng cách sử dụng một lớp (class) thay vì một cấu trúc (struct) :

*class Date {*

*int d, m, y;*

*public:*

*void init(int dd, int mm, int yy); // khởi tạo*

*void add\_year(int n); // thêm n năm*

*void add\_month(int n); // thêm n tháng*

*void add\_day(int n); // thêm n ngày*

*};*

Nhãn công khai (public) chia lớp (class) thành hai phần. Phần đầu tiên là riêng tư (private), chỉ các hàm thành viên trong class được sử dụng. Phần hai, công khai (public), chứa các phương thức ngoài class có thể sử dụng. Một cấu trúc (struct) đơn giản là một class có các thành viên là công khai (public); các hàm thành viên có thể loại bỏ và sử dụng như trước đây.

Ví dụ:

*void Date::add\_year(int n)*

*{*

*y+=n;*

*}*

Tuy nhiên, các hàm không phải là hàm thành viên bị cấm sử dụng các thành viên trong private. Ví dụ:

*void timewarp(Date& d)*

*{*

*d.y −= 200; // lỗi vì y nằm trong private*

*}*

Hàm *init ()* bây giờ rất cần thiết vì đặt giữ liệu ở chế độ riêng tư buộc ta phải cung cấp một cách khởi tạo thành viên. Ví dụ:

*Date dx;*

*dx.m = 3; // lỗi vì m nằm trong private*

*dx.init(25,3,2011); // không lỗi*

Việc hạn chế quyền truy cập bằng cách phân ra private và public mang lại lợi cho việc quản lý chương trình: hạn chế người dụng truy cập vào các thuộc tính quan trọng, bảo mật thông tin ,…

#### 16.2.4 Class và Struct

Class X {…} được gọi là một định nghĩa lớp. Một định nghĩa lớp có thể được sao chép trong các nguồn khác nhau bằng cách sử dụng #include mà không vi phạm quy tắc khái niệm của một định nghĩa.

Theo định nghĩa, một cấu trúc là một lớp trong đó các thành viên là công khai; đó là,*struct S{/\*…\*/}*hoặc có thể viết là *class S{public/\*…\*/}.*Hai cách định nghĩa này của S có thể thay thế cho nhau mặc dù thông thường sẽ tốt hơn nếu bạn chỉ theo một cách.

Theo mặc định, các thành viên của class là private:

*class Date1 {*

*int d, m, y; // riêng tư theo mặc định*

*public:*

*Date1(int dd, int mm, int yy);*

*void add\_year(int n); // thêm n năm*

*};*

Tuy nhiên, chúng ta có thể sử dụng đặc điểm truy cập riêng tư: để nói rằng các thành viên sau đây là riêng tư, giống như public: nói rằng các thành viên sau đây là công khai:

*struct Date2 {*

*private:*

*int d, m, y;*

*public:*

*Date2(int dd, int mm, int yy);*

*void add\_year(int n); // thêm n năm*

*};*

Ngoại trừ tên khác, *Date1* và *Date2* là tương đương.

Không bắt buộc phải khai báo dữ liệu đầu tiên trong một lớp. Trên thực tế, việc đặt dữ liệu thường có ý nghĩa thành viên cuối cùng nhấn mạnh các hàm cung cấp giao diện người dùng công khai. Ví dụ:

*class Date3 {*

*public:*

*Date3(int dd, int mm, int yy);*

*void add\_year(int n); // thêm n năm*

*private:*

*int d, m, y;*

*};*

Trong mã thực, nơi cả giao diện công khai và cáchi tiết thường triển khai nhiều hơn mở rộng hơn trong các ví dụ hướng dẫn.

Các đặc tả truy cập có thể được sửu dụng nhiều lần trong một khai báo lớp duy nhất.

Ví dụ:

*class Date4 {*

*public:*

*Date4(int dd, int mm, int yy);*

*private:*

*int d, m, y;*

*public:*

*void add\_year(int n); // them n năm*

*};*

Tuy nhiên, việc có nhiều hơn một phần công khai, như trong *Date4*, có xu hướng lộn xộn và ảnh hưởng đến bố cục đối tượng.

#### 16.2.5 Constructor

Việc sử dụng các hàm như *init ()* để cung cấp khởi tạo cho các đối tượng lớp là không phù hợp và dễ xảy ra lỗi. Bởi vì không có chỗ nào nói rằng một đối tượng là phải khởi tạo, một lập trình viên có thể quên làm như vậy. Một cách tiếp cận tốt hơn là cho phép lập trình viên khai báo một hàm với mục đích rõ ràng là khởi tạo các đối tượng. Bởi vì như vậy một hàm xây dựng các giá trị của một kiểu nhất định, được gọi là hàm khởi tạo. Một phương thức khởi tạo là một phương thức có cùng tên với chính lớp đó.

*class Date {*

*int d, m, y;*

*public:*

*Date(int dd, int mm, int yy); // constructor ( hàm khởi tạo đầy đủ)*

*// ...*

*};*

Khi một class có phương thức khởi tạo, tất cả các đối tượng của lớp đo sẽ được khởi tạo bằng cách gọi phương thức khởi tạo. Nếu như hàm khởi tạo yêu cầu các đối số, các đối số này phải được cung cấp:

*Date today = Date(23,6,1983);// đúng*

*Date xmas(25,12,1990); // dạng viết tắt*

*Date my\_bir thday; // sai vì thiếu các đối số*

*Date release1\_0(10,12); // sai vì thiếu một đối số*

Vì một phương thức khởi tạo để khởi tạo cho một lớp, chúng ta có thể sử dụng ký hiệu {} để khởi tao.

*Date today = Date {23,6,1983};*

*Date xmas {25,12,1990}; // dạng viết tắt*

*Date release1\_0 {10,12}; // sai vì thiếu một đối số*

Chúng ta nên sử dụng ký kiệu {} trên ký hiệu () để khởi tạo vì nó rõ ràng về những gì đang được khởi tạo, tránh một số lỗi tiềm ẩn và có thể được sử dụng nhất quán. Có những trường hợp phải sử dụng ký hiệu (), nhưng chúng rất hiếm.

Có nhiều cách khác nhau để khởi tạo các đối tượng:

*class Date {*

*int d, m, y;*

*public:*

*// ...*

*Date(int, int, int); // day, month, year ( hàm khởi tạo đầy đủ)*

*Date(int, int); // day, month, today’s year (hàm khỏi tạo không đầy đủ)*

*Date(int); // day, today’s month and year*

*Date(); // hàm khởi tạo mặc định*

*Date(const char∗); // hàm khởi tạo sao chép*

*};*

Các hàm khởi tạo vẫn tuân theo quy tắc nạp chồng như các hàm thông thường. Miễn các hàm khởi tạo khác nhau về kiểu đối số, trình biên dịch có thể chọn đúng để sử dụng:

*Date today {4}; // 4, today.m, today.y*

*Date july4 {"July 4, 1983"};*

*Date guy {5,11}; // 5, November, today.y*

*Date now; // mặc định khởi tạo như today*

*Date start {}; // mặc định khởi tạo như today*

Sự gia tăng các hàm khởi tạo trong ví dụ Date là điển hình. Khi thiết kế một lớp, một lập trình viên luôn bị cám sỗ để thêm các tính năng chỉ vì ai đó có thể muốn chúng. Cần suy nghĩ nhiều hơn để quyết định cẩn thận những tính năng nào thực sự cần thiết và chỉ bao gồm những tính năng đó. Tuy nhiên, suy nghĩ bổ sung đó thường dẫn đến các chương trình nhỏ hơn và dễ hiểu hơn. Một cách để giảm các hàm liên quan là sử dụng các đối số mặc định. Đối với Date, mỗi đối dố có thể được cung cấp một giá trị mặc định được hiểu là “ chọn giá trị mặc định: today.”

*class Date {*

*int d, m, y;*

*public:*

*Date(int dd =0, int mm =0, int yy =0);*

*// ...*

*};*

*Date::Date(int dd, int mm, int yy)*

*{*

*d=dd?dd:today.d;*

*m=mm?mm:today.m;*

*y=yy?yy:today.y;*

*// kiểm tra xem Date có hợp lệ không*

*}*

Khi một đối số được sử dụng để biểu thị “chọn giá trị mặc định”, giá trị được chọn phải nằm ngoài tập hợp các giá trị có thể có cho đối số.

Ngoài ra, chúng ta có thể sử dụng các giá trị mặc định trực tiếp làm đối số mặc định:

*class Date {*

*int d, m, y;*

*public:*

*Date(int dd =today.d, int mm =today.m, int yy =today.y);*

*// ...*

*};*

*Date::Date(int dd, int mm, int yy)*

*{*

*// kiểm tra xem Date có hợp lệ không*

Lưu ý rằng: bằng cách đảm báo việc khởi tạo các đối tượng một cách thích hợp, các hàm tạo sẽ đơn giản hóa rất nhiều việc thực hiện các hàm thành viên. Với các hàm khởi tạo, các hàm thành viên không còn phải đối phó với khả năng dữ liệu chưa được khởi tạo.

#### 16.2.6 Hàm khởi tạo rõ ràng (Explicit Contructors)

Theo mặc định, một hàm khởi tạo được gọi bởi một đối số hoạt động như một chuyển đổi ngầm từ kiểu đối số sang kiểu của nó:

*complex<double> d {1}; // d=={1,0}*

Những chuyển đổi ngầm như vậy có thể cực kỳ hữu ích. Ví dụ: trong số phức nếu ta bỏ đi phần ảo, ta sẽ nhận được một số thực. Tuy nhiên, trong nhiều trường hợp, những chuyển đổi như vậy có thể là nguyên nhân gây ra các lỗi. Xem xét Date:

*void my\_fct(Date d);*

*void f()*

*{*

*Date d {15}; // hợp lý: x trở thành {15,today.m,today.y}*

*// ...*

*my\_fct(15); // hkhó hiểu*

*d = 15; // khó hiểu*

*// ...*

*}*

Không có mối liên hệ logic nào giữa số 15 và Date độc lập với sự phức tạp của đoạn mã của chúng ta.

May mắn thay, chúng ta có thể có một hàm khởi tạo với từ khóa tường minh chỉ có thể được sử dụng để khởi tạo và chuyển đổi rõ ràng:

Ví dụ:

*class Date {*

*int d, m, y;*

*public:*

*explicit Date(int dd =0, int mm =0, int yy =0);*

*// ...*

*};*

*Date d1 {15}; // OK*

*Date d2 = Date{15}; // OK*

*Date d3 = {15}; // error //*

*Date d4 = 15; // error khởi tạo lỗi*

*void f()*

*{*

*my\_fct(15); // error : truyền đối số không thực hiện chuyển đổi*

*my\_fct({15}); // error : //*

*my\_fct(Date{15}); // OK*

*// ...*

*}*

Một khởi tạo với dấu “=” được gọi là khởi tạo sao chép. Về nguyên tắc, một bản sao của quá trình khởi tạo được đặt vào đối tượng đã khởi tạo. Bỏ dấu “=” làm cho qua trình khởi tạo trở nên rõ ràng. Khởi tạo rõ ràng được gọi là khởi tạo trực tiếp.

Một hàm khởi tạo được khai báo rõ ràng và được xác định bên ngoài lớp, thì không thể lặp lại hàm tạo đó:

*class Date {*

*int d, m, y;*

*public:*

*explicit Date(int dd);*

*// ...*

*};*

*Date::Date(int dd) { /\* ... \*/ } // OK*

*explicit Date::Date(int dd) { /\* ... \*/ } // error*

Hầu hết các ví dụ trong đó tường minh là quan trọng liên quan đến một đối số phương thức khởi tạo duy nhất. Tuy nhiên, tường minh cũng có thể hhữu ích cho các hàm khởi tạo không có hoặc có nhiều hơn một đối số.

*struct X {*

*explicit X();*

*explicit X(int,int);*

*};*

*X x1 = {}; // error : implicit (không tường minh)*

*X x2 = {1,2}; // error : implicit*

*X x3 {}; // OK: explicit (tường minh)*

*X x4 {1,2}; // OK: explicit*

*int f(X);*

*int i1 = f({}); // error : implicit*

*int i2 = f({1,2}); // error : implicit*

*int i3 = f(X{}); // OK: explicit*

*int i4 = f(X{1,2}); // OK: explicit*

#### 16.2.7 Khởi tạo trong lớp (In - Class Initializers)

Khi chúng ta sử dụng một hàm khởi tạo, việc khởi tạo thành viên có thể lặp lại. Ví du:

*class Date {*

*int d, m, y;*

*public:*

*Date(int, int, int); // day, month, year (ngày, tháng , năm)*

*Date(int, int); // day, month, today’s year ( ngày , tháng)*

*Date(int); // day, today’s month and year (ngày)*

*Date(); // default Date: today (tự định nghĩa)*

*Date(const char∗); // date in string representation ( chuỗi cho trước)*

*// ...*

*};*

Chúng ta có thể thêm trình khởi tạo và các thành viên dữ liệu:

*class Date {*

*int d {today.d};*

*int m {today.m};*

*int y {today.y};*

*public:*

*Date(int, int, int); // day, month, year*

*Date(int, int); // day, month, today’s year*

*Date(int); // day, today’s month and year*

*Date(); // default Date: today*

*Date(const char∗); // date in string representation*

Bây giờ, mỗi hàm khởi tạo có d, m, và y được khởi tạo trừ khi chính nó thực hiện nó. Ví dụ:

*Date::Date(int dd)*

*:d{dd}*

*{*

*// kiểm tra Date có hợp lệ không*

*}*

Tương đương với:

*Date::Date(int dd)*

*:d{dd}, m{today.m}, y{today.y}*

*{*

*// kiểm tra Date có hợp lệ không*

*}*

#### 16.2.8 Định nghĩa hàm trong lớp (In - Class Function Deﬁnitions)

Một hàm thành viên được định nghĩa trong lớp thay vì chỉ khai báo nó – được gọi là hàm thành viên nội tuyến. Có nghĩa là, định nghĩa các hàm thành viên trong lớp dành cho các hàm nhỏ, hiếm khi sửa đổi, được sử dụng thường xuyên.

Một thành viên có thể tham chiếu đến một thành viên khác trong lớp mình một cách độc lập với nới thành viên đó được định nghĩa:

*class Date {*

*public:*

*void add\_month(int n) { m+=n; } // gia tăng Date của m*

*// ...*

*private:*

*int d, m, y;*

*};*

Có nghĩa là, các hàm và dữ liệu thành viên là độc lập với thứ tự. Viết tương đương:

*class Date {*

*public:*

*void add\_month(int n) { m+=n; } // increment the Date’s m (tăng thêm Date cho m)*

*// ...*

*private:*

*int d, m, y;*

*};*

*inline void Date::add\_month(int n) // add n months ( thêm n tháng)*

*{*

*m+=n; // increment the Date’s m*

*}*

Kiểu thứ hai này thường được sử dụng để giữ cho các định nghĩa lớp đơn giản và dễ đọc. Nó cũng cung cấp sự phân tách văn bản về giao diện và triển khai của một lớp.

#### 16.2.9 Khả năng thay đổi (Mutability)

Chúng ta có thể xác định một đối tượng được đặt tên là một hằng số hoặc một biến, Nói cách khác, tên có thể tham chiếu đến một đối tượng chứa một giá trị không thể thay đổi hoặc có thể thay đổi.

Tính bất biến là đặc tính hữu ích nhất trong chương trình đa luồng. Để hữu ích ngoài việc xác định các hằng số đơn giản của kiểu phương thức khởi tạo, chúng ta phải có khả năng xác định các hàm hoạt động trên các đối tượng const của kiểu do người dùng định nghĩa. Đối với các hàm tự do có nghĩa là các hàm nhận const T& đối số. Đối với các lớp, điều đó có mghĩa là chúng ta phải có khả năng loại bỏ các hàm thành viên hoạt động trên đối tượng const.

##### 16.2.9.1 Các hàm thành viên không đổi (Constant Member Functions)

Date được định nghĩa cho đến nay đã cung cấp các hàm thành viên để cung cấp một giá trị cho Date. Rất tiếc, ta không cung cấp cách kiểm tra các giá trị của Date. Khắc phục bằng cách thêm thêm các hàm đọc day, month và year:

*class Date {*

*int d, m, y;*

*public:*

*int day() const { return d; } // trả về day*

*int month() const { return m; }// trả về month*

*int year() const;*

*void add\_year(int n); // add n years*

*// ...*

*};*

Const sau danh sách đối số trong khai báo hàm chỉ ra rằng các hàm này không sửa đổi trạng thái của Date

Đương nhiên, trình biên dịch sẽ bắt gặp những lỗi vô tình vi phạm. Ví dụ:

*int Date::year() const*

*{*

*return ++y; // error : thay đổi giá trị thành viên trong hàm const*

*}*

Khi một hàm thành viên const được xác định bên ngoài lớp của nó, hậu tố const là bắt buộc:

*int Date::year() // error : const missing in member function type*

*{*

*return y;*

*}*

Nói cách khác, const là một phần của kiểu *Date:: day (),* *Date:: month (),*và *Date:: year ().* Một hàm thành viên const có thể được gọi cho cả đối tượng const và không phải là const, trong khi một thành viên không phải là const chỉ có thể được gọi cho các đối tượng không phải là const. Ví dụ:

*void f(Date& d, const Date& cd)*

*{*

*int i = d.year(); // OK*

*d.add\_year(1); // OK*

*int j = cd.year(); // OK*

*cd.add\_year(1); // error : không thể thay đổi giá trị của một const Date*

*}*

##### 16.2.9.2 Hằng số vật lý và logic (Physical and Logical Constness)

Đôi khi, một hàm thành viên là const về mặt logic, nhưng nó vẫn cần thay đổi giá trị của một thành viên. Có nghĩa là, đối với người dùng, hàm dường như không thay đổi trạng thái của đối tượng của nó, nhưng một số chi tiết mà người dùng không thể quan sát trực tiếp được cập nhật. Điều này thường được gọi là hằng số logic. Ví dụ, lớp Date có thể có một hàm trả về biểu diễn chuỗi. Việc xây dựng biểu diễn này có thể là một hoạt động tương đối tốn kém. Do đó, bạn nên giữ một bản sao để các yêu cầu lặp đi lặp lại sẽ chỉ trả lại bản sao đó, trừ khi giá trị của Date đã được thay đổi. Việc lưu vào bộ nhớ đệm các giá trị như vậy phổ biến hơn đối với các cấu trúc dữ liệu phức tạp hơn, nhưng hãy xem cách đạt được giá trị đó cho một Date:

*class Date {*

*public:*

*// ...*

*string string\_rep() const; // biểu diễn chuỗi*

*private:*

*bool cache\_valid;*

*string cache;*

*void compute\_cache\_value(); // lấy bộ nhớ cache*

*// ...*

*};*

Theo quan điểm của người dùng, *string\_rep* không thay đổi trạng thái Date của nó, vì vậy rõ ràng nó phải là một hàm thành viên const. Mặt khác, các thành viên cache và *cache\_valid* thỉnh thoảng phải thay đổi để thiết kế có ý nghĩa. Những vấn đề như vậy có thể giải quyết bằng cách sử dụng ép kiểu, ví dụ, *const\_cast* (§11.5.2). Tuy nhiên, cũng có những giải pháp thanh lịch hợp lý không liên quan đến việc gây rối với các quy tắc loại.

##### 16.2.9.3 Có thể thay đổi (Mutable)

Chúng ta có thể xác định một thành viên của một lớp là có thể thay đổi được, nghĩa là nó có thể được sửa đổi ngay cả trong một đối tượng const:

*class Date {*

*public:*

*// ...*

*string string\_rep() const; // string representation*

*private:*

*mutable bool cache\_valid;*

*mutable string cache;*

*void compute\_cache\_value() const; // ﬁll (mutable) cache ( lấy bộ nhớ cache và có thể thay đổi)*

*// ...*

*};*

Bây giờ chúng ta có thể định nghĩa string\_rep () theo cách rõ ràng:

*string Date::string\_rep() const*

*{*

*if (!cache\_valid) {*

*compute\_cache\_value();*

*cache\_valid = true;*

*}*

*return cache;*

*}*

Bây giờ chúng ta có thể sử dụng *string\_rep ()* cho cả đối tượng const và không phải const. Ví dụ:

*void f(Date d, const Date cd)*

*{*

*string s1 = d.string\_rep();*

*string s2 = cd.string\_rep(); // OK!*

*// ...*

*}*

##### 16.2.9.4 Thay đổi thông qua hướng dẫn (Mutability through Indirection)

Khai báo một thành viên có thể thay đổi là thích hợp nhất khi chỉ một phần nhỏ của biểu diễn của một đối tượng nhỏ được phép thay đổi. Các trường hợp phức tạp hơn thường được xử lý tốt hơn bằng cách đặt dữ liệu thay đổi vào một đối tượng riêng biệt và truy cập nó một cách gián tiếp. Nếu kỹ thuật đó được sử dụng, chuỗi có ví dụ bộ nhớ cache sẽ trở thành:

*struct cache {*

*bool valid;*

*string rep;*

*};*

*class Date {*

*public:*

*// ...*

*string string\_rep() const; // string representation*

*private:*

*cache∗ c; // khởi tạo trong hàm khởi tạo*

*void compute\_cache\_value() const; // ﬁll what cache refers to (lấp đầy những gì bộ nhớ cache đề cập đến)*

*// ...*

*}*

*string Date::string\_rep() const*

*{*

*if (!c−>valid) {*

*compute\_cache\_value();*

*c−>valid = true;*

*}*

*return c−>rep;*

*}*

Các kỹ thuật lập trình hỗ trợ một bộ nhớ cache tổng quát thành các hình thức đánh giá lười biếng khác nhau.

Lưu ý rằng const không áp dụng (tạm thời) cho các đối tượng được truy cập thông qua con trỏ hoặc tham chiếu. Có nghĩa là, một con trỏ thành viên không có bất kỳ ngữ nghĩa đặc biệt nào để phân biệt nó với các con trỏ khác.

#### 16.2.10 Tự tham khảo (Self - Reference)

Các hàm cập nhật trạng thái *add\_year (), add\_month ()* và *add\_day ()* không được trả về giá trị. Đối với một tập hợp các hàm cập nhật liên quan như vậy, thường hữu ích khi trả về một tham chiếu đến đối tượng được cập nhật để các hoạt động có thể được xâu chuỗi. Ví dụ, chúng ta muốn viết:

*void f(Date& d)*

*{*

*// ...*

*d.add\_day(1).add\_month(1).add\_year(1);*

*// ...*

*}*

Để thêm một ngày, một tháng và một năm vào d, mỗi hàm phải được khai báo để trả về một tham chiếu đến Date:

*class Date {*

*// ...*

*Date& add\_year(int n); // add n years (thêm n năm)*

*Date& add\_month(int n); // add n months (thêm n tháng)*

*Date& add\_day(int n); // add n days (thêm n ngày)*

*};*

Mỗi hàm thành viên (không tĩnh) biết đối tượng nào mà nó được gọi và có thể tham chiếu đến nó một cách rõ ràng. Ví dụ:

*Date& Date::add\_year(int n)*

*{*

*if (d==29 && m==2 && !leapyear(y+n)) { // beware of February 29 (cẩn thận 29/2)*

*d=1;*

*m=3;*

*}*

*y+=n;*

*return ∗this;*

*}*

Biểu thức \*this đề cập đến đối tượng mà một hàm thành viên được gọi.

Trong một hàm thành viên không tĩnh (static), từ khóa this là một con trỏ trỏ đến đối tượng mà hàm được gọi. Trong một hàm thành viên không phải hằng số (const) của lớp X, kiểu của nó là X\*. Tuy nhiên, đây được coi là một giá trị, vì vậy không thể lấy địa chỉ của nó hoặc gán cho nó.

Hầu hết việc sử dụng this là ngầm định. Đặc biệt, mọi tham chiếu đến một thành viên không tĩnh (non-static) từ bên trong một lớp dựa vào việc sử dụng this để lấy thành viên của đối tượng thích hợp. Ví dụ, hàm add\_year có thể tương đương, nhưng thật tệ chúng được xác định như sau:

*Date& Date::add\_year(int n)*

*{*

*if (this−>d==29 && this−>m==2 && !leapyear(this−>y+n)) {*

*this−>d = 1;*

*this−>m = 3;*

*}*

*this−>y += n;*

*return ∗this;*

*}*

Một cách sử dụng this rõ ràng là thao tác trong danh sách liên kết. Ví dụ:

*struct Link {*

*Link∗ pre;*

*Link∗ suc;*

*int data;*

*Link∗ insert(int x) // insert x before this (chèn x trước this)*

*{*

*return pre = new Link{pre ,this,x};*

*}*

*void remove() // remove and destroy this (loại bỏ và phá hủy this)*

*{*

*if (pre) pre−>suc = suc;*

*if (suc) suc−>pre = pre;*

*delete this;*

*}*

*// ...*

*};*

Cần sử dụng this rõ ràng để truy cập vào các thành viên của các lớp cơ sở từ một lớp dẫn xuất là một khuôn mẫu.

#### 16.2.11 Quyền truy cập thành viên (Member Access)

Một thành viên của lớp X có thể được truy cập bằng cách áp dụng “.” (dot) toán tử cho một đối tượng của lớp X hoặc bằng cách áp dụng toán tử “->” (mũi tên) cho một con trỏ đến một đối tượng của lớp X. Ví dụ:

*struct X {*

*void f();*

*int m;*

*};*

*void user(X x, X∗ px)*

*{*

*m=1; // error : there is no m in scope (m không nằm trong phạm vi)*

*x.m = 1; // OK*

*x−>m = 1; // error : x is not a pointer (x không phải là một con trỏ)*

*px−>m = 1; // OK*

*px.m = 1; // error : px is a pointer (px là một con trỏ)*

*}*

Rõ ràng, có một chút dư thừa ở đây: trình biên dịch biết liệu một tên liên quan đến X hay X \*, vì vậy một toán tử đơn lẻ sẽ phù hợp. Tuy nhiên, một lập trình viên có thể bị nhầm lẫn, vì vậy từ những ngày đầu tiên của C, quy tắc đã được sử dụng các toán tử riêng biệt.

Từ bên trong một lớp không cần toán tử. Ví dụ:

*void X::f()*

*{*

*m=1; // OK: ‘‘this->m = 1;’’*

*}*

Nghĩa là, một tên thành viên không đủ tiêu chuẩn hoạt động như thể nó đã được xác định trước bởi this−>. Lưu ý rằng một hàm thành viên có thể tham chiếu đến tên của một thành viên trước khi nó được khai báo:

*struct X {*

*int f() { return m; } // ﬁne: return this X’s m (trả về this X’s m)*

*int m;*

*};*

Nếu chúng ta muốn tham chiếu đến một thành viên nói chung, thay vì một thành viên của một đối tượng cụ thể, chúng ta ta thể sử dụng “ :: ”. Ví dụ:

*struct S {*

*int m;*

*int f();*

*static int sm;*

*};*

*int X::f() { return m; } // X’s f*

*int X::sm {7}; // X’s static member sm (thành viên tĩnh sm)*

*int (S::∗) pmf() {&S::f}; // X’s member f*

#### 16.2.12 Thành viên tĩnh ( [static] Members )

Thành viên tĩnh là những thành viên sử dụng toàn cụ trong lớp và không thể sử dụng bên ngoài lớp .

*class Date {*

*int d, m, y;*

*static Date default\_date;*

*public:*

*Date(int dd =0, int mm =0, int yy =0);*

*// ...*

*static void set\_default(int dd, int mm, int yy); // set default\_date to Date(dd,mm,yy)*

*};*

Bây giờ chúng ta có thể định nghĩa hàm khởi tạo Date để sử dụng default\_date như sau:

*Date::Date(int dd, int mm, int yy)*

*{*

*d=dd?dd:default\_date .d;*

*m = mm ? mm : default\_date .m;*

*y = yy ? yy : default\_date .y;*

*// ... check that the Date is valid ...*

*}*

Sử dụng *set\_default (),* chúng ta có thể thay đổi ngày mặc định khi thích hợp. Một thành viên tĩnh có thể được gọi như bất kỳ thành viên nào khác. Ngoài ra, một thành viên tĩnh có thể được tham chiếu mà không cần đề cập đến một đối tượng. Thay vào đó, tên của nó đủ điều kiện theo tên của lớp của nó. Ví dụ:

*void f()*

*{*

*Date::set\_default(4,5,1945); // call Date’s static member set\_default() (gọi thành viên tĩnh set\_default () của Date’s*

*}*

Nếu được sử dụng, một thành viên tĩnh – một hàm hoặc dữ liệu thành viên- phải được xác định ở đâu đó. Từ khóa static không được lặp lại trong khái niệm của một thành viên static. Ví dụ:

*Date Date::default\_date {16,12,1770}; // deﬁnition of Date::default\_date (định nghĩa của Date :: default\_date() )*

*void Date::set\_default(int d, int m, int y) // deﬁnition of Date::set\_default định nghĩa của Date :: set\_default() )*

*{*

*default\_date = {d,m,y}; // assign new value to default\_date (gán giá trị mới cho default\_date)*

*}*

Bây giờ, giá trị mặc định là ngày sinh của Beethoven – cho đến khi ai đó quyết định khác.

Lưu ý rằng *Date {}* đóng vai trò là ký hiệu cho giá trị của *Date :: default\_date*. Ví dụ:

*Date copy\_of\_default\_date = Date{};*

*void f(Date);*

*void g()*

*{*

*f(Date{});*

*}*

Do đó, chúng ta không cần một chức năng riêng để đọc ngày mặc định. Vì vậy, dấu {} thuần túy là phù hợp. Ví dụ:

*void f1(Date);*

*void f2(Date);*

*void f2(int);*

*void g()*

*{*

*f1({}); // OK: equivalent to f1(Date{}) (tương đương với f1(Date{})*

*f2({}): // error : ambiguous: f2(int) or f2(Date)? ( f2 không rõ ràng)*

*f2(Date{}); // OK }*

Trong mã đa luồng, các thành viên dữ liệu tĩnh yêu cầu một số loại kỷ luật khóa hoặc truy cập để tránh các điều kiện chủng tộc (§5.3.4, §41.2.4). Vì đa luồng hiện nay rất phổ biến, thật không may là việc sử dụng các thành viên dữ liệu tĩnh lại khá phổ biến trong mã cũ. Mã cũ hơn có xu hướng sử dụng các thành viên tĩnh theo cách ngụ ý các điều kiện chủng tộc.

#### 16.2.13 Các loại thành viên (Member Types)

Các kiểu và kiểu bí danh có thể là thành viên của một lớp. Ví dụ:

*template<typename T>*

*class Tree {*

*using value\_type = T; // member alias (thành viên bí danh)*

*enum Policy { rb, splay, treeps }; // member enum(thành viên danh sách)*

*class Node { // member class (thành viên lớp)*

*Node∗ right;*

*Node∗ left;*

*value\_type value;*

*public:*

*void f(Tree∗);*

*};*

*Node∗ top;*

*public:*

*void g(const T&);*

*// ...*

*};*

Một lớp thành viên (thường được gọi là lớp lồng nhau) có thể tham chiếu đến các kiểu và các thành viên tĩnh của lớp bao quanh nó. Nó chỉ có thể tham chiếu đến các thành viên không tĩnh khi nó được cung cấp một đối tượng của lớp bao quanh để tham chiếu đến.

Một lớp lồng nhau có quyền truy cập vào các thành viên của lớp bao quanh nó, thậm chí đến các thành viên riêng (giống như một hàm thành viên ), nhưng không có khái niệm về đối tượng hiện tại của lớp bao quanh. Ví dụ:

*template<typename T>*

*void Tree::Node::f(Tree∗ p)*

*{*

*top = right; // error : no object of type Tree speciﬁed (không có đối tượng loại đặc tả của Tree*

*p−>top = right; // OK*

*value\_type v = left−>value; // OK: value\_type is not associated with an object (value\_type không được liên kết với một đối tượng)*

*}*

Một lớp không có bất kỳ quyền truy cập đặc biệt nào đối với các thành viên của lớp lồng nhau của nó. Ví dụ:

*template<typename T>*

*void Tree::g(Tree::Node∗ p)*

*{*

*value\_type val = right−>value; // error : no object of type Tree::Node (không có đối tượng thuộc loại Tree :: Node)*

*value\_type v = p−>right−>value; // error : Node::right is private (right là riêng tư)*

*p−>f(this); // OK*

*}*

Các lớp thành viên là một sự tiện lợi về mặt ký hiệu hơn là một tính năng có tầm quan trọng cơ bản. Mặt khác, bí danh thành viên rất quan trọng vì là cơ sở của các kỹ thuật lập trình chung dựa trên các kiểu liên kết (§28.2.4, §33.1.3).

### 16.3 Lớp cụ thể (Concrete Classes)

Một lớp được gọi là cụ thể (hoặc một lớp cụ thể) nếu biểu diễn của nó là một phần của định nghĩa. Điều này phân biệt nó với các lớp trừu tượng cung cấp giao diện cho nhiều cách triển khai khác nhau. Có sẵn đại diện cho phép chúng ta:

* Để đặt các đối tượng trên ngăn xếp, trong bộ nhớ được cấp phát tĩnh và trong các đối tượng khác
* Để sao chép và di chuyển các đối tượng.
* Để tham chiếu trực tiếp đến các đối tượng được đặt tên (trái ngược với việc truy cập thông qua con trỏ và tham chiếu)

*namespace Chrono {*

*enum class Month { jan=1, feb, mar, apr, may, jun, jul, aug, sep, oct, nov, dec };*

*class Date {*

*public: // public interface:*

*class Bad\_date { }; // exception class (lớp mgoại lệ)*

*explicit Date(int dd ={}, Month mm ={}, int yy ={}); // {} means ‘‘pick a default’’ (có mghĩa là chọn mặc định)*

*// nonmodifying functions for examining the Date: (các chức năng không sửa đổi để kiểm tra Date)*

*int day() const;*

*Month month() const;*

*int year() const;*

*string string\_rep() const; // string representation*

*void char\_rep(char s[], in max) const; // C-style string representation*

*// (modifying) functions for changing the Date:*

*Date& add\_year(int n); // add n years*

*Date& add\_month(int n); // add n months*

*Date& add\_day(int n); // add n days*

*private:*

*bool is\_valid(); // check if this Date represents a date*

*int d, m, y; // representation*

*};*

*bool is\_date(int d, Month m, int y); // true for valid date*

*bool is\_leapyear(int y); // true if y is a leap year*

*bool operator==(const Date& a, const Date& b);*

*bool operator!=(const Date& a, const Date& b);*

*const Date& default\_date(); // the default date*

*ostream& operator<<(ostream& os, const Date& d); // printdtoos*

*istream& operator>>(istream& is, Date& d); // read Date from is into d*

*}// Chrono*

#### 16.3.1 Hàm thành viên (Member Functions)

Đương nhiên, việc định nghĩa một hàm thành viên phải được thực hiện ở đâu đó. Ví dụ:

*Date::Date(int dd, Month mm, int yy)*

*:d{dd}, m{mm}, y{yy}*

*{*

*if (y == 0) y = default\_date().year();*

*if (m == Month{}) m = default\_date().month();*

*if (d == 0) d = default\_date().day();*

*if (!is\_valid()) throw Bad\_date();*

*}*

Hàm tạo kiểm tra xem dữ liệu được cung cấp có biểu thị Date hợp lệ hay không. Nếu không, giả sử, đối với {30, Month :: feb, 1994}, nó ném ra một ngoại lệ, cho biết rằng đã xảy ra sự cố. Nếu dữ liệu được cung cấp có thể chấp nhận được, thì quá trình khởi tạo rõ ràng đã được thực hiện. Khởi tạo là một hoạt động tương đối phức tạp vì nó liên quan đến việc xác nhận dữ liệu. Điều này là khá điển hình. Mặt khác, khi Ngày đã được tạo, nó có thể được sử dụng và sao chép mà không cần kiểm tra thêm. Nói cách khác, hàm tạo thiết lập giá trị bất biến cho lớp (trong trường hợp này, nó biểu thị một ngày hợp lệ). Các chức năng thành viên khác có thể dựa vào sự bất biến đó và phải duy trì nó. Kỹ thuật thiết kế này có thể đơn giản mã hóa rất nhiều.

Tôi đã cân nhắc đặt hàm xác thực is\_valid () ở chế độ công khai. Tuy nhiên, tôi thấy mã người dùng tạo ra phức tạp hơn và kém mạnh mẽ hơn so với mã dựa vào việc bắt ngoại lệ:

*void ﬁll(vector<Date>& aa)*

*{*

*while (cin) {*

*Date d;*

*try {*

*cin >> d;*

*}*

*catch (Date::Bad\_date) {*

*// ... my error handling ...*

*continue;*

*}*

*aa.push\_back(d);*

*}*

*}*

Tuy nhiên, việc kiểm tra xem tập hợp giá trị {d, m, y} có phải là ngày hợp lệ không không phải là một phép tính phụ thuộc vào biểu diễn của Date, vì vậy ta sẽ triển khai is\_valid () là hàm trợ giúp:

*bool Date::is\_valid()*

*{*

*return is\_date(d,m,y)*

*}*

Tại sao lại có cả *is\_valid ()* và *is\_date ()* ?Trong ví dụ đơn giản này, chúng ta có thể quản lý chỉ với một, nhưng ta có thể tưởng tượng các hệ thống trong đó *is\_date ()* (như ở đây) kiểm tra xem a (d, m, y) có đại diện cho một ngày hợp lệ và *is\_valid ()* thực hiện kiểm tra bổ sung liệu ngày đó có thể được trình bày một cách hợp lý hay không. Ví dụ: *is\_valid ()* có thể từ chối các ngày từ trước khi lịch hiện đại được sử dụng phổ biến.

Như thường thấy đối với các loại cụ thể đơn giản như vậy, các định nghĩa cụ thể của các hàm thành viên của Date khác nhau giữa mức độ nhỏ và mức độ không quá phức tạp. Ví dụ:

*inline int Date::day() const*

*{*

*return d;*

*}*

*Date& Date::add\_month(int n)*

*{*

*if (n==0) return ∗this;*

*if (n>0) {*

*int delta\_y = n/12; // number of whole years (số cả năm)*

*int mm = static\_cast<int>(m)+n%12; // number of months ahead (số tháng trước)*

*if (12 < mm) { // note: dec is represented by 12 (lưu ý: số thập phân được biểu thị bằng 12)*

*++delta\_y;*

*mm −= 12;*

*}*

*// ... handle the cases where the month mm doesn’t have day d ... (... xử lý các trường hợp tháng mm không có ngày d.)*

*y += delta\_y;*

*m = static\_cast<Month>(mm);*

*return ∗this;*

*}*

*// ... handle negative n ...( xử lý n)*

*return ∗this;*

*}*

#### 16.3.2 Hàm trợ giúp (Helper Functions)

Thông thường, một lớp có một số hàm được liên kết với nó mà không cần phải xác định trong chính lớp đó vì chúng không cần quyền truy cập trực tiếp vào. Ví dụ:

*int diff(Date a, Date b); // number of days in the range (số ngày trong phạm vi)*

*bool is\_leapyear(int y);*

*bool is\_date(int d, Month m, int y);*

*const Date& default\_date();*

*Date next\_weekday(Date d);*

*Date next\_saturday(Date d);*

Việc loại bỏ các hàm như vậy trong chính lớp sẽ làm phức tạp giao diện lớp và tăng số lượng các hàm có thể cần được kiểm tra khi xem xét sự thay đổi đối với biểu diễn.

Làm thế nào những hàm như vậy '' kết hợp '' với lớp Date? Trong thời kỳ đầu của C ++, cũng như trong C, các khai báo của chúng đơn giản được đặt trong cùng thứ tự với khai báo của lớp Date. Người dùng cần Date sẽ cung cấp tất cả chúng bằng cách đưa vào giao diện. Ví dụ:

*#include "Date.h"*

Ngoài ra, chúng ta có thể làm cho liên kết rõ ràng bằng cách bao bọc lớp và các hàm trợ giúp của nó trong một không gian tên:

*namespace Chrono { // facilities for dealing with time*

*class Date { /\* ... \*/};*

*int diff(Date a, Date b);*

*bool is\_leapyear(int y);*

*bool is\_date(int d, Month m, int y);*

*const Date& default\_date();*

*Date next\_weekday(Date d);*

*Date next\_saturday(Date d);*

*// ...*

*}*

Đương nhiên, hàm trợ giúp phải được định nghĩa ở đâu đó:

*bool Chrono::is\_date(int d, Month m, int y)*

*{*

*int ndays;*

*switch (m) {*

*case Month::feb:*

*ndays = 28+is\_leapyear(y);*

*break;*

*case Month::apr: case Month::jun: case Month::sep: case Month::nov:*

*ndays = 30;*

*break;*

*case Month::jan: case Month::mar: case Month::may: case Month::jul:*

*case Month::aug: case Month::oct: case Month::dec:*

*ndays = 31;*

*break;*

*default:*

*return false;*

*}*

*return 1<=d && d<=ndays;*

*}*

Tránh việc chọn giá trị month ngoài phạm vi từ jan đến dec, ta cần phải kiểm tra:

*const Date& Chrono::default\_date()*

*{*

*static Date d {1,Month::jan,1970};*

*return d;*

*}*

#### 16.3.3 Nạp chồng toán tử (Overloaded Operators)

Nó thường hữu ích khi thêm các chức năng để kích hoạt ký hiệu thông thường. Ví dụ: toán tử == () xác định toán tử bình đẳng, ==, hoạt động cho Date:

*inline bool operator==(Date a, Date b) // equality (bình đẳng)*

*{*

*return a.day()==b.day() && a.month()==b.month() && a.year()==b.year();*

*}*

Khác:

*bool operator!=(Date, Date); // inequality*

*bool operator<(Date, Date); // less than*

*bool operator>(Date, Date); // greater than*

*// ...*

*Date& operator++(Date& d) { return d.add\_day(1); } // increase Date by one day*

*Date& operator−−(Date& d) { return d.add\_day(−1); } // decrease Date by one day*

*Date& operator+=(Date& d, int n) { return d.add\_day(n); } // add n days*

*Date& operator−=(Date& d, int n) { return d.add\_day(−n); } // subtract n days*

*Date operator+(Date d, int n) { return d+=n; } // add n days*

*Date operator−(Date d, int n) { return d+=n; } // subtract n days*

*ostream& operator<<(ostream&, Date d); // output d*

*istream& operator>>(istream&, Date& d); // read into d*

Các toán tử này được xác định trong Chrono cùng với Date để tránh các vấn đề quá tải và lợi ích từ việc tra cứu phụ thuộc vào đối số.

Đối với Date, những toán tử này có thể được coi là những tiện ích đơn thuần. Tuy nhiên, đối với nhiều kiểu - chẳng hạn như số phức, vectơ, và các đối tượng giống hàm - việc sử dụng các toán tử thông thường rất khó sử dụng tâm trí của mọi người rằng việc xác định quan điểm của họ gần như là bắt buộc. Đối với Date, tôi đã muốn cung cấp + = và - = dưới dạng các hàm thành viên thay vì add\_day ().

#### 16.3.4 Dấu hiệu các lớp cụ thể ( The Signiﬁcance of Concrete Classes)

Gọi các kiểu do người dùng xác định là đơn giản, chẳng hạn như Date, các kiểu cụ thể để phân biệt chúng với các lớp trừu tượng và phân cấp lớp, và cũng để nhấn mạnh sự giống nhau của chúng với các kiểu tích hợp sẵn như int và char . Các lớp cụ thể được sử dụng giống như các loại tích hợp sẵn. Các kiểu cụ thể còn được gọi là kiểu giá trị và lập trình hướng giá trị sử dụng của chúng. Mô hình sử dụng của chúng và '' triết lý '' đằng sau thiết kế của chúng hoàn toàn khác với những gì thường được gọi là lập trình hướng đối tượng.

Mục đích của một kiểu cụ thể là làm tốt một việc duy nhất, tương đối đơn giản và hiệu quả. Nó thường không nhằm mục đích cung cấp cho người dùng các phương tiện để sửa đổi hành vi của một loại cụ thể. Trong đặc biệt, các loại cụ thể không nhằm mục đích hiển thị hành vi đa hình.

Nếu bạn không thích một số chi tiết của một loại cụ thể, bạn sẽ tạo một loại mới với hành vi mong muốn. Nếu bạn muốn '' tái sử dụng '' một kiểu cụ thể, bạn sử dụng chính xác nó trong việc triển khai kiểu mới của mìnhnhư bạn đã sử dụng int. Ví dụ:

*class Date\_and\_time {*

*private:*

*Date d;*

*Time t;*

*public:*

*Date\_and\_time(Date d, Time t);*

*Date\_and\_time(int d, Date::Month m, int y, Time t);*

*// ...*

*};*

**16.4 Lời khuyên (Advice)**

[1] Biểu diễn các khái niệm dưới dạng các lớp; §16.1.

[2] Tách giao diện của một lớp khỏi việc triển khai nó.

[3] Chỉ sử dụng dữ liệu công khai (cấu trúc) khi nó thực sự chỉ là dữ liệu và không có bất biến nào có ý nghĩa đối với dữ liệu thành viên.

[4] định nghĩa một phương thức khởi tạo để xử lý việc khởi tạo các đối tượng.

[5] Theo mặc định, khai báo các hàm tạo đối số đơn là tường minh.

[6] Khai báo một hàm thành viên không sửa đổi trạng thái của đối tượng của nó là const.

[7] Loại cụ thể là loại đơn giản nhất của lớp. Nếu có thể, thích một kiểu cụ thể hơn các lớp phức tạp hơn và các cấu trúc dữ liệu đơn giản.

[8] Chỉ biến một hàm thành thành viên nếu nó cần truy cập trực tiếp vào biểu diễn của một lớp.

[9] Sử dụng một không gian tên để làm cho mối liên kết giữa một lớp và các chức năng trợ giúp của nó trở nên rõ ràng.

[10] Biến một hàm thành viên không sửa đổi giá trị của đối tượng thành một hàm thành viên const.

[11] Tạo một hàm cần truy cập vào biểu diễn của một lớp nhưng không cần gọi đối tượng cụ thể thành một hàm thành viên tĩnh; §16.2.12.

## Chapter 17: Construction, Cleanup, Copy, and Move

### 17.1 Giới thiệu (Introduction)

Chương này tập trung vào các khía cạnh kỹ thuật của ‘‘ vòng đời ’’ của đối tượng: làm cách nào để chúng ta tạo một đối tượng, cách chúng ta sao chép nó, cách chúng ta di chuyển nó và làm cách nào để dọn dẹp nó sau khi nó biến mất? Định nghĩa thích hợp của ‘‘ copy ’’ và ‘‘ move ’’ là gì? Ví dụ:

*string ident(string arg) // string passed by value (copied into arg) (chuỗi được truyền bởi giá trị (được sao chép vào arg) )*

*{*

*return arg; // return string (move the value of arg out of ident() to a caller) (trả về chuỗi (di chuyển giá trị của arg ra khỏi danh tính () đến một người gọi) )*

*}*

*int main ()*

*{*

*string s1 {“Adams”}; // initialize string (construct in s1). ( khởi tạo chuỗi (cấu trúc trong s1) )*

*s1 = indet(s1); // copy s1 into ident() (sao chép s1 vào ident () )*

*// move the result of ident(s1) into s1; (di chuyển kết quả của ident (s1) vào s1 )*

*// s1’s value is “Adams”. (giá trị của s1 là &quot;Adams&quot; )*

*string s2 {“Pratchett”}; // initialize string (construct in s2) (/khởi tạo chuỗi (cấu trúc trong*

*s2) )*

*s1 = s2; // copy the value of s2 into s1 (sao chép giá trị của s2 vào s1)*

*// both s1 and s2 have the value “Pratchett”. (cả s1 và s2 đều có giá trị “Pratchett”)*

*}*

Rõ ràng, sau lời gọi của ident (), giá trị của s1 phải là “Adams”. Chúng ta sao chép giá trị của s1 vào đối số arg, sau đó chúng ta chuyển giá trị của arg ra khỏi lệnh gọi hàm và (quay lại) vào s1. Tiếp theo, chúng ta xây dựng s2 với giá trị “Prachett” và sao chép nó vào s1. Cuối cùng, ở lối ra khỏi main (), chúng ta hủy các biến s1 và s2. Sự khác biệt giữa di chuyển và sao chép là sau khi sao chép, hai đối tượng phải có cùng giá trị, trong khi sau khi di chuyển, nguồn của di chuyển không bắt buộc phải có giá trị ban đầu của nó. Các chuyển động có thể được sử dụng khi đối tượng nguồn sẽ không được sử dụng nữa. Chúng đặc biệt hữu ích để phù hợp với yêu cầu khi di chuyển tài nguyên.

Một số chức năng được sử dụng ở đây:

* Một hàm tạo khởi tạo một chuỗi với một chuỗi ký tự (được sử dụng cho s1 và s2)
* Một phương thức tạo bản sao sao chép một chuỗi (vào đối số hàm arg)
* Một hàm tạo di chuyển di chuyển giá trị của một chuỗi (từ đối số ra khỏi danh tính () thành một biến tạm thời giữ kết quả là danh tính (s1))
* Phép gán di chuyển di chuyển giá trị của một chuỗi (từ biến tạm thời giữ kết quả của danh tính (s1) thành s1)
* Một nhiệm vụ sao chép sao chép một chuỗi (từ s2 sang s1)
* Một trình hủy giải phóng các tài nguyên thuộc sở hữu của s1, s2 và biến tạm thời giữ kết quả của ident (s1).
* Trình khởi tạo, sao chép và di chuyển các hoạt động gánvà trình hủy hổ trợ trực tiếp đến chế độ xem, quản lý tài nguyên và thời gian tồn tại. Một đối tượng được coi là đối tượng thuộc kiểu của nó sau khi hàm khởi tạo nó hoàn thành và nó không phải là một đối tượng thuộc kiểu của nó khi hàm hủy tiền hành xong.

Xây dựng các đối tượng đóng vai trò quan trọng trong nhiều thiết kế. Sự đa dạng

về cách sử dụng này được tái hiện trong pham vi và tính khả dụng của các tính năng ngôn ngữ hỗ trợ khởi tạo.

Các hàm tạo, hàm hủy và các thao tác sao chép và di chuyển cho một kiểu khônng tách biệt nhau về mặt logic. Chúng ta phải xác định chúng như một tập hợp hoặc các vấn đề logic hoặc hiệu suất. Mếu một lớp X có một hàm hủy thực hiện một tác vụ tầm thường, chẳng hạn như phân kho lưu trữ miến phí hoặc giải phóng khóa, thì lớp đó có thể cần bổ sung đầy đủ các chức năng:

*class X {*

*X(Sometype); // ‘‘ordinary constructor’’: create an object (hàm tạo bình thường : tạo một đối tượng)*

*X(); // default constructor (khởi tạo mặc định)*

*X(const X&); // copy constructor (khởi tạo sao chép)*

*X(X&&); // move constructor (hàm di chuyển)*

*X& operator=(const X&); // copy assignment: clean up target and copy ( sao chép đối tượng : xóa đối tượng và sao chép)*

*X operator=(X&&); // move assignment: clean up target and move (di chuyển đối tượng: xóa đối tượng và di chuyển)*

*˜X(); // destructor: clean up (hàm hủy)*

*// ...*

*};*

Có những tình huống trong đó một đối tượng được sao chép hoặc di chuyển:

* Là nguồn gốc của một nhiệm vụ.
* Là một bộ khởi tạo đối tượng.
* Là một đối số của hàm.
* Là một hàm trả vè giá trị.
* Như một ngoại lệ.

Trong mọi trường hợp, hàm tạo sao chép hoặc di chuyển sẽ được áp dụng (trừ khi nó có thể được tối ưu hóa đi).

### 17.2 Hàm khởi tạo và hàm hủy (Constructors and Destructors)

Chúng ta có thể chỉ định cách khởi tạo một đối tượng của một lớp bằng cách xác định hàm tạo. Để bổ sung các hàm tạo, chúng ta có thể xác định hàm hủy để đảm bảo “dọn dẹp” một đối tượng khi cần.

*struct Tracer {*

*string mess;*

*Tracer(const string& s) :mess{s} { clog << mess; }*

*˜Tracer() {clog << "˜" << mess; }*

*};*

*void f(const vector<int>& v)*

*{*

*Tracer tr {"in f()\n"};*

*for (auto x : v) {*

*Tracer tr {string{"v loop "}+to<string>(x)+'\n'}; // §25.2.5.1*

*// ...*

*}*

*}*

Chúng ta có thể thử gọi:

*f({2,3,5});*

Điều này sẽ in ra luồng ghi:

*in\_f()*

*v loop 2*

*~v loop 2*

*v loop 3*

*~v loop 3*

*v loop 5*

*~v loop 5*

*~in\_f()*

#### 17.2.1 Hàm khởi tạo và tính bất biến (Constructors and Invariants)

Một thành viên có tên giống với tên lớp chứa nó thì được gọi là một phương thức khởi tạo. Ví dụ:

*class Vector {*

*public:*

*Vector(int s);*

*// ...*

*};*

Một khai báo phương thức khởi tạo chỉ định một danh sách đối số (chính xác như đối với một hàm) nhưng không có kiểu trả về. Tên của một lớp không thể được sử dụng cho một hàm thành viên thông thường, thành viên dữ liệu, kiểu thành viên, v.v., trong lớp. Ví dụ:

*struct S {*

*S(); // ﬁne*

*void S(int); // error : no type can be speciﬁed for a constructor (có void và không phải là hàm*

*tạo)*

*int S; // error : the class name must denote a constructor (đây không phải là một hàm thành*

*viên và không có int )*

*enum S { foo, bar }; // error : the class name must denote a constructor (không có enum và*

*đây không phải là một hàm)*

*};*

Công việc của một phương thức khởi tạo là khởi tạo một đối tượng của lớp nó. Thông thường, việc khởi tạo đó phải thiết lập một lớp bất biến, tức là cái gì đó phải giữ bất cứ khi nào một hàm thành viên được gọi (từ bên ngoài lớp). Xem xét:

*class Vector {*

*public:*

*Vector(int s);*

*// ...*

*private:*

*double∗ elem; // elem points to an array of sz doubles ( elem trỏ đến một mảng của sz nhân*

*đôi*

*int sz; // sz is non-negative (sz không âm)*

*};*

Ở đây, giá trị bất biến được phát biểu dưới dạng nhận xét: ‘‘ elem trỏ tới một mảng sz nhân đôi ’’ và ‘‘ sz là không âm’’. Hàm tạo phải làm cho điều đó đúng. Ví dụ:

*Vector::Vector(int s)*

*{*

*if (s&lt;0) throw Bad\_siz e{s};*

*sz = s;*

*elem = new double[s];*

*}*

Hàm tạo này cố gắng thiết lập bất biến và nếu không thể, nó sẽ ném ra một ngoại lệ. Nếu phương thức khởi tạo không thể thiết lập bất biến, không có đối tượng nào được tạo ra và phương thức khởi tạo phải đảm bảo rằng không có tài nguyên nào bị rò rỉ. Tài nguyên là bất cứ thứ gì chúng ta cần để có được và cuối cùng trả lại khi chúng ta đã hoàn thành với nó.

Tại sao bạn lại coi là bất biến?

* Để tập trung nỗ lực thiết kế cho lớp.
* Để làm rõ hành vi của lớp.
* Để đơn giản hóa khái niệm của các hàm thành viên.
* Để làm rõ việc quản lý tài nguyên của lớp.
* Để đơn giản hóa tài liệu của lớp.

Trung bình, nỗ lực để xác định một bất biến cuối cùng sẽ tiết kiệm được công việc.

#### 17.2.2 Hàm hủy và tài nguyên (Destructors and Resources)

Một hàm tạo khởi tạo một đối tượng. Nói cách khác, nó tạo ra môi trường mà các hàm thành viên hoạt động. Khi môi trường được tạo ra để sử dụng thì đồng nghĩa với việc phải giải phóng môi trường đó sau khi sử dụng. Do đó, một số lớp cần có một hàm để tiến hành giải phóng môi trường đó - một hàm như vậy được gọi là hàm hủy. Cú pháp của hàm hủy là ˜ theo sau là tên lớp, ví dụ ~Vector (). Một nghĩa của ˜ là ‘‘ bổ sung ’’ và hàm hủy cho một lớp bổ sung cho các hàm tạo của nó. Một hàm hủy không nhận đối số và một lớp chỉ có thể có một hàm hủy. Hàm hủy được gọi ngầm khi một biến tự động vượt ra khỏi phạm vi, một đối tượng bị xóa, v.v. Chỉ trong những trường hợp rất hiếm, người dùng mới cần gọi hàm hủy một cách rõ ràng.

Hàm hủy thường dọn dẹp và gải phóng tài nguyên. Ví dụ:

*class Vector {*

*public:*

*Vector(int s) :elem{new double[s]}, sz{s} { }; // constructor: acquire memo (hàm khởi tạo :*

*ghi bộ nhớ)*

*~Vector() { delete[] elem; } // destructor: release memor (hàm hủy: giải phóng bộ nhớ)*

*// ...*

*private:*

*double∗ elem; // elem points to an array of sz doubles*

*int sz; // sz is non-negative*

*};*

Ví dụ thêm:

*Vector∗ f(int s)*

*{*

*Vector v1(s);*

*// ...*

*return new Vector(s+s);*

*}*

*void g(int ss)*

*{*

*Vector∗ p = f(ss);*

*// ...*

*delete p;*

*}*

Tại đây, Vector v1 bị hủy khi thoát khởi f(). Ngoài ra, Vector được tạo bởi f() sử dụng new sẽ bị hủy bởi lệnh xóa. Trong hai trường hợp, hàm hủy của Vector được gọi để giải phóng bộ nhớ được cấp phát bởi hàm khởi tạo.

Phong cách quản lý tài nguyên dựa trên phương thức khởi tạo / hủy này được gọi là Khởi tạo Tài nguyên (Resource Acquisition Is Initialization) hoặc đơn giản là RAII.

Một cặp hàm tạo / hủy phù hợp là cơ chế thông thường để thực hiện khái niệm về một đối tượng có kích thước thay đổi trong C ++. Các vùng chứa thư viện tiêu chuẩn, chẳng hạn như vectơ và bản đồ không có thứ tự, sử dụng các biến thể của kỹ thuật này để cung cấp lưu trữ cho các phần tử của chúng. Một kiểu không có trình hủy được khai báo, chẳng hạn như kiểu tích hợp, được coi là có trình hủy không làm gì cả.

Một lập trình viên khai báo hàm hủy cho một lớp cũng phải quyết định xem các đối tượng của lớp đó có thể được sao chép hoặc di chuyển hay không.

#### 17.2.3 Cơ sở và hàm hủy thành viên (Base and Member Destructors)

Hàm tạo và hàm hủy tương tác chính xác với cấu trúc phân cấp lớp. Một hàm tạo xây dựng một đối tượng lớp ‘‘ từ dưới lên ’’:

[1] Đầu tiên, hàm tạo gọi các hàm tạo lớp cơ sở của nó,

[2] sau đó, nó gọi các hàm tạo thành viên, và

[3] Cuối cùng, nó thực thi cơ thể của chính nó.

Một hàm hủy “xé toạc”một đối tượng theo thứ tự ngược lại:

[1] Đầu tiên, trình hủy thực thi phần thân của chính nó,

[2] sau đó, nó gọi các trình hủy thành viên của nó, và

[3] Cuối cùng, nó sử dụng các hàm hủy lớp cơ sở của nó.

Đặc biệt, một cơ sở ảo được xây dựng trước bất kỳ cơ sở nào có thể sử dụng nó và bị phá hủy sau tất cả những cơ sở đó. Thứ tự này đảm bảo rằng một cơ sở hoặc một thành viên không được sử dụng trước khi nó được khởi tạo hoặc được sử dụng sau khi nó đã bị phá hủy. Các hàm tạo thực thi các hàm tạo thành viên và các hàm cơ sở theo thứ tự khai báo (không phải thứ tự của các trình khởi tạo): nếu hai hàm tạo sử dụng một thứ tự khác nhau, bộ hủy không thể (không có quá đầu nghiêm trọng) đảm bảo sẽ phá hủy theo thứ tự ngược lại của cấu trúc.

Nếu một lớp được sử dụng để cần một hàm tạo mặc định và nếu lớp đó không có các hàm tạo khác, trình biên dịch sẽ cố gắng tạo một hàm tạo mặc định. Ví dụ:

*struct S1 {*

*string s;*

*};*

*S1 x; // OK: x.s is initialized to &quot;&quot; (x.s được khởi tạo thành “ “)*

Tương tự, khởi tạo thành viên có thể được sử dụng nếu cần các trình khởi tạo. Ví dụ:

*struct X { X(int); };*

*struct S2 {*

*Xx;*

*};*

*S2 x1; // error :*

*S2 x2 {1}; // OK: x2.x is initialized with 1 ( x2.x được khởi tạo bằng 1)*

#### 17.2.4 Gọi hàm tạo và hàm hủy (Calling Constructors and Destructors)

Một hàm hủy được gọi ngầm khi thoát khỏi phạm vi hoặc bằng cách xóa. Thông thường không chỉ cần gọi hàm hủy một cách rõ ràng; làm như vậy sẽ dẫn đến các lỗi khó chịu. Tuy nhiên, có một số trường hợp hiếm (nhưng quan trọng) mà hàm hủy phải được gọi một cách rõ ràng. Hãy xem xét một vùng chứa (như std :: vector) duy trì một nhóm bộ nhớ mà nó có thể phát triển và thu nhỏ (ví dụ: sử dụng *push\_back ()* và *pop\_back ().* Khi chúng ta thêm một phần tử, vùng chứa phải gọi phương thức khởi tạo của nó cho một địa chỉ cụ thể:

*void C::push\_back(const X&amp; a)*

*{*

*// ...*

*new(p) X{a}; // copy construct an X with the value a in address p (sao chép cấu trúc X với giá*

*trị a trong địa chỉ p)*

*// ...*

*}*

Việc sử dụng hàm tạo này được gọi là “vị trí mới”.

Ngược lại, khi chúng ta xóa một phần tử, vùng chứa cần gọi hàm hủy của nó:

*void C::pop\_back()*

*{*

*p−>~X(); // destroy the X in address p (hủy X trong địa chỉ p) }*

Ký hiệu *p−> ~X ()* gọi hàm hủy của X cho ∗ p. Ký hiệu đó không bao giờ được sử dụng cho một đối tượng bị phá hủy theo cách thông thường (do đối tượng của nó vượt ra khỏi phạm vi hoặc bị xóa).

Nếu được khai báo cho một lớp X, một hàm hủy sẽ được gọi ngầm bất cứ khi nào một X vượt ra khỏi phạm vi hoặc bị xóa. Điều này ngụ ý rằng chúng ta có thể ngăn chặn việc phá hủy X bằng cách khai báo hàm hủy = delete hoặc private.

Trong số hai lựa chọn thay thế, sử dụng private là khả thi hơn. Ví dụ: chúng ta có thể tạo một lớp mà các đối tượng có thể bị hủy một cách rõ ràng, nhưng không hoàn toàn:

*class Nonlocal {*

*public:*

*// ...*

*void destroy() { this−>~Nonlocal(); } // explicit destruction (hủy tường minh)*

*private:*

*// ...*

*~Nonlocal(); // don’t destroy implicitly (đừng hủy ngầm)*

*};*

*void user()*

*{*

*Nonlocal x; // error : cannot destroy a Nonlocal ( không thể hủy bỏ một Nonlocal)*

*X∗ p = new Nonlocal; // OK*

*// ...*

*delete p; // error : cannot destroy a Nonlocal (không thể hủy bỏ một Nonlocal)*

*p.destroy(); // OK*

*}*

#### 17.2.5 Hàm hủy ảo (Virtual Destructors)

Một hàm hủy có thể được khai báo là ảo và thường phải dành cho một lớp có hàm ảo. Ví dụ:

*class Shape {*

*public:*

*// ...*

*virtual void draw() = 0;*

*virtual ~Shape();*

*};*

*class Circle {*

*public:*

*// ...*

*void draw();*

*~Circle(); // overrides ~Shape() (ghi đè ~Shape() )*

*// ...*

*};*

Lý do chúng ta cần một trình hủy ảo là một đối tượng thường được thao tác thông qua giao diện được cung cấp bởi một lớp cơ sở cũng thường bị xóa thông qua giao diện đó:

*void user(Shape∗ p)*

*{*

*p−>draw(); // invoke the appropriate draw() (gọi hàm thích hợp: draw() )*

*// ...*

*delete p; // invoke the appropriate destructor (gọi hàm hủy thích hợp)*

*};*

Nếu bộ hủy của Shape không phải là ảo thì việc xóa sẽ không thể gọi hàm hủy của lớp dẫn xuất thích hợp (ví dụ: ~Circle ()). Thất bại đó sẽ làm cho các tài nguyên thuộc sở hữu của đối tượng bị xóa (nếu có) bị rò rỉ.

### 17.3 Khởi tạo đối tượng lớp (Class Object Initialization)

Phần này thảo luận về cách khởi tạo các đối tượng của một lớp có và không có hàm tạo. Nó cũng chỉ ra cách xác định các hàm tạo chấp nhận danh sách hàm khởi tạo đồng nhất có kích thước tùy ý (chẳng hạn như {1,2,3} và {1,2,3,4,5,6}).

#### 17.3.1 Khởi tạo không có trình tạo (Initialization Without Constructors)

Chúng ta không thể xác định hàm tạo cho một kiểu có sẵn, nhưng chúng ta có thể khởi tạo nó với một giá trị của kiểu phù hợp. Ví dụ:

*int a {1};*

*char∗ p {nullptr};*

Tương tự, chúng ta có thể khởi tạo các đối tượng của một lớp mà chúng ta chưa xác định hàm tạo bằng cách sử dụng:

* Khởi tạo thành viên,
* Sao chép khởi tạo, hoặc
* Khởi tạo mặc định.

Ví dụ:

*struct Work {*

*string author;*

*string name;*

*int year;*

*};*

*Work s9 {“Beethoven”, “Symphony No. 9 in D minor, Op. 125; Choral“ 1824 }; // memberwise initialization (khởi tạo thành viên)*

*Work currently\_playing { s9 }; // copy initialization (khởi tạo sao chép)*

*Work none {}; // default initialization (khởi tạo mặc định)*

Ba thành viên của current\_playing là bản sao của s9.

Khởi tạo mặc định của việc sử dụng {} được coi là khởi tạo của từng thành viên bởi {}. Vì vậy, không có nào được khởi tạo thành {{}, {}, {}}, là {*““, ““,* 0} .

Trường hợp không có hàm tạo nào yêu cầu đối số được khai báo, thì cũng có thể loại bỏ hoàn toàn hàm khởi tạo. Ví dụ:

*Work alpha;*

*void f()*

*{*

*Work beta;*

*// ...*

*}*

Đối với điều này, các quy tắc không rõ ràng như chúng ta có thể muốn. Đối với các đối tượng được cấp phát tĩnh (§6.4.2), các quy tắc chính xác như thể bạn đã sử dụng {}, vì vậy giá trị của alpha là {*““, ““,*0}. Tuy nhiên, đối với các biến cục bộ và các đối tượng lưu trữ miễn phí, việc khởi tạo mặc định chỉ được thực hiện cho các thành viên của loại lớp và các thành viên của loại tích hợp không được khởi tạo, vì vậy giá trị của beta là {&quot;&quot;, &quot;&quot;, không xác định}.

Lý do cho sự phiền phứ này là để cải thiện hiệu suất trong những trường hợp nguy cấp hiếm gặp. Ví dụ:

*struct Buf {*

*int count;*

*char buf[16∗1024];*

*};*

Bạn có thể sử dụng Buf làm biến cục bộ mà không cần khởi tạo nó trước khi sử dụng nó làm mục tiêu cho thao tác nhập. Hầu hết các khởi tạo biến cục bộ không quan trọng về hiệu suất và các biến cục bộ chưa được khởi tạo là một nguồn lỗi chính. Nếu bạn muốn khởi tạo được đảm bảo hoặc đơn giản là không thích bất ngờ, hãy cung cấp một trình khởi tạo, chẳng hạn như {}. Ví dụ:

*Buf buf0; // statically allocated, so initialized by default (được cấp phát tĩnh nên được khởi*

*tạo theo mặc định)*

*void f()*

*{*

*Buf buf1; // leave elements uninitialized (các yếu tố chưa được khởi tạo)*

*Buf buf2 {}; //*

*int∗ p1 = new int; // \*p1 is uninitialized (\* p1 chưa được khởi tạo)*

*int∗ p2 = new int{}; // \*p2 == 0*

*int∗ p3 = new int{7}; // \*p3 == 7*

*// ...*

*}*

Khởi tạo thành viên chỉ hoạt động nếu chúng ta có thể truy cập các thành viên. Ví dụ:

*Template<class T>*

*class Checked\_pointer { // control access to T\* member (kiểm soát quyền truy cập thành viên*

*T \*)*

*public:*

*T& operator∗(); // check for nullptr and return value (kiểm tra nullptr và giá trị trả về)*

*// ...*

*};*

*Checked\_pointer<int> p {new int{7}}; // error : can’t access p.p (lỗi: không thể truy cập*

*p.p)*

Nếu một lớp có một thành viên dữ liệu riêng tư không tĩnh, nó cần một phương thức khởi tạo để khởi tạo nó.

#### 17.3.2 Khởi tạo bằng cách sử dụng hàm tạo (Initialization Using Constructors)

Trong trường hợp bản sao thành viên không phù hợp hoặc không mong muốn, một phương thức khởi tạo có thể được xác định để khởi tạo một đối tượng. Đặc biệt, một phương thức khởi tạo thường được sử dụng để thiết lập một bất biến cho lớp của nó và thu được các tài nguyên cần thiết để thực hiện điều đó.

Nếu một hàm tạo được khai báo cho một lớp, một số hàm tạo sẽ được sử dụng cho mọi đối tượng. Đó là một lỗi khi cố gắng tạo một đối tượng mà không có bộ khởi tạo thích hợp theo yêu cầu của các hàm tạo. Ví dụ:

*struct X {*

*X(int);*

*};*

*X x0; // error : no initializer (lỗi: không có trình khởi tạo)*

*X x1 {}; // error : empty initializer (lỗi: hàm khởi tạo trống)*

*X x2 {2}; // OK*

*X x3 {”two”}; // error : wrong initializer type (lỗi: loại hàm khởi tạo sai)*

*X x4 {1,2}; // error : wrong number of initializers (đầu vào hàm khởi tạo sai)*

*X x5 {x4}; // OK: a copy constructor is implicitly deﬁned (phương thức khởi tạo sao chép mặc*

*định)*

Lưu ý rằng hàm tạo mặc định biến mất khi bạn xác định hàm tạo yêu cầu đối số; xét cho cùng, X (int) nói rằng một int là bắt buộc để tạo ra một X. Tuy nhiên, hàm tạo sao chép không biến mất; giả định là một đối tượng có thể được sao chép (khi được xây dựng đúng cách).

Ký hiệu {} để khởi tạo có thể được sử dụng để cung cấp các đối số cho một phương thức khởi tạo ở bất cứ nơi nào một đối tượng có thể được xây dựng. Ví dụ:

*struct Y : X {*

*X m {0}; // provide default initializer for member m (cung cấp trình khởi tạo mặc định cho*

*thành viên m)*

*Y(int a) :X{a}, m{a} { }; // initialize base and member (khởi tạo cơ sở và thành viên)*

*Y() : X{0} { }; // initialize base and member (khởi tạo cơ sở và thành viên)*

*};*

*X g {1}; // initialize global variable (khởi tạo biến toàn cục)*

*void f(int a)*

*{*

*X def {}; // error : no default value for X (lỗi: không có giá trị mặc định cho X)*

*Y de2 {}; // OK: use default constructor (OK: sử dụng hàm tạo mặc định)*

*X∗ p {nullptr};*

*X var {2}; // initialize local variable (khởi tạo biến cục bộ)*

*p = new X{4}; // initialize object on free store (khởi tạo đối tượng trên cửa hàng miễn phí)*

*X a[] {1,2,3}; // initialize array elements (khởi tạo các phần tử mảng)*

*Vector<X> v {1,2,3,4}; // initialize vector elements (khởi tạo các phần tử vector)*

*}*

Vì lý do này, khởi tạo {} đôi khi được gọi là khởi tạo phổ quát: có thể được sử dụng ở mọi nơi. Ngoài ra, việc khởi tạo {} là đồng nhất: bất cứ nơi nào bạn khởi tạo một đối tượng kiểu X với giá trị v bằng ký hiệu {v}, giá trị tương tự của kiểu X (X{v}) sẽ được tạo.

Các ký hiệu = và () để khởi tạo không phổ biến. Ví dụ:

*struct Y : X {*

*Xm;*

*Y(int a) : X(a), m=a { }; // syntax error: can’t use = for member initialization (lỗi cú pháp:*

*không thể sử dụng = để khởi tạo thành viên)*

*};*

*X g(1); // initialize global variable (khởi tạo biến toàn cục)*

*void f(int a)*

*{*

*X def(); // function returning an X (hàm trả về X )*

*X∗ p {nullptr};*

*X var = 2; // initialize local variable (khởi tạo biến cục bộ)*

*p = new X=4; // syntax error: can’t use = for new (lỗi cú pháp: không thể sử dụng = cho*

*new)*

*X a[](1,2,3); // error : can’t use () for array initialization (error: không thể sử dụng () để khởi*

*tạo mảng)*

*vector<X>v(1,2,3,4); // error : can’t use () for list elements (lỗi: không thể sử dụng () cho*

*các phần tử danh sách)*

*}*

Các quy tắc giải quyết vấn đề quá tải thông thường áp dụng cho các hàm tạo. Ví dụ:

*struct S {*

*S(const char∗);*

*S(double∗);*

*};*

*S s1 {“Napier”}; // S::S(const char\*)*

*S s2 {new double{1.0}}; // S::S(double\*);*

*S s3 {nullptr}; // ambiguous: S::S(const char\*) or S::S(double\*)? (không rõ ràng: S :: S (const char \*) hay S :: S (double \*)?)*

Lưu ý rằng ký hiệu {} khởi tạo không cho phép thu hẹp. Đó là một lý do khác để thích kiểu {} hơn () hoặc =.

##### 17.3.2.1 Khởi tạo bởi hàm khởi tạo (Initialization by Constructors)

Sử dụng ký hiệu (), bạn có thể yêu cầu sử dụng một hàm tạo trong một lần khởi tạo. Nghĩa là, bạn có thể đảm bảo rằng đối với một lớp, bạn sẽ được khởi tạo bởi hàm tạo và không nhận được khởi tạo thành viên hoặc khởi tạo danh sách khởi tạo mà ký hiệu {} cũng cung cấp. Ví dụ:

*struct S1 {*

*int a,b; // no constructor (không có khởi tạo)*

*};*

*struct S2 {*

*int a,b;*

*S2(int a = 0, int b = 0) : a(aa), b(bb) {} // constructor (khởi tạo)*

*};*

*S1 x11(1,2); // error : no constructor (lỗi : không khởi tạo)*

*S1 x12 {1,2}; // OK: memberwise initialization (OK: khởi tạo thành viên)*

*S1 x13(1); // error : no constructor (lỗi: không có hàm tạo)*

*S1 x14 {1}; // OK: x14.b becomes 0 (OK: x14.b trở thành 0)*

*S2 x21(1,2); // OK: use constructor (OK: sử dụng hàm tạo)*

*S2 x22 {1,2}; // OK: use constructor (OK: sử dụng hàm tạo)*

*S2 x23(1); // OK: use constructor and one default argument (OK: sử dụng hàm tạo và một đối số mặc định)*

*S2 x24 {1}; // OK: use constructor and one default argument (OK: sử dụng hàm tạo và một đối số mặc định)*

Việc sử dụng thống nhất khởi tạo {} chỉ trở nên khả thi trong C ++ 11, vì vậy mã C ++ cũ hơn sử dụng () và = khởi tạo. Do đó, dấu () và = có thể sử dụng quen thuộc hơn . Tuy nhiên, không có bất kỳ lý do hợp lý nào để thích ký hiệu () ngoại trừ trường hợp hiếm hoi cần phân biệt giữa khởi tạo với danh sách các phần tử và danh sách các đối số của phương thức khởi tạo. Ví dụ:

*Vector<int>v1 {77}; // one element with the value 77 ( một phần tử có giá trị 77)*

*Vector<int>v2(77); // 77 elements with the default value 0 (một phần tử có giá trị 0)*

Đôi khi chúng ta phải sử dụng () khởi tạo cho vectơ của số nguyên và số dấu phẩy động nhưng không bao giờ cần đối với vectơ của chuỗi con trỏ:

*Vector<string>v1 {77}; // 77 elements with the default value “ “ (77 phần tử có giá trị mặc*

*định “ “)*

*// (vector<string>(std::initializer\_list<string>) doesn’t accept {77}) (vector <string>(std ::*

*initializer\_list <string>) không chấp nhận {77})*

*vector<string>v2(77); // 77 elements with the default value “ “(77 phần tử có giá trị mặc*

*định “ “)*

*vector<string>v3 {“Booh!”}; // one element with the value “Booh!” (một phần tử có giá trị*

*“Booh!”)*

*Vector<string> v4(“Booh!”); // error : no constructor takes a string argument (lỗi: không có*

*hàm tạo nào nhận đối số chuỗi)*

*vector<int> v5 {100,0}; // 100 int\*s initialized to nullptr (100 is not an int\*) (100 int \* s*

*được khởi tạo thành nullptr (100 không phải là int \*) )*

*vector<int>v6 {0,0}; // 2 int\*s initialized to nullptr (2 int \* s được khởi tạo thành nullptr)*

*vector<int> v7(0,0); // empty vector (v7.size()==0) (vectơ rỗng (v7.size () == 0))*

*vector<int> v8; // empty vector (v7.size()==0) (vectơ rỗng (v7.size () == 0))*

Các ví dụ v6 và v7 chỉ người kiểm tra ngôn ngữ quan tâm.

#### 17.3.3 Hàm khởi tạo mặc định (Default Constructors)

Một hàm tạo có thể được gọi mà không cần đối số được gọi là một hàm tạo mặc định. Các hàm tạo mặc định rất phổ biến. Ví dụ:

*class Vector {*

*public:*

*Vector(); // default constructor : no elements (hàm tạo mặc định: không có phần tử)*

*// ...*

*};*

Một hàm tạo mặc định được sử dụng nếu không có đối số nào được chỉ định hoặc nếu danh sách hàm khởi tạo trống được cung cấp:

*Vector v1; // OK*

*Vector v2 {}; // OK*

Một phương thức khởi tạo mặc định có thể yêu cầu đối số. Ví dụ:

*class String {*

*public:*

*String(const char∗ p = &quot;&quot;); // default constructor : empty string (hàm tạo mặc định: chuỗi*

*trống)*

*// ...*

*};*

*String s1; // OK*

*String s2 {}; // OK*

Các kiểu có sẵn được coi là có các hàm tạo mặc định và sao chép. Tuy nhiên, đối với kiểu có sẵn, hàm tạo mặc định không được gọi cho các biến không tĩnh chưa được khởi tạo. Giá trị mặc định của kiểu tích hợp là 0 đối với số nguyên, 0.0 đối với kiểu số thực và *nullptr* đối với con trỏ. Ví dụ:

*void f()*

*{*

*int a0; // uninitialized (chưa khởi tạo)*

*int a1(); // function declaration (intended?) (khai báo hàm )*

*int a {}; // a becomes 0 (a trở thành 0)*

*double d {}; // d becomes 0.0 (d trở thành 0.0)*

*char∗ p {}; // p becomes nullptr (p trở thành nullptr)*

*int∗ p1 = new int; // uninitialized int (int chưa khởi tạo)*

*int∗ p2 = new int{}; // the int is initialized to 0 (int được khởi tạo thành 0)*

Các hàm tạo cho các kiểu dựng sẵn thường được sử dụng nhiều nhất cho các đối số mẫu. Ví dụ:

*template<class T>*

*struct Handle {*

*T∗ p;*

*Handle(T∗ pp = new T{}) :p{pp} { }*

*// ...*

*};*

*Handle<int> px; // will generate int{} ( tạo int {})*

Int được tạo sẽ được khởi tạo thành 0.

Các tham chiếu và khuyết điểm phải được khởi tạo. Do đó, một lớp chứa các thành viên như vậy không thể được xây dựng mặc định trừ khi lập trình viên cung cấp các bộ khởi tạo thành viên trong lớp hoặc xác định một phương thức khởi tạo mặc định khởi tạo chúng. Ví dụ:

*int glob {9};*

*struct X {*

*const int a1 {7}; // OK*

*const int a2; // error : requires a user-deﬁned constructor (error: yêu cầu một hàm tạo do*

*người dùng xác định)*

*const int& r {9}; // OK*

*int& r1 {glob}; // OK*

*int& r2; // error : requires a user-deﬁned constructor (error: yêu cầu một hàm tạo do người*

*dùng xác định)*

*};*

*Xx; // error : no default constructor for X (lỗi: không có hàm tạo mặc định cho X)*

Một mảng, một vectơ thư viện chuẩn và các vùng chứa tương tự có thể được khai báo để cấp phát một số phần tử được khởi tạo mặc định. Trong những trường hợp như vậy, một phương thức khởi tạo mặc định rõ ràng là bắt buộc đối với một lớp được sử dụng làm kiểu phần tử của vectơ hoặc mảng. Ví dụ:

*struct S1 { S1(); }; // has default constructor (có hàm tạo mặc định)*

*struct S2 { S2(string); }; // no default constructor (không hàm tạo mặc định)*

*S1 a1[10]; // OK: 10 default elements(OK: 10 phần tử mặc định)*

*S2 a2[10]; // error : cannot initialize elements ( lỗi: không thể khởi tạo các phần tử)*

*S2 a3[]{“alpha”,“beta”}; // OK: two elements: S2{“;alpha”}, S2{“beta”} (OK: hai phần tử: S2 {“alpha”}, S2 {“beta”})*

*Vector<S1> v1(10); // OK: 10 default elements (OK: 10 phần tử mặc định)*

*Vector<S2> v2(10); // error : cannot initialize elements (lỗi: không thể khởi tạo các phần tử)*

*Vector<S2>v3{“alpha”, “beta”}; //OK: two elements: S2{“alpha”}, S2{“beta”} (OK: hai phần tử: S2 {“alpha”}, S2 {“beta”})*

*vector<S2> v2(10,” ”); // OK: 10 elements each initialized to S2{“ “} (OK: 10 phần tử mỗi phần tử được khởi tạo thành S2 {“ ”})*

*vector<S2> v4; // OK: no elements (OK: không có phần tử nào)*

Khi nào một lớp nên có một phương thức khởi tạo mặc định? Một câu trả lời đơn giản là : khi bạn sử dụng nó làm kiểu phần tử cho một mảng, v.v..

#### 17.3.4 Trình tạo danh sách khởi tạo (Initializer-List Constructors)

Một phương thức khởi tạo nhận một đối số duy nhất của kiểu std :: initializer\_list được gọi là một phương thức khởi tạo danh sách khởi tạo. Một hàm tạo danh sách khởi tạo được sử dụng để tạo các đối tượng bằng cách sử dụng {} -list làm bộ khởi tạo của nó.

*Vector<double>v = { 1, 2, 3.456, 99.99 };*

*List<pair<string,string>> languages = {*

*{“Nygaard”,”Simula”},{“Richards”,”BCPL”}, {“;Ritchie”,”C”}*

*};*

*Map<vector<string>,vector<int>> years = {*

*{ {“Maurice”,”Vincent”, “Wilkes”},{1913, 1945, 1951, 1967, 2000} },*

*{ {“Mar tin”, “Richards”} {1982, 2003, 2007} },*

*{ {“David”, “John”, “Wheeler”}, {1927, 1947, 1951, 2004} } };*

Cơ chế chấp nhận danh sách {} là một hàm nhận đối số kiểu std :: initializer\_list <T>. Ví dụ:

*void f(initializer\_list<int>);*

*f({1,2});*

*f({23,345,4567,56789});*

*f({}); // the empty list (danh sách trống)*

*f{1,2}; // error : function call () missing (error: function call () bị thiếu)*

*years.inser t({{“Bjarne”,”Stroustrup”},{1950, 1975, 1985}});*

Danh sách hàm khởi tạo có thể có độ dài tùy ý nhưng phải đồng nhất. Nghĩa là, tất cả các phần tử phải thuộc loại đối số mẫu, T hoặc có thể chuyển đổi hoàn toàn thành T.

##### 17.3.4.1 Định hướng initializer\_list (initializer\_list Constructor Disambiguation)

Khi ta có một số hàm tạo cho một lớp, các quy tắc giải quyết quá tải thường được sử dụng để chọn phương thức phù hợp cho các đối số nhất định. Để chọn một phương thức khởi tạo, danh sách mặc định và trình khởi tạo sẽ được ưu tiên. Xem xét:

*struct X {*

*X(initializer\_list<int>);*

*X();*

*X(int);*

*};*

*X x0 {}; // empty list: default constructor or initializer-list constructor? (the default constructor) (danh sách trống: phương thức khởi tạo mặc định hay phương thức khởi tạo danh sách? (hàm tạo mặc định) )*

*X x1 {1}; // one integer: an int argument or a list of one element? (the initializer-list constructor) (một số nguyên: một đối số int hay danh sách một phần tử? (hàm khởi tạo danh sách khởi tạo) )*

Các quy tắc là:

* Nếu một hàm tạo mặc định hoặc một hàm tạo danh sách khởi tạo có thể được gọi, hãy ưu tiên hàm tạo mặc định.
* Nếu có thể gọi cả hàm khởi tạo danh sách bộ khởi tạo và “ hàm tạo thông thường “, hãy ưu tiên hàm tạo danh sách bộ khởi tạo.

Quy tắc đầu tiên, “ ưu tiên phương thức tạo mặc định hơn” .

Quy tắc thứ hai, ‘‘ ưu tiên phương thức khởi tạo danh sách trình khởi tạo ’’ là cần thiết để tránh các độ phân giải khác nhau dựa trên số lượng phần tử khác nhau. Xem xét std :: vector:

*Vector<int> v1 {1}; // one element (một phần tử)*

*Vector<int> v2 {1,2}; // two elements (hai phần tử)*

*Vector<int> v3 {1,2,3}; // three elements (hai phần tử)*

*vector<string> vs1 {“one”};*

*vector<string> vs2 {“one”, “two”};*

*vector<string> vs3 {“one”, “two”, “three”};*

Nếu chúng ta thực sự muốn gọi hàm tạo nhận một hoặc hai đối số nguyên, chúng ta phải sử dụng ký hiệu ():

*Vector<int> v1(1); // one element with the default value (0) (một phần tử có giá trị mặc định (0))*

*Vector<int> v2(1,2); // one element with the value 2 (một phần tử có giá trị 2)*

##### 17.3.4.2 Sử dụng initializer\_lists ( Use of initializer\_lists)

Một hàm có đối số *initializer\_list <T>* có thể truy cập nó dưới dạng một chuỗi bằng cách sử dụng các hàm thành viên *begin (), end ()* và *size ().* Ví dụ:

*void f(initializer\_list<int> args)*

*{*

*for (int i = 0; i!=args.siz e(); ++i)*

*cout << args.begin()[i] >>”n&”;*

*}*

Vòng lặp đó có thể tương đương:

*void f(initializer\_list<int> args)*

*{*

*for (auto p=args.begin(); p!=args.end(); ++p)*

*cout << args.begin()[i] >>”\n”;*

*}*

Hoặc:

*void f(initializer\_list&lt;int&gt; args)*

*{*

*for (auto x : args)*

*cout << x>>”\n”;*

*}*

Các phần tử của một danh sách khởi tạo là không thể thay đổi. Ví dụ:

*int f(std::initializer\_list<int> x, int val)*

*{*

*∗x.begin() = val; // error : attempt to change the value of an initializer-list elemen (error: cố gắng thay đổi giá trị của phần tử danh sách trình khởi tạo)*

*return ∗x.begin(); // OK*

*}*

*void g()*

*{*

*for (int i=0; i!=10; ++i)*

*cout << f({1,2,3},i) >>’\n’;*

*}*

Nếu phép gán trong f () thành công, có vẻ như giá trị của 1 (trong {1,2,3}) có thể thay đổi. Điều đó sẽ gây ra thiệt hại nghiêm trọng cho một số khái niệm cơ bản nhất của chúng ta. Bởi vì các phần tử *initializer\_list* là bất biến, chúng ta không thể áp dụng một phương thức khởi tạo di chuyển cho chúng.

Một vùng chứa có thể triển khai một phương thức khởi tạo danh sách khởi tạo như thế này:

*Template<class E>*

*class Vector {*

*public:*

*Vector(std::initializ er\_list<E> s); // initializer-list constructor (phương thức khởi tạo danh sách khởi tạo)*

*// ...*

*private:*

*int sz;*

*E∗ elem;*

*};*

*Template<class E>*

*Vector::Vector(std::initializ er\_list<E> s)*

*:sz{s.size()} // set vector size (đặt kích thước vector)*

*{*

*reserve(sz); // get the right amount of space (lấy giá trị sz)*

*uninitialized\_copy(s.begin(), s.end(), elem); // initialize elements in elem[0:s.size()) (khởi tạo các phần tử trong elem [0: s.size ()) )*

*}*

Danh sách trình khởi tạo là một phần của thiết kế khởi tạo phổ biến và thống nhất .

##### 17.3.4.3 Khởi tạo trực tiếp và sao chép (Direct and Copy Initialization)

Sự khác biệt giữa khởi tạo trực tiếp và khởi tạo sao chép được duy trì cho quá trình khởi tạo {}. Đối với một vùng chứa, điều này ngụ ý rằng sự phân biệt được áp dụng cho cả vùng chứa và các phần tử của nó:

* Phương thức khởi tạo danh sách trình khởi tạo của vùng chứa có thể rõ ràng hoặc không.
* Hàm tạo của kiểu phần tử của danh sách bộ khởi tạo có thể rõ ràng hoặc không.

Đối với vector <vector <double>>, chúng ta có thể thấy sự khác biệt giữa khởi tạo trực tiếp và khởi tạo sao chép được áp dụng cho các phần tử. Ví dụ:

*vector<vector<double>> vs = {*

*{10,11,12,13,14}, // OK: vector of ﬁve elements (OK: vectơ của năm phần tử)*

*{10}, // OK: vector of one element (OK: vectơ của một phần tử)*

*10, // error : vector<double>(int) is explicit (error: vector <double> (int) là rõ ràng)*

*vector<double>{10,11,12,13}, // OK: vector of ﬁve elements (OK: vectơ của năm phần tử)*

*vector<double>{10}, // OK: vector of one element with value 10.0 (OK: vectơ của một phần tử có giá trị 10.0)*

*vector<double>(10), // OK: vector of 10 elements with value 0.0 (OK: vectơ gồm 10 phần tử có giá trị 0,0)*

*};*

Một vùng chứa có thể có một số hàm tạo rõ ràng và một số thì không. Vector thư viện chuẩn là một ví dụ về điều đó. Ví dụ: std :: vector <int> (int) là rõ ràng, nhưng std :: vector <int> (initialize\_list <int>) thì không:

*vector<double> v1(7); // OK: v1 has 7 elements; note: uses () rather than {} (OK: v1 có 7 phần tử; lưu ý: use () thay vì {})*

*vector<double> v2 = 9; // error : no conversion from int to vector (lỗi: không có chuyển đổi từ int sang vector)*

*void f(const vector<double>&);*

*void g()*

*{*

*v1 = 9; // error : no conversion from int to vector (lỗi: không có chuyển đổi từ int sang vector)*

*f(9); // error : no conversion from int to vector (lỗi: không có chuyển đổi từ int sang vector)*

*}*

Bằng cách thay thế () bằng {}, chúng ta nhận được:

*vector<double> v1 {7}; // OK: v1 has one element (with the value 7) (OK: v1 có một phần tử (với giá trị 7))*

*vector<double> v2 = {9}; // OK: v2 has one element (with the value 9) (OK: v2 có một phần tử (với giá trị 9))*

*void f(const vector<double>&);*

*void g()*

*{*

*v1 = {9}; // OK: v1 now has one element (with the value 9) (OK: v1 bây giờ có một phần tử (với giá trị 9))*

*f({9}); // OK: f is called with the list {9} (* *OK: f được gọi với danh sách {9})*

*}*

Các kết quả là khác nhau đáng kể.

### 17.4 Khởi tạo thành viên và cơ sở (Member and Base Initialization)

Các hàm khởi tạo có thể thiết lập các bất biến và thu được các tài nguyên. Chúng làm điều đó bằng cách khởi tạo các thành viên lớp và các lớp cơ sở.

#### 17.4.1 Khởi tạo thành viên (Member Initialization)

Xem xét một class có thể giữ thông tin của một tổ chức nhỏ:

*class Club {*

*string name;*

*vector<string> members;*

*vector<string> ofﬁcers;*

*Date founded;*

*// ...*

*Club(const string& n, Date fd);*

*};*

Hàm tạo Club lấy tên câu lạc bộ và ngày thành lập làm đối số. Các đối số cho phương thức khởi tạo của một thành viên được xác định cụ thể trong lớp chứa. Ví dụ:

*Club::Club(const string& n, Date fd)*

*: name{n}, members{}, ofﬁcers{}, founded{fd}*

*{*

*// ...*

*}*

Danh sách trình khởi tạo thành viên bắt đầu bằng dấu hai chấm và các hàm khởi tạo các hàm thành viên riêng lẻ được phân cách bằng dấu phẩy.

Các hàm tạo của thành viên được gọi trước khi phần thân của hàm tạo riêng của lớp chứa được tiến hành. Các hàm tạo được gọi theo thứ tự mà các thành viên được khai báo trong lớp chứ không phải thứ tự mà các thành viên xuất hiện trong danh sách trình khởi tạo. Các hàm hủy thành viên được gọi theo thứ tự ngược lại của lệnh sau khi phần thân của bộ hủy của chính lớp đó đã được tiến hành.

Nếu một phương thức khởi tạo thành viên không cần đối số, thì thành viên đó không cần được đề cập đến trong danh sách khởi tạo thành viên. Ví dụ:

*Club::Club(const string& n, Date fd*

*: name{n}, founded{fd}*

*{*

*// ...*

*}*

Hàm tạo này tương đương với hàm tạo trên. Trong mỗi trường hợp, các thành viên Club:: officers và Club ::member được khởi tạo sẽ thành một vectơ không có phần tử nào.

Một phương thức khởi tạo có thể khởi tạo các thành viên và cơ sở của lớp nó, nhưng không phải là thành viên hoặc cơ sở của các thành viên hoặc cơ sở của nó. Ví dụ:

*struct B { B(int); /\* ... \*/};*

*struct BB : B { /\* ... \*/ };*

*struct BBB : BB {*

*BBB(int i) : B(i) { }; // error : trying to initialize base’s base )( error: cố gắng khởi tạo cơ sở*

*của base)*

*// ...*

*};*

##### 17.4.1.1 Khởi tạo và chỉ định thành viên (Member Initialization and Assignment)

Bộ khởi tạo thành viên rất cần thiết cho các kiểu mà ý nghĩa của việc khởi tạo khác với ý nghĩa của phép gán. Ví dụ:

*class X {*

*const int i;*

*Club cl;*

*Club& rc;*

*// ...*

*X(int ii, const string& n, Date d, Club& c) : i{ii}, cl{n,d}, rc{c} { }*

*};*

Một thành viên tham chiếu hoặc một thành viên const phải được khởi tạo. Tuy nhiên, đối với hầu hết các loại, lập trình viên có thể lựa chọn giữa việc sử dụng bộ khởi tạo và sử dụng một phép gán. Thông thường, cũng có một lợi thế về hiệu quả khi sử dụng cú pháp của trình khởi tạo (so với việc sử dụng một phép gán). Ví dụ:

*class Person {*

*string name;*

*string address;*

*// ...*

*Person(const Person&);*

*Person(const string& n, const string& a);*

*};*

*Person::Person(const string& n, const string& a)*

*: name{n}*

*{*

*address = a;*

*}*

Ở đây, tên được khởi tạo bằng một bản sao của n. Mặt khác, địa chỉ đầu tiên được khởi tạo thành chuỗi trống và sau đó được gán bằng a.

#### 17.4.2 Bộ khởi tạo cơ sở (Base Initializers)

Các cơ sở của một lớp dẫn xuất được khởi tạo giống như cách các thành viên không phải là dữ liệu. Nghĩa là, nếu một cơ sở yêu cầu một bộ khởi tạo, nó phải được cung cấp như một bộ khởi tạo cơ sở trong một phương thức khởi tạo. Nếu chúng ta muốn, chúng ta có thể chỉ định rõ ràng cấu trúc mặc định. Ví dụ:

*class B1 { B1(); }; // has default constructor ( hàm tạo mặc định)*

*class B2 { B2(int); } // no default constructor ( hàm tạo mặc định)*

*struct D1 : B1, B2 {*

*D1(int i) :B1{}, B2{i} {}*

*};*

*struct D2 : B1, B2 {*

*D2(int i) :B2{i} {} // B1{} is used implicitly*

*};*

*struct D1 : B1, B2 {*

*D1(int i) { } // error : B2 requires an int initializer (lỗi: B2 yêu cầu bộ khởi tạo int)*

*};*

Đối với thành viên, thứ tự khởi tạo là thứ tự khai báo và nên chỉ định các trình khởi tạo theo thứ tự đó. Cơ sở được khởi tạo trước thành viên và bị phá hủy sau thành viên.

#### 17.4.3 Hàm tạo ủy quyền (Delegating Constructors)

Nếu bạn muốn hai hàm tạo thực hiện cùng một hành động, bạn có thể tự lặp lại hoặc định nghĩa ‘‘ hàm init () ’’ để thực hiện hành động chung. Ví dụ:

*class X {*

*int a;*

*validate(int x) { if (0<x && x<=max) a=x; else throw Bad\_X(x); }*

*public:*

*X(int x) { validate(x); }*

*X() { validate(42); }*

*X(string s) { int x = to<int>(s); validate(x); } // §25.2.5.1*

*// ...*

*};*

Cản trở khả năng hiểu và việc lặp dễ xảy ra lỗi. Hơn hết cả hai gây ảnh hưởng đến khả năng bảo trì. Cách thay thế:

*class X {*

*int a;*

*public:*

*X(int x) { if (0<x && x<=max) a=x; else throw Bad\_X(x); }*

*X() :X{42} { }*

*X(string s) :X{to<int>(s)} { }*

*// ...*

*};*

Đó là, một trình khởi tạo kiểu thành viên sử dụng tên riêng của lớp gọi một phương thức khởi tạo khác như một phần của cấu trúc. Một phương thức khởi tạo như vậy được gọi là một phương thức khởi tạo ủy quyền (và đôi khi là một phương thức khởi tạo chuyển tiếp).

Bạn không thể vừa ủy quyền vừa khởi tạo rõ ràng một thành viên. Ví dụ:

class X {

*int a;*

*public:*

*X(int x) { if (0<x && x<=max) a=x; else throw Bad\_*

*X() :X{42}, a{56} { } // error (lỗi)*

*// ...*

*};*

Việc ủy quyền bằng cách gọi một phương thức khởi tạo khác trong danh sách thành viên và bộ khởi tạo cơ sở của một phương thức khởi tạo rất khác với việc gọi một cách rõ ràng một phương thức khởi tạo trong phần thân của một phương thức khởi tạo. Xem xét:

*class X {*

*int a;*

*public:*

*X(int x) { if (0<x && x<=max) a=x; else throw Bad\_X(x); }*

*X() { X{42}; } // likely error (có khả năng xảy ra lỗi)*

*// ...*

*};*

X {42} chỉ tạo một đối tượng không tên mới (tạm thời) và không làm gì với nó.

Một đối tượng không được coi là đã xây dựng cho đến khi phương thức khởi tạo của nó hoàn thành. Một hàm hủy sẽ không được gọi cho một đối tượng trừ khi phương thức khởi tạo ban đầu của nó đã hoàn thành.

#### 17.4.4 Bộ khởi tạo trong lớp (In - Class Initializers)

Chúng ta có thể chỉ định một bộ khởi tạo cho một thành viên dữ liệu không tĩnh trong khai báo lớp. Ví dụ:

*class A {*

*public:*

*int a {7};*

*int b = 77;*

*};*

Liên quan đến cú pháp, ký hiệu {} và = có thể được sử dụng cho các bộ khởi tạo thành viên trong lớp, nhưng ký hiệu () thì không.

Theo mặc định, một phương thức khởi tạo sẽ sử dụng một trình khởi tạo trong lớp, vì vậy ví dụ đó tương đương với:

*class A {*

*public:*

*int a;*

*int b;*

*A() : a{7}, b{77} {}*

*};*

Việc sử dụng các bộ khởi tạo trong lớp như vậy có thể tiết kiệm một chút công việc nhập, nhưng lợi ích thực sự là ở các lớp phức tạp hơn với nhiều hàm tạo. Thông thường, một số hàm tạo sử dụng cùng một bộ khởi tạo cho một thành viên. Ví dụ:

*class A {*

*public:*

*A() :a{7}, b{5}, algorithm{"MD5"}, state{"Constructor run"} {}*

*A(int a\_val) :a{a\_val}, b{5}, algorithm{"MD5"}, state{"Constructor run"} {}*

*A(D d) :a{7}, b{g(d)}, algorithm{"MD5"}, state{"Constructor run"} {}*

*// ...*

*private:*

*int a, b;*

*HashFunction algorithm; // cryptographic hash to be applied to all As*

*string state; // string indicating state in object life cycle (chuỗi biểu thị trạng thái trong vòng đời đối tượng)*

*};*

Thực tế là thuật toán và trạng thái có cùng giá trị trong tất cả các hàm có thể dễ dàng trở thành vấn đề bảo trì. Để làm cho các giá trị chung trở nên rõ ràng, chúng ta có thể đưa ra trình khởi tạo duy nhất cho các thành viên dữ liệu:

*class A {*

*public:*

*A() :a{7}, b{5} {}*

*A(int a\_val) :a{a\_val}, b{5} {}*

*A(D d) :a{7}, b{g(d)} {}*

*// ...*

*private:*

*int a, b;*

*HashFunction algorithm {"MD5"}; // cr yptographic hash to be applied to all As*

*string state {"Constructor run"}; // string indicating state in object life cycle*

*};*

Nếu một thành viên được khởi tạo bởi cả trình khởi tạo trong lớp và một phương thức khởi tạo, thì chỉ phương thức khởi tạo được thực hiện (mặc định là ‘‘ ghi đè ’’).

Vì vậy, chúng ta có thể đơn giản :

*class A {*

*public:*

*A() {}*

*A(int a\_val) :a{a\_val} {}*

*A(D d) :b{g(d)} {}*

*// ...*

*private:*

*int a {7}; // the meaning of 7 for a is ...(* *ý nghĩa của 7 đối với a là ...)*

*int b {5}; // the meaning of 5 for b is ...*

*HashFunction algorithm {"MD5"}; // Cr yptographic hash to be applied to all As*

*string state {"Constructor run"}; // String indicating state in object lifecycle*

*};*

#### 17.4.5 Khởi tạo thành viên tĩnh (static Member Initialization)

Khai báo thành viên tĩnh như một khai báo cho một định nghĩa bên ngoài lớp. Ví dụ:

*class Node {*

*static int node\_count; // declaration*

*};*

*int Node::node\_count = 0; // deﬁnition*

Tuy nhiên, đối với một số trường hợp đặc biệt, có thể khởi tạo một thành viên tĩnh trong khai báo lớp. Phần tử tĩnh phải là một hằng số của kiểu tích phân hoặc kiểu liệt kê, hoặc một mã liên kết của kiểu chữ và bộ khởi tạo phải là một biểu thức hằng. Ví dụ:

*class Curious {*

*public:*

*static const int c1 = 7; // OK*

*static int c2 = 11; // error : not const (lỗi: không phải const)*

*const int c3 = 13; // OK, but not static (OK, nhưng không tĩnh)*

*static const int c4 = sqrt(9); // error : in-class initializer not constant (lỗi: trình khởi tạo trong lớp không phải là hằng số)*

*static const ﬂoat c5 = 7.0; // error : in-class not integral (use constexpr rather than const) (lỗi: trong lớp không tích phân (sử dụng constexpr thay vì const) )*

*// ...*

*};*

Nếu (và chỉ khi) bạn sử dụng một thành viên đã khởi tạo theo cách yêu cầu nó và được lưu trữ như một đối tượng trong bộ nhớ, thì thành viên đó phải (duy nhất) ở đâu đó. Trình khởi tạo có thể không được lặp lại:

*const int Curious::c1; // don’t repeat initializer here (không lặp trình khởi tạo ở đây)*

*const int∗ p = &Curious::c1; // OK: Curious::c1 has been deﬁned (OK: Curious :: c1 đã được loại bỏ)*

Công dụng chính của các thành viên hằng là cung cấp các tên tượng trưng cho các hằng cần thiết ở những nơi khác trong khai báo lớp. Ví dụ:

*template<class T, int N>*

*class Fixed { // ﬁxed-size array (mảng kích thước cố định)*

*public:*

*static constexpr int max = N;*

*// ...*

*private:*

*T a[max];*

*};*

### 17.5 Sao chép và di chuyển (Copy and Move)

Khi chúng ta cần chuyển một giá trị từ a sang b, chúng ta thường có hai lựa chọn khác nhau về mặt logic:

* Sao chép là ý nghĩa quy ước của x = y; nghĩa là, hiệu quả là giá trị của x và y đều bằng giá trị của y trước khi gán.
* Di chuyển các lá x với giá trị cũ của y và y với một số lá được di chuyển từ trạng thái. Đối với các trường hợp thú vị nhất, vùng chứa, trạng thái chuyển từ đó là “trống”.

#### 17.5.1 Sao chép (Copy)

Việc sao chép cho một lớp X được thực hiện bằng hai phép toán:

* Sao chép hàm tạo: X (const X &)
* Sao chép phép gán: X & operator = (const X &)

Hãy xem xét một Ma trận hai chiều đơn giản:

*template<class T>*

*class Matrix {*

*array<int,2> dim; // two dimensions*

*T∗ elem; // pointer to dim[0]\*dim[1] elements of type T*

*public:*

*Matrix(int d1, int d2) :dim{d1,d2}, elem{new T[d1∗d2]} {} // simpliﬁed (no error handling)*

*int size() const { return dim[0]∗dim[1]; }*

*Matrix(const Matrix&); // copy constructor (khởi tạo sao chép)*

*Matrix& operator=(const Matrix&); // copy assignment (hàm gán sao chép)*

*Matrix(Matrix&&); // move constructor (hàm di chuyển)*

*Matrix& operator=(Matrix&&); // move assignment (hàm gán di chuyển)*

*˜Matrix() { delete[] elem; }*

*// ...*

*};*

Đầu tiên, chúng tôi lưu ý rằng bản sao mặc định (sao chép các thành viên) sẽ sai nghiêm trọng: các phần tử Ma trận sẽ không được sao chép, bản sao Ma trận sẽ có một con trỏ đến các phần tử giống như nguồn và trình hủy Ma trận sẽ xóa phần tử (được chia sẻ) hai lần.

Tuy nhiên , lập trình viên có thể xác định giải pháp phù hợp cho các hoạt động sao chép này và quy tắc thông thường của vùng chứa là sao chép các phần tử được chứa:

*template<class T>*

*Matrix:: Matrix(const Matrix& m) // copy constructor (hàm sao chép)*

*: dim{m.dim},*

*elem{new T[m.siz e()]}*

*{*

*uninitialized\_copy(m.elem,m.elem+m.siz e(),elem); // copy elements (sao chép các phần tử)*

*}*

*template<class T>*

*Matrix& Matrix::operator=(const Matrix& m) // copy assignment (sao chép = phép gán)*

*{*

*if (dim[0]!=m.dim[0] || dim[1]!=m.dim[1])*

*throw runtime\_error("bad size in Matrix =");*

*copy(m.elem,m.elem+m.siz e(),elem); // copy elements (sao chép các phần tử)*

*}*

Một hàm tạo sao chép và một phép gán khác nhau ở chỗ một hàm tạo sao chép khởi tạo bộ nhớ chưa được khởi tạo, trong khi toán tử gán phải xử lý chính xác một đối tượng đã được tạo và có thể sở hữu tài nguyên.

Toán tử gán trong Ma trận, nếu bản sao của một phần tử không hợp lệ, thì đối tượng của phép gán có thể bị bỏ lại với một hỗn hợp giá trị cũ và giá trị mới. Làm cho ma trận không được đảm bảo. Để tránh việc đó trước tiên chúng ta tạo một bản sao và sau đó hoán đổi các diễn biến:

*Matrix& Matrix::operator=(const Matrix& m) // copy assignment (sao chép – phép gán)*

*{*

*Matrix tmp {m}; // make a copy (tạo một bản sao)*

*swap(tmp,∗this); // swap tmp’s representation with \*this’s (hoán đổi đại diện của tmp với \*this)*

*return ∗this;*

*}*

Swap () sẽ chỉ được thực hiện nếu sao chép thành công.

Thông thường một phương thức khởi tạo sao chép phải sao chép mọi thành viên không tĩnh. Nếu một phương thức khởi tạo sao chép không thể sao chép một phần tử (ví dụ: vì nó cần lấy một tài nguyên không có sẵn để làm như vậy), nó có thể tạo ra một ngoại lệ.

##### 17.5.1.1 Cẩn thận trình khởi tạo mặc định (Beware of Default Constructors)

Khi viết một thao tác sao chép, hãy đảm bảo sao chép mọi cơ sở và thành viên. Xem xét:

*class X {*

*string s;*

*string s2;*

*vector<string> v;*

*X(const X&) // copy constructor (hàm sao chép)*

*:s{a.s}, v{a.v} // probably sloppy and probably wrong 9* *có thể cẩu thả và có thể sai)*

*{*

*}*

*// ...*

*};*

Ở đây, tôi ‘‘ quên ’’ sao chép s2, vì vậy nó được khởi tạo mặc định (thành " "). Điều này không chắc là đúng. Cũng không chắc rằng tôi sẽ mắc lỗi này đối với một lớp đơn giản. Tuy nhiên, đối với các lớp lớn hơn, cơ hội quên sẽ tăng lên. Tệ hơn nữa, khi ai đó rất lâu sau khi thiết kế lại thêm một thành viên vào một lớp, rất dễ quên thêm nó vào danh sách các thành viên được sao chép. Đây là một lý do để thích các hoạt động sao chép mặc định (do trình biên dịch tạo).

##### 17.5.1.2 Bản sao của cơ sở (Copy of Bases)

Đối với mục đích sao chép, một cơ sở chỉ là một thành viên: để sao chép một đối tượng của một lớp dẫn xuất, bạn phải sao chép các cơ sở của nó. Ví dụ:

*struct B1 {*

*B1();*

*B1(const B1&);*

*// ...*

*};*

*struct B2 {*

*B2(int);*

*B2(const B2&);*

*// ...*

*};*

*struct D : B1, B2 {*

*D(int i) :B1{}, B2{i}, m1{}, m2{2∗i} {}*

*D(const D& a) :B1{a}, B2{a}, m1{a.m1}, m2{a.m2} {}*

*B1 m1;*

*B2 m2;*

*};*

*D d {1}; // construct with int argument (khởi tạo với đối số int)*

*D dd {d}; // copy construct (khởi tạo sao chép)*

Một cơ sở ảo có thể xuất hiện như một cơ sở của một số lớp trong một hệ thống phân cấp. Một phương thức khởi tạo sao chép mặc định sẽ sao chép nó một cách chính xác. Nếu bạn không có hàm tạo bản sao của riêng mình, thì kỹ thuật đơn giản nhất là sao chép liên tục cơ sở ảo. Trường hợp đối tượng cơ sở nhỏ và cơ sở ảo chỉ xảy ra một vài lần trong một hệ thống phân cấp, điều đó có thể hiệu quả hơn các kỹ thuật tránh các bản sao được tái tạo.

##### 17.5.1.3 Ý nghĩa của bản sao (The Meaning of Copy)

Một hàm tạo bản sao hoặc phép gán bản sao được coi là hoạt động thích hợp là phải được khai báo với một kiểu chính xác và có ngữ nghĩa sao chép thích hợp.Ví dụ về hoạt động sao chép x=y, phải đáp ứng hai tiêu chí:

1. Tương đương: Sau x = y, các phép toán trên x và y sẽ cho kết quả giống nhau. Đặc biệt, nếu == được xác định cho kiểu của chúng, chúng ta sẽ có x == y và f (x) == f (y) cho bất kỳ hàm f () nào chỉ phụ thuộc vào các giá trị của x và y (trái ngược với có hành vi của nó phụ thuộc vào địa chỉ của x và y).
2. Độc lập: Sau x = y, các phép toán trên x không được thay đổi hoàn toàn trạng thái của y, nghĩa là f (x) không thay đổi giá trị của y miễn là f (x) không tham chiếu đến y.

Các hoạt động sao chép cung cấp tính tương đương và độc lập dẫn đến các đoạn mã đơn giản hơn và dễ bảo trì hơn.

Trước hết hãy xem xét yêu cầu về tính tương đương. Mọi người hiếm khi vi phạm yêu cầu này một cách cố ý, và các hoạt động sao chép mặc định không vi phạm nó; họ sao chép thành viên. Tuy nhiên, các thủ thuật, chẳng hạn như có ý nghĩa của bản sao phụ thuộc vào '' tùy chọn '', đôi khi xuất hiện và thường gây nhầm lẫn. Ngoài ra, không có gì lạ khi một đối tượng chứa các phần tử không được coi là một phần giá trị của nó.

Ví dụ: một bản sao của vùng chứa tiêu chuẩn không sao chép trình cấp phát của nó vì trình cấp phát được coi là một phần của vùng chứa, thay vì một phần giá trị của nó.

Bây giờ hãy xem xét yêu cầu của tính độc lập. Hầu hết các vấn đề liên quan đến (thiếu) tính độc lập đều liên quan đến các đối tượng có chứa con trỏ. Thao tác sao chép mặc định sao chép một thành viên con trỏ, nhưng không sao chép đối tượng (nếu có) mà nó trỏ tới. Ví dụ:

*struct S {*

*int∗ p; // a pointer*

*};*

*S x {new int{0}};*

*void f()*

*{*

*S y {x}; // ‘‘copy’’ x*

*∗y.p = 1; // change y; affects x (thay đổi y; ảnh hưởng đến x)*

*∗x.p = 2; // change x; affects y (thay đổi x; ảnh hưởng đến y)*

*delete y.p; // affects x and y*

*y.p = new int{3}; // OK: change y; does not affect x (thay đổi y;không ảnh hưởng đến x)*

*∗x.p = 4; // oops: write to deallocated memory (oops: ghi vào bộ nhớ được phân bổ theo thỏa*

*thuận)*

*}*

Ở đây tôi đã vi phạm quy tắc độc lập. Sau khi ‘‘ copy ’’ của x vào y, chúng ta có thể thao tác một phần trạng thái của x thông qua y. Điều này đôi khi được gọi là bản sao nông và thường được ca ngợi vì ‘‘ hiệu quả ’’. Phương pháp thay việc sao chép hoàn chỉnh một đối tượng được gọi là bản sao sâu. Thông thường, giải pháp thay thế tốt hơn cho bản sao sâu không phải là một bản sao cạn mà là một hoạt động di chuyển, giúp giảm thiểu việc sao chép mà không làm tăng thêm độ phức tạp.

Một bản sao cạn để lại hai đối tượng (ở đây, x và y) ở trạng thái dùng chung và có khả năng gây nhầm lẫn và lỗi rất lớn. Ta nói rằng các đối tượng x và yvi phạm tính độc lập.

Chúng ta có thể biểu diễn hai đối tượng x, y bằng đồ thị:

![](data:image/png;base64,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)

Chúng tôi có thể giải quyết các vấn đề liên quan đến vòng đời của một đối tượng con được chia sẻ bằng cách giới thiệu một hình thức thu gom rác. Ví dụ:

*struct S2 {*

*shared\_ptr<int> p;*

*};*

*S2 x {new int{0}};*

*void f()*

*{*

*S2 y {x}; // ‘‘copy’’ x*

*∗y.p = 1; // change y, affects x (thay đổi y; ảnh hưởng đến x)*

*∗x.p = 2; // change x; affects y (thay đổi x; ảnh hưởng đến y)*

*y.p.reset(new int{3}); // change y; affects x*

*∗x.p = 4; // change x; affects y*

*}*

Trên thực tế, sao chép cạn và các vật thể vướng víu như vậy là một trong những nguồn cung cấp nhu cầu thu gom rác. Các đối tượng bị vướng mắc dẫn đến mã rất khó quản lý nếu không có một số hình thức thu gom rác (ví dụ: shared\_ptrs).

Tuy nhiên, shared\_ptr vẫn là một con trỏ, vì vậy chúng ta không thể xem xét các đối tượng chứa shared\_ptr một cách riêng biệt.

Lưu ý rằng trạng thái chia sẻ không thay đổi không phải là vấn đề. Trừ khi chúng ta so sánh các địa chỉ, chúng ta không thể biết liệu hai giá trị bằng nhau có được biểu diễn dưới dạng một hoặc hai bản sao hay không. Đây là một quan sát hữu ích vì nhiều bản sao không bao giờ được sửa đổi. Ví dụ, các đối tượng được truyền bởi giá trị hiếm khi được ghi vào. Quan sát này dẫn đến khái niệm sao chép trên ghi. Xem xét:

*class Image {*

*public:*

*// ...*

*Image(const Image& a); // copy constructor*

*// ...*

*void write\_block(Descriptor);*

*// ...*

*private:*

*Representation∗ clone(); // copy \*rep*

*Representation∗ rep;*

*bool shared;*

*};*

Giả sử rằng một Representation có thể rất lớn và *write\_block ()* là tốn kém so với thử nghiệm một bool. Sau đó, tùy thuộc vào việc sử dụng Images, có thể hợp lý để triển khai cấu trúc bản sao như một bản sao nông:

*Image::Image(const Image& a) // do shallow copy and prepare for copy-on-write 9* *sao chép nông và chuẩn bị sao chép trên viết)*

*:rep{a.rep},*

*shared{true}*

*{*

*}*

Chúng tôi bảo vệ đối số đối với phương thức khởi tạo sao chép đó bằng cách sao chép Representation trước khi viết:

*void write\_block(Descriptor d)*

*{*

*if (shared) {*

*rep =clone(); // make a copy of \*rep (* *tạo một bản sao của \* rep)*

*shared = false; // no more sharing (không chia sẻ nữa)*

*}*

*// ... now we can safely write to our own copy of rep ...(* *... bây giờ chúng ta có thể viết một cách an toàn vào bản sao rep của riêng mình)*

*}*

Giống như bất kỳ kỹ thuật nào khác, copy-on-write không phải là thuốc chữa bách bệnh, nhưng nó có thể là sự kết hợp hiệu quả giữa tính đơn giản của bản sao giống bản chính và tính hiệu quả của bản sao chép cạn.

##### 17.5.1.4 Cắt lát (Slicing)

Một con trỏ trỏ đến một lớp dẫn xuất chuyển đổi hoàn toàn thành một con trỏ trỏ đến lớp cơ sở công khai của nó. Khi áp dụng cho hoạt động sao chép, quy tắc đơn giản và cần thiết này dẫn đến một cái bẫy cho những người không cẩn thận. Xem xét:

*struct Base {*

*int b;*

*Base(const Base&);*

*// ...*

*};*

*struct Derived : Base {*

*int d;*

*Derived(const Derived&);*

*// ...*

*};*

*void naive(Base∗ p)*

*{*

*Bb2= ∗p; // may slice: invokes Base::Base(const Base&) (có thể cắt: gọi Base :: Base (const Base &))*

*// ...*

*}*

*void user()*

*{*

*Derived d;*

*naive(&d);*

*Base bb = d; // slices: invokes Base::Base(const Base&), not Derived::Derived(const Derived&)*

*// ...*

*}*

Các biến b2 và bb chứa các bản sao của phần Base của d, tức là bản sao của d.b. Thành viên d.d không được sao chép. Hiện tượng này được gọi là cắt lát. Nếu bạn không muốn cắt, bạn có hai công cụ chính để ngăn chặn điều đó:

* Cấm sao chép lớp cơ sở: xóa các thao tác sao chép (§17.6.4).
* Ngăn chặn việc chuyển đổi một con trỏ thành một con trỏ dẫn xuất đến một cơ sở: đặt lớp cơ sở thành một cơ sở riêng tư hoặc được bảo vệ (§20.5).

#### 17.5.2 Di chuyển (Move)

Cách truyền thống để nhận giá trị từ a đến b là sao chép nó. Đối với một số nguyên trong bộ nhớ của máy tính, đó chỉ là điều duy nhất có ý nghĩa: đó là những gì phần cứng có thể thực hiện với một lệnh duy nhất. Tuy nhiên, từ quan điểm chung và logic thì không phải như vậy. Hãy xem xét việc triển khai rõ ràng swap () trao đổi giá trị của hai đối tượng:

*template<class T>*

*void swap(T& a, T& b)*

*{*

*const T tmp = a; // put a copy of a into tmp (đặt một bản sao của một vào tmp)*

*a = b; // put a copy of b into a (đặt một bản sao của b vào a)*

*b = tmp; // put a copy of tmp into b (đặt một bản sao của tmp vào b)*

*};*

Sau khi khởi tạo tmp, chúng tôi có hai bản sao của giá trị a. Sau khi gán cho tmp, chúng ta có hai bản sao của giá trị b. Sau khi gán cho b, chúng ta có hai bản sao của giá trị tmp (nghĩa là giá trị ban đầu của a). Sau đó, chúng tôi phá hủy tmp. Điều đó nghe có vẻ như rất nhiều công việc, và nó có thể được. Ví dụ:

*void f(string& s1, string& s2,*

*vector<string>& vs1, vector<string>& vs2,*

*Matrix& m1, Matrix& m2)*

*{*

*swap(s1,s2);*

*swap(vs1.vs2);*

*swap(m1,m2);*

*}*

Điều gì sẽ xảy ra nếu s1 có một nghìn ký tự? Điều gì sẽ xảy ra nếu vs2 có một nghìn phần tử mỗi nghìn ký tự? Điều gì sẽ xảy ra nếu m1 là ma trận 1000 \* 1000? Cái giá sao chép các cấu trúc dữ liệu đó có thể là không đáng kể. Trên thực tế, thư viện chuẩn swap () luôn được thiết kế cẩn thận để tránh cái giá như vậy cho chuỗi và vectơ.

Chúng ta cũng có thể xem xét vấn đề sao chép từ một quan điểm hoàn toàn khác: chúng ta thường không sao chép những thứ vật lý trừ khi chúng ta thực sự phải làm vậy. Nếu tôi cho bạn mượn xe của tôi, tôi sẽ đưa cho bạn một chìa khóa và bạn vào trong xe tôi lái đi, thay vì trong bản sao mới làm của chiếc xe tôi. Một khi tôi đã cho bạn một đối tượng, bạn có nó và tôi không còn nữa. Do đó, chúng ta nói về "" cho đi "," "chuyển giao", "chuyển giao quyền sở hữu" và "di chuyển" các đối tượng vật lý. Nhiều đối tượng trong máy tính giống với các đối tượng vật lý hơn các giá trị số nguyên. Ví dụ như ổ khóa, ổ cắm, chuỗi dài và vectơ lớn.

Để cho phép người dùng tránh các vấn đề logic và hiệu suất của việc sao chép, C ++ hỗ trợ trực tiếp khái niệm di chuyển cũng như khái niệm sao chép. Đặc biệt, chúng ta có thể không di chuyển các hàm tạo và di chuyển các phép gán để di chuyển thay vì sao chép đối số của chúng. Hãy xem xét lại Matrix hai chiều đơn giản :

*template<class T>*

*class Matrix {*

*std::array<int,2> dim;*

*T∗ elem; // pointer to sz elements of type T*

*Matrix(int d1, int d2) :dim{d1,d2}, elem{new T[d1∗d2]} {}*

*int size() const { return dim[0]∗dim[1]; }*

*Matrix(const Matrix&); // copy constructor*

*Matrix(Matrix&&); // move constructor*

*Matrix& operator=(const Matrix&); // copy assignment*

*Matrix& operator=(Matrix&&); // move assignment*

*˜Matrix(); // destructor*

*// ...*

*};*

&& chỉ ra một tham chiếu giá trị .

Ý tưởng đằng sau phép gán di chuyển là xử lý các giá trị riêng biệt với các giá trị: sao chép phép gán và sao chép hàm tạo lấy giá trị trong khi chuyển phép gán và chuyển hàm tạo lấy giá trị. Đối với giá trị trả về, hàm tạo di chuyển được chọn.

Chúng ta có thể đơn giản hóa phương thức khởi tạo di chuyển của Matrix để chỉ cần lấy biểu diễn từ nguồn của nó và thay thế nó bằng một Ma trận trống. Ví dụ:

*template<class T>*

*Matrix<T>::Matrix(Matrix&& a) // move constructor*

*:dim{a.dim}, elem{a.elem} // grab a’s representation (lấy đại diện của a)*

*{*

*a.dim = {0,0}; // clear a’s representation (làm sạch đại diện của a)*

*a.elem = nullptr;*

*}*

Đối với nhiệm vụ di chuyển, chúng ta chỉ có thể thực hiện hoán đổi. Ý tưởng đằngsau việc sử dụng hoán đổi để thực hiện chuyển nhượng là nguồn sắp bị hủy, vì vậychúng tôi có thể để bộ hủy cho nguồn thực hiện công việc dọn dẹp cần thiết cho chúngtôi:

template<class T>

*Matrix<T>& Matrix<T>::operator=(Matrix&& a) // move assignment*

*{*

*swap(dim,a.dim); // swap representations (* *hoán đổi đại diện)*

*swap(elem,a.elem);*

*return ∗this;*

*}*

Đối số của một hoạt động di chuyển phải luôn được để ở trạng thái mà trình hủy có thể xử lý dễ dàng.

Đối với các xử lý tài nguyên, các hoạt động di chuyển có xu hướng đơn giản hơn đáng kể và hiệu quả hơn các hoạt động sao chép.

Làm thế nào để trình biên dịch biết khi nào nó có thể sử dụng một hoạt động di chuyển thay vì một hoạt động sao chép? Trong một số trường hợp, chẳng hạn như đối với giá trị trả về, các quy tắc ngôn ngữ nói rằng nó có thể. Tuy nhiên, nói chung chúng ta phải nói điều đó bằng cách đưa ra một đối số tham chiếu giá trị. Ví dụ:

*template<class T>*

*void swap(T& a, T& b) // "perfect swap" (almost)*

*{*

*T tmp = std::move(a);*

*a = std::move(b);*

*b = std::move(tmp);*

*}*

Move () là một hàm thư viện chuẩn trả về một tham chiếu giá trị cho đối số của nó :move (x) có nghĩa là '' cung cấp cho tôi một tham chiếu giá trị đến x. '' Tức là std :: move (x ) không di chuyển bất cứ điều gì; thay vào đó, nó cho phép người dùng di chuyển x.

Các thùng chứa thư viện tiêu chuẩn có các hoạt động di chuyển và do đó có các loại thư viện tiêu chuẩn khác, chẳng hạn như pa ir và unique\_ptr. Kết quả thực là các vùng chứa và thuật toán tiêu chuẩn mang lại hiệu suất tốt hơn những gì chúng có thể làm được nếu chúng phải sao chép.

Một lập trình viên có trách nhiệm tránh sao chép quá nhiều. Công việc của trình biên dịch không phải là quyết định điều gì là thừa và điều gì là cần thiết. Để có được tối ưu hóa sao chép để di chuyển cho cấu trúc dữ liệu của riêng bạn, bạn phải cung cấp các hoạt động di chuyển (rõ ràng hoặc ẩn ý).

Các kiểu dựng sẵn, chẳng hạn như int và double \*, được coi là có các hoạt động di chuyển mà chỉ cần sao chép. Như thường lệ, bạn phải cẩn thận về cấu trúc dữ liệu có chứa con trỏ. Đặc biệt, đừng giả định rằng con trỏ chuyển đến được đặt thành nullptr.

Có các hoạt động di chuyển ảnh hưởng đến thành ngữ để trả về các đối tượng lớn từ các hàm. Xem xét:

*Matrix operator+(const Matrix& a, const Matrix& b)*

*// res[i][j] = a[i][j]+b[i][j] for each i and j*

*{*

*if (a.dim[0]!=b.dim[0] || a.dim[1]!=b.dim[1])*

*throw std::runtime\_error("unequal Matrix sizes in +");*

*Matrix res{a.dim[0],a.dim[1]};*

*constexpr auto n = a.size();*

*for (int i = 0; i!=n; ++i)*

*res.elem[i] = a.elem[i]+b.elem[i];*

*return res;*

*}*

Ma trận có một phương thức khởi tạo di chuyển để ‘‘ trả về theo giá trị ’’ đơn giản và phù hợp cũng như ‘‘ tự nhiên ’’. Nếu không có các hoạt động di chuyển, chúng ta sẽ gặp vấn đề về hiệu suất và phải dùng đến các giải pháp thay thế. Xem xét:

*Matrix&amp; operator+(const Matrix&amp; a, const Matrix&amp; b) // beware!*

*{*

*Matrix&amp; res = ∗new Matrix; // allocate on free store*

*// res[i][j] = a[i][j]+b[i][j] for each i and j*

*return res;*

*}*

Việc sử dụng new trong operator + () là không rõ ràng và buộc người dùng + phải đối phó với các vấn đề quản lý bộ nhớ phức tạp:

* Làm thế nào để đối tượng được tạo bởi new bị xóa?
* Chúng ta có cần người thu gom rác không?
* Chúng ta có nên sử dụng một nhóm Ma trận thay vì mới chung chung không?
* Chúng ta có cần các biểu diễn Ma trận được tính sử dụng không?
* Chúng ta có nên thiết kế lại giao diện của phần bổ sung Ma trận của chúng ta
* không?
* Người gọi toán tử + () có nhớ xóa kết quả không?
* Điều gì xảy ra với bộ nhớ mới được cấp phát nếu tính toán ném ra một ngoại
* lệ?

Không có lựa chọn thay thế nào là thanh lịch hoặc chung chung.

### 17.6 Tạo hoạt động mặc định (Generating Default Operations)

Việc viết các hoạt động thông thường, chẳng hạn như một bản sao và một trình hủy, có thể tẻ nhạt và dễ xảy ra lỗi, vì vậy trình biên dịch có thể tạo chúng cho chúng ta khi cần thiết. Theo mặc định, một lớp cung cấp:

* Một hàm tạo mặc định: X ()
* Hàm tạo bản sao: X (const X &amp;)
* Phép gán bản sao: X &amp; operator = (const X &amp;)
* Một hàm tạo di chuyển: X (X &amp;&amp;)
* Phép chuyển nhượng: X &amp; operator = (X &amp;&amp;)
* Một hàm hủy: ˜X ()

Theo mặc định, trình biên dịch tạo ra từng hoạt động này nếu một chương trình sử dụng nó. Tuy nhiên, nếu lập trình viên nắm quyền kiểm soát thì việc tạo ra các thao tác liên quan sẽ bị loại bỏ:

* Nếu người lập trình khai báo bất kỳ hàm tạo nào cho một lớp, thì hàm tạo mặc
* định không được tạo cho lớp đó.
* Nếu lập trình viên khai báo một thao tác sao chép, một thao tác di chuyển hoặc
* một hàm hủy cho một lớp, thì không có thao tác sao chép, thao tác di chuyển
* hoặc hủy nào được tạo cho lớp đó.

#### 17.6.1 Mặc định rõ ràng (Explicit Defaults)

Vì việc tạo ra các hoạt động mặc định khác có thể bị chặn, nên phải có một cách để lấy lại mặc định. Ngoài ra, một số người muốn xem danh sách đầy đủ các thao tác trong văn bản chương trình ngay cả khi danh sách đầy đủ đó không cần thiết. Ví dụ, chúng ta có thể viết:

*class gslice {*

*valarray<siz e\_t> siz e;*

*valarray<siz e\_t> stride;*

*valarray<siz e\_t> d1;*

*public:*

*gslice() = default;*

*˜gslice() = default;*

*gslice(const gslice&) = default;*

*gslice(gslice&&) = default;*

*gslice& operator=(const gslice&) = default;*

*gslice& operator=(gslice&&) = default;*

*// ...*

*};*

Đoạn này của việc triển khai std :: gslice tương đương với:

*class gslice {*

*valarray<siz e\_t> siz e;*

*valarray<siz e\_t> stride;*

*valarray<siz e\_t> d1;*

*public:*

*// ...*

};

Sử dụng = default luôn tốt hơn so với việc tự viết triển khai ngữ nghĩa mặc định của riêng bạn. Một người nào đó giả định rằng tốt hơn là nên viết một cái gì đó, thay vì không có gì, có thể viết:

*class gslice {*

*valarray<siz e\_t> siz e;*

*valarray<siz e\_t> stride;*

*valarray<siz e\_t> d1;*

*public:*

*// ...*

*gslice(const gslice& a);*

*};*

*gslice::gslice(const gslice& a)*

*:siz e{a.size },*

*stride{a.stride},*

*d1{a.d1}*

*{*

*}*

Điều này không chỉ dài dòng, làm cho việc đọc khái niệm của gslice trở nên khó khăn hơn, mà còn mở ra cơ hội để mắc sai lầm. Ví dụ: khi người dùng cung cấp một chức năng, trình biên dịch không còn biết ngữ nghĩa của chức năng đó và một số tối ưu hóa trở nên bị hạn chế. Đối với các hoạt động mặc định, những tối ưu hóa đó có thể không đáng kể.

#### 17.6.2 Hoạt động mặc định (Default Operations)

Ý nghĩa mặc định của mỗi hoạt động được tạo là áp dụng hoạt động cho từng thành viên dữ liệu cơ sở và không tĩnh của lớp. Ví dụ:

*struct S {*

*string a;*

*int b;*

*};*

*S f(S arg)*

*{*

*S s0 {}; // default construction: {"",0}*

*S s1 {s0}; // copy construction*

*s1 = arg; // copy assignment*

*return s1; // move construction*

*}*

Lưu ý rằng giá trị của một đối tượng được chuyển đến của một kiểu dựng sẵn là không thay đổi. Đó là điều đơn giản và nhanh nhất để trình biên dịch thực hiện. Nếu chúng ta muốn một điều gì đó khác được thực hiện cho một thành viên của một lớp, chúng ta phải viết các hoạt động di chuyển của chúng ta cho lớp đó.

Trạng thái di chuyển mặc định không được đảm bảo rằng một hoạt động tùy ý trên một đối tượng được chuyển đến sẽ hoạt động chính xác. Nếu bạn cần đảm bảo mạnh mẽ hơn, hãy viết các hoạt động của riêng bạn.

#### 17.6.3 Sử dụng thao tác mặc định (Using Default Operations)

Phần này trình bày một số ví dụ chứng minh cách sao chép, di chuyển và hủy được liên kết một cách hợp lý. Nếu chúng không được liên kết, các lỗi sẽ không được trình biên dịch phát hiện.

##### 17.6.3.1 Trình tạo mặc định (Default Constructors)

*struct X {*

*X(int); // require an int to initialize an X (khởi tao X)*

*};*

Bằng cách khai báo một phương thức khởi tạo yêu cầu đối số nguyên, lập trình viên yêu cầu rõ ràng người dùng cần cung cấp một int để khởi tạo X. Nếu chúng ta cho phép tạo phương thức khởi tạo mặc định, quy tắc đơn giản đó sẽ bị vi phạm. Chúng ta có:

*X a {1}; // OK*

*X b {}; // error : no default constructor (không có hàm tạo mặc định)*

Nếu chúng ta cũng muốn có hàm tạo mặc định, chúng ta có thể xác định hoặc khai báo rằng chúng ta muốn hàm tạo mặc định do trình biên dịch tạo ra. Ví dụ:

*struct Y {*

*string s;*

*int n;*

*Y(const string& s); // initialize Y with a string*

*Y() = default; // allow default initialization with the default meaning (cho phép khởi tạo mặc định với nghĩa mặc định)*

*};*

##### 17.6.3.2 Duy trì bất biến (Maintaining Invariants)

Thông thường, một lớp có một bất biến. Nếu vậy, chúng tôi muốn các hoạt động sao chép và di chuyển để duy trì nó và trình hủy giải phóng mọi tài nguyên liên quan. Thật không may, trình biên dịch không thể trong mọi trường hợp biết được lập trình viên coi cái gì là bất biến. Ví dụ:

*struct Z { // invariant:*

*// my\_favorite is the index of my favor ite element of elem*

*// largest points to the element with the highest value in elem*

*vector<int> elem;*

*int my\_favorite;*

*int∗ largest;*

*};*

Lập trình viên đã nêu một bất biến trong nhận xét, nhưng trình biên dịch không đọc nhận xét. Hơn nữa, lập trình viên đã không để lại một gợi ý về cách mà bất biến đó được thiết lập và duy trì. Đặc biệt, không có hàm tạo hoặc phép gán nào được khai báo. Bất biến đó là mặc nhiên. Kết quả là một chữ Z có thể được sao chép và di chuyển bằng các thao tác mặc định:

*Z v0; // no initialization (oops! possibility of undeﬁned values)*

*Z val {{1,2,3},1,&val[2]}; // OK, but ugly and error-prone (Được, nhưng xấu và dễ xảy ra lỗi)*

*Z v2 = val; // copies: v2.largest points into val*

*Z v3 = move(val); // moves: val.elem becomes empty; v3.my\_favor ite is out of range*

##### 17.6.3.3 Bất biến tài nguyên (Resource Invariants)

Nhiều ứng dụng quan trọng và rõ ràng nhất của bất biến liên quan đến quản lý tài nguyên. Hãy xem xét một Handle đơn giản:

*template<class T> class Handle {*

*T∗ p;*

*public:*

*Handle(T∗ pp) :p{pp} { }*

*T& operator∗() { return ∗p; }*

*~Handle() { delete p; }*

*};*

Ý tưởng là bạn xây dựng một Handle cho một con trỏ tới một đối tượng được cấp phát bằng cách sử dụng new. Handle cung cấp quyền truy cập vào đối tượng được trỏ đến và cuối cùng xóa đối tượng đó. Ví dụ:

*void f1()*

*{*

*Handle<int> h {new int{99}};*

*// ...*

*}*

Handle khai báo một hàm tạo nhận đối số: điều này ngăn chặn việc tạo ra hàm tạo mặc định. Điều đó tốt vì một hàm tạo mặc định có thể khiến Handle <T> :: p không được khởi tạo:

*void f2()*

*{*

*Handle<int> h; // error : no default constructor (lỗi: không có hàm tạo mặc định)*

*// ...*

*}*

Sự vắng mặt của một hàm tạo mặc định giúp chúng ta tránh khỏi khả năng bị xóa với một địa chỉ bộ nhớ ngẫu nhiên.

Ngoài ra, Handle thông báo một trình hủy: điều này ngăn chặn việc tạo ra các hoạt động sao chép và di chuyển. Xem xét:

*void f3()*

*{*

*Handle<int> h1 {new int{7}};*

*Handle<int> h2 {h1}; // error : no copy constr uctor*

*// ...*

*}*

Nếu Handle có một phương thức khởi tạo sao chép mặc định, cả h1 và h2 sẽ có một bản sao của con trỏ và cả hai sẽ xóa nó. Kết quả sẽ không thành công và rất có thể là thảm họa.

Nếu muốn xây dựng bản sao, chúng ta có thể thực hiện như sau:

*template<class T>*

*class Handle {*

*// ...*

*Handle(const T& a) :p{new T{∗a.p}} { } // clone*

*};*

##### 17.6.3.4 Bất biến cụ thể từng phần (Partially Speciﬁed Invariants)

Các ví dụ rắc rối dựa trên các bất biến qua các hàm tạo hoặc hàm hủy là hiếm nhưng không phải là chưa từng thấy. Xem xét:

*class Tic\_tac\_toe {*

*public:*

*Tic\_tac\_toe(): pos(9) {} // always 9 positions (luôn là 9 vị trí)*

*Tic\_tac\_toe& operator=(const Tic\_tac\_toe& arg)*

*{*

*for(int i = 0; i<9; ++i)*

*pos.at(i) = arg.pos.at(i);*

*return ∗this;*

*}*

*// ... other operations ...*

*enum State { empty, nought, cross };*

*private:*

*vector<State> pos;*

*};*

Điều này đã được báo cáo là một phần của một chương trình thực tế. Nó sử dụng ‘‘ magic number ’’ 9 để thực hiện một phép gán sao chép truy cập đối số arg của nó mà không cần kiểm tra xem đối số có thực sự có chín phần tử hay không. Đây không phải là một đoạn mã tốt.

Chúng ta cần gán bản sao, vì vậy chúng ta cũng phải xác định hàm hủy. Tại thời điểm này, chúng tôi nhận thấy rằng phép gán bản sao do người dùng xác định về cơ bản là phép gán chúng tôi đã nhận theo mặc định, vì vậy chúng tôi cũng có thể = default điều đó. Thêm một hàm tạo bản sao để có sự hoàn chỉnh:

*class Tic\_tac\_toe {*

*public:*

*Tic\_tac\_toe(): pos(9) {} // always 9 positions*

*Tic\_tac\_toe(const Tic\_tac\_toe&) = default;*

*Tic\_tac\_toe& operator=(const Tic\_tac\_toe& arg) = default;*

*˜Tic\_tac\_toe() = default;*

*// ... other operations ...*

*enum State { empty, nought, cross };*

*private:*

*vector<State> pos;*

*};*

Chúng ta có thể thêm các phép toán di chuyển một cách an toàn. Cách đơn giản nhất để làm điều đó là loại bỏ explicit = defaults, và sau đó chúng ta thấy rằng *Tic\_tac\_toe* thực sự là một kiểu hoàn toàn bình thường:

*class Tic\_tac\_toe {*

*public:*

*// ... other operations ...*

*enum State { empty, nought, cross };*

*private:*

*vector<State> pos {Vector<State>(9)}; // always 9 positions*

*};*

Một kết luận rút ra từ điều này và các ví dụ khác là đối với mọi lớp, chúng ta nên hỏi:

* Có cần một hàm tạo mặc định không (vì hàm mặc định không phù hợp hoặc đã
* được hỗ trợ bởi một hàm tạo khác)?
* Có cần thiết bị hủy không (ví dụ: vì một số tài nguyên cần được giải phóng)?
* Các hoạt động sao chép có cần thiết không (vì ngữ nghĩa sao chép mặc định không đầy đủ, ví dụ: vì lớp được hiểu là một lớp cơ sở hoặc vì nó chứa các con trỏ đến các đối tượng phải bị xóa bởi lớp)?
* Các thao tác di chuyển có cần thiết không (vì ngữ nghĩa mặc định không đầy đủ, ví dụ: vì một đối tượng trống không có ý nghĩa)?

Đặc biệt, chúng ta không bao giờ chỉ nên xem xét một trong những hoạt động này một cách riêng lẻ.

#### 17.6.4 Xóa hàm (deleted Functions)

Chúng ta có thể ‘‘ xóa ’’ một hàm; nghĩa là, chúng ta có thể nói rằng một hàm không tồn tại và sử dụng nó là một lỗi. Cách sử dụng rõ ràng nhất là loại bỏ các hàm mặc định khác. Ví dụ, người ta thường muốn ngăn chặn việc sao chép các lớp được sử dụng làm cơ sở vì việc sao chép như vậy dễ dẫn đến cắt (slicing):

*class Base {*

*// ...*

*Base& operator=(const Base&) = delete; // disallow copying (không cho phép sao chép)*

*Base(const Base&) = delete;*

*Base& operator=(Base&&) = delete; // disallow moving (không cho phép di chuyển)*

*Base(Base&&) = delete;*

*};*

*Base x1;*

*Base x2 {x1}; // error : no copy constructor*

Việc bật và tắt tính năng sao chép và di chuyển thường được thực hiện thuận tiện hơn bằng cách nói những gì chúng ta muốn (sử dụng = default) thay vì nói những gì chúng ta không muốn (sử dụng = delete). Tuy nhiên, chúng ta có thể xóa bất kỳ hàm nào mà chúng ta có thể khai báo. Ví dụ: chúng ta có thể loại bỏ một chuyên môn khỏi tập hợp các chuyên môn có thể có của một mẫu hàm:

*template<class T>*

*T∗ clone(T∗ p) // return copy of \*p*

*{*

*return new T{∗p};*

*};*

*Foo∗ clone(Foo∗) = delete; // don’t try to clone a Foo (đừng cố sao chép Foo)*

*void f(Shape∗ ps, Foo∗ pf)*

*{*

*Shape∗ ps2 = clone(ps); // ﬁne*

*Foo∗ pf2 = clone(pf); // error : clone(Foo\*) deleted*

*}*

Một ứng dụng khác là loại bỏ một chuyển đổi không mong muốn. Ví dụ:

*struct Z {*

*// ...*

*Z(double); // can initialize with a double (có thể khởi tạo với double)*

*Z(int) = delete; // but not with an integer (nhưng không phải với một số nguyên)*

*};*

*void f()*

*{*

*Z z1 {1}; // error : Z(int) deleted*

*Z z2 {1.0}; // OK*

*}*

Một cách sử dụng nữa là kiểm soát nơi có thể cấp phát một lớp:

*class Not\_on\_stack {*

*// ...*

*˜Not\_on\_stack() = delete;*

*};*

*class Not\_on\_free\_store {*

*// ...*

*void∗ operator new(siz e\_t) = delete;*

*};*

Bạn không thể sử dụng biến cục bộ không thể bị hủy và bạn không thể cấp phát một đối tượng trên kho lưu trữ miễn phí khi bạn có = deleteted toán tử cấp phát bộ nhớ của lớp của nó. Ví dụ:

*void f()*

*{*

*Not\_on\_stack v1; // error : can’t destroy*

*Not\_on\_free\_store v2; // OK*

*Not\_on\_stack∗ p1 = new Not\_on\_stack; // OK*

*Not\_on\_free\_store∗ p2 = new Not\_on\_free\_store; // error : can’t allocate(lỗi: không thể*

*phân bổ)*

*}*

Tuy nhiên, chúng ta không bao giờ có thể xóa đối tượng Not\_on\_stack đó. Kỹ thuật thay thế để đặt hàm hủy ở chế độ riêng tư có thể giải quyết vấn đề đó.

### 17.7 Lời khuyên (Advice)

[1] Thiết kế hàm tạo, phép gán và hàm hủy dưới dạng một tập hợp các thao tác; §17.1.

[2] Sử dụng một hàm tạo để thiết lập một bất biến cho một lớp; §17.2.1.

[3] Nếu một hàm tạo có được một tài nguyên, thì lớp của nó cần một hàm hủy để giải phóng tài nguyên đó; §17.2.2.

[4] Nếu một lớp có một hàm ảo, nó cần một hàm hủy ảo; §17.2.5.

[5] Nếu một lớp không có hàm tạo, nó có thể được khởi tạo bằng cách khởi tạo thành viên; §17.3.1.

[6] Ưu tiên khởi tạo {} hơn khởi tạo = và (); §17.3.2.

[7] Cung cấp cho một lớp một hàm tạo mặc định nếu và chỉ khi có giá trị mặc định là ‘‘ natural ’’; §17.3.3.

[8] Nếu một lớp là một vùng chứa, hãy giv e nó là một phương thức khởi tạo danh sách khởi tạo; §17.3.4.

[9] Khởi tạo các thành viên và cơ sở theo thứ tự khai báo của chúng; §17.4.1.

[10] Nếu một lớp có một thành viên tham chiếu, nó có thể cần các hoạt động sao chép (hàm tạo sao chép và gán sao chép); §17.4.1.1.

[11] Thích khởi tạo thành viên hơn là gán trong một phương thức khởi tạo; §17.4.1.1.

[12] Sử dụng bộ khởi tạo trong lớp để cung cấp các giá trị mặc định; §17.4.4.

[13] Nếu một lớp là một xử lý tài nguyên, nó có thể cần các hoạt động sao chép và di chuyển; §17.5.

[14] Khi viết một phương thức khởi tạo sao chép, hãy cẩn thận sao chép mọi phần tử cần được sao chép (cẩn thận với các trình khởi tạo mặc định); §17.5.1.1.

[15] Hoạt động sao chép phải cung cấp tính tương đương và độc lập; §17.5.1.3.

[16] Cẩn thận với các cấu trúc dữ liệu vướng víu; §17.5.1.3.

[17] Thích chuyển ngữ nghĩa và copy-on-write sang copy cạn; §17.5.1.3.

[18] Nếu một lớp được sử dụng làm lớp cơ sở, hãy bảo vệ khỏi việc cắt lát; §17.5.1.4.

[19] Nếu một lớp cần một hoạt động sao chép hoặc một hàm hủy, nó có thể cần một hàm tạo, một hàm hủy, một phép gán bản sao và một phương thức tạo bản sao; §17.6.

[20] Nếu một lớp có một thành viên con trỏ, nó có thể cần một hàm hủy và các hoạt động sao chép không mặc định; §17.6.3.3.

[21] Nếu một lớp là một xử lý tài nguyên, nó cần một hàm tạo, một hàm hủy và các hoạt động sao chép không mặc định; §17.6.3.3.

[22] Nếu một hàm tạo, phép gán hoặc hàm hủy mặc định phù hợp, hãy để trình biên dịch tạo nó (không tự viết lại); §17.6.

[23] Nói rõ ràng về những bất biến của bạn; sử dụng các hàm tạo để thiết lập chúng và các phép gán để duy trì chúng; §17.6.3.2.

[24] Đảm bảo rằng các bài tập sao chép là an toàn để tự chuyển nhượng; §17.5.1.

[25] Khi thêm một thành viên mới vào một lớp, hãy kiểm tra xem có các hàm tạo do người dùng định nghĩa cần được cập nhật để khởi tạo thành viên đó hay không; §17.5.1.

## Chap 18: Quá tải nhà điều hành

### 18.1 Giới thiệu (Introduction)

Mọi lĩnh vực kỹ thuật - và hầu hết các lĩnh vực phi kỹ thuật - đều phát triển các ký hiệu viết tắt thông thườngđể thuận tiện cho việc trình bày và thảo luận liên quan đến các khái niệm được sử dụng thường xuyên. Vì ví dụ, vì quen biết lâu,rõ ràng hơn đối với chúng tôi.

Giống như hầu hết các ngôn ngữ khác, C ++ hỗ trợ một tập hợp các toán tử cho các kiểu tích hợp của nó. Tuy nhiên, hầu hếtcepts mà các toán tử được sử dụng thông thường không phải là các kiểu tích hợp sẵn trong C ++, vì vậy chúng phải là được biểu diễn dưới dạng các kiểu do người dùng xác định. Ví dụ: nếu bạn cần số học phức tạp, đại số ma trận, tín hiệu logic, hoặc chuỗi ký tự trong C ++, bạn sử dụng các lớp để biểu diễn các khái niệm này. Xác định oper-tùy chọn cho các lớp như vậy đôi khi cho phép lập trình viên cung cấpký hiệu thuần túy để thao tác các đối tượng hơn có thể đạt được chỉ bằng cách sử dụng chức năng cơ bản.

### 18.2 Các chức năng của nhà điều hành (Operator Functions)

Các hàm xác định ý nghĩa cho các toán tử sau có thể được khai báo:

*+ − ∗ / % ˆ &*

*| ̃ ! = <> +=*

*-= =∗ = / = % = ˆ = & |=*

*<< >>>>= <<= == != <=*

*>= && || ++ −− −>∗ ,*

*−> [] () new new[] delete delete[]*

Người dùng không thể xác định các toán tử sau:

*::* : phân giải phạm vi.

*.* : lựa chọn thành viên.

*. ∗* : lựa chọn thành viên thông qua con trỏ đến thành viên .Chúng lấy tên, thay vì giá trị, làm toán hạng thứ hai và cung cấp phương tiện chính cho giới thiệu đến các thành viên. Cho phép chúng bị quá tải sẽ dẫn đến sự kém tinh tế [Stroustrup, 1994].

Không thể quá tải ‘‘ toán tử ’’ được đặt tên vì chúng báo cáo thông tin cơ bản về hoạt động xóa:

*Sizeof:* kích thước của đối tượng.

*alignof:* căn chỉnh của đối tượng.

*typeid:* type\_info của một đối tượng.

Cuối cùng, toán tử biểu thức điều kiện bậc ba không thể được nạp chồng (vì không có funda- lý do tinh thần):

*?*: đánh giá có điều kiện.

#### 18.2.1 Toán tử nhị phân và đơn nguyên (Binary and Unary Operators)

Một toán tử nhị phân có thể được xác định bởi một hàm thành viên không tĩnh nhận một đối số hoặc mộthàm nonmember nhận hai đối số. Đối với bất kỳ toán tử nhị phân nào @, aa @ bb có thể được hiểudưới dạng aa.operator @ (bb) hoặc operator @ (aa, bb). Nếu cả hai đều được xác định, giải quyết quá tải xác định cách diễn giải, nếu có, được sử dụng.

Toán tử một ngôi, dù là tiền tố hay hậu tố, đều có thể được xác định bởi một hàm thành viên không tĩnh không lấy đối số hoặc một hàm nonmember lấy một đối số. Đối với bất kỳ toán tử đơn nguyên tiền tố nào @, @aa có thể được hiểu là aa.operator @ () hoặc operator @ (aa). Nếu cả hai đều được xác định, quá tải độ phân giải (§12.3) xác định cách giải thích nào, nếu có, được sử dụng. Đối với bất kỳ toán tử đơn vị postfix nào @, aa @ có thể được hiểu là aa.operator @ (int) hoặc operator @ (aa, int). Điều này được giải thích thêm trong §19.2.4. Nếu cả hai đều được xác định, giải quyết quá tải (§12.3) xác định cách diễn giải, nếu có,.Được sử dụng. Một toán tử chỉ có thể được khai báo cho cú pháp được định nghĩa cho nó trong ngữ pháp.

Ví dụ: người dùng không thể xác định % một bậc hoặc một bậc ba +. Xem xét:

*class X {*

*public: // members (with implicit this pointer):*

*X∗ operator&(); // prefix unary & (address of)*

*X operator&(X); // binar y & (and)*

*X operator++(int); // postfix increment (see §19.2.4)*

*X operator&(X,X); // error : ter nary*

*X operator/(); // error : unar y /*

*};*

Toán tử [] được mô tả, toán tử (), toán tử -> trong, toán tử ++ và −−, và các toán tử phân bổ và phân bổ.

Toán tử toán tử =, toán tử []toán tử ()và toán tử−> phải là các hàm thành viên không tĩnh.

#### 18.2.2 Ý nghĩa được xác định trước cho các toán tử (Predefined Meanings for Operators)

Ý nghĩa của một số toán tử cài sẵn được định nghĩa tương đương với một số kết hợp của các toán tử khác toán tử trên các đối số giống nhau. Ví dụ: nếu a là int, ++ a có nghĩa là a + = 1, điều này có nghĩa là a = a + 1. Các quan hệ như vậy không giữ cho các toán tử do người dùng xác định trừ khi người dùng định nghĩa chúng. Vì ví dụ, một trình biên dịch sẽ không tạo ra định nghĩa của Z :: operator + = () từ các định nghĩa của Z :: opera- tor + () và Z :: operator = ().

Các toán tử = (gán), & (address-of) vàcó giá trị trung bình được xác định trước- ings khi áp dụng cho các đối tượng lớp. Những ý nghĩa được xác định trước này có thể bị loại bỏ (‘‘ xóa ’’):

*class X {*

*public:*

*// ...*

*void operator=(const X&) = delete;*

*void operator&() = delete;*

*void operator,(const X&) = delete;*

*// ...*

*};*

*void f(X a, X b)*

*{*

*a = b; // error : no operator=()*

*&a; // error : no operator&()*

*a,b; // error : no operator,()*

*}*

Ngoài ra, chúng có thể được đưa ra các nghĩa mới bằng các định nghĩa phù hợp.

#### 18.2.3 Toán tử và các loại do người dùng xác định (Operators and User-Defined Types)

Một hàm toán tử phải là một thành viên hoặc có ít nhất một đối số của kiểu do người dùng xác định (các chức năng xác định lại toán tử mới và xóa không cần). Quy tắc này đảm bảo rằng người dùng không thể thay đổi ý nghĩa của một biểu thức trừ khi biểu thức chứa một đối tượng do người dùng xác định kiểu. Đặc biệt, không thể xác định một hàm toán tử hoạt động độc quyền trên con trỏ. Điều này đảm bảo rằng C ++ có thể mở rộng nhưng không thể thay đổi (ngoại trừ các toán tử =, &, và, đối với các đối tượng lớp).

Một hàm toán tử nhằm chấp nhận một kiểu dựng sẵn vì toán hạng đầu tiên của nó không thể là một chức năng thành viên. Ví dụ: hãy xem xét việc thêm một biến phức aa vào số nguyên 2: aa + 2 có thể, với một hàm thành viên được khai báo phù hợp, được hiểu là aa.operator + (2), nhưng 2 + aa không thể vì không có lớp int nào để định nghĩa + có nghĩa là 2.operator + (aa). Ngay cả khi có, hai các hàm thành viên sẽ cần thiết để đối phó với 2 + aa và aa + 2. Bởi vì trình biên dịch không biết ý nghĩa của một + do người dùng xác định, nó không thể giả định rằng toán tử là giao hoán và như vậy giải thích 2 + aa là aa + 2.

Các kiểu liệt kê là các kiểu do người dùng định nghĩa để chúng ta có thể xác định các toán tử cho chúng. Ví dụ:

*enum Day { sun, mon, tue, wed, thu, fri, sat };*

*Day& operator++(Day& d)*

*{*

*return d = (sat==d) ? sun : static\_cast<Day>(d+1);*

*}*

Mọi biểu thức đều được kiểm tra xem có mơ hồ không. Trong đó toán tử do người dùng xác định cung cấp giải thích, biểu thức được kiểm tra theo các quy tắc giải quyết quá tải trong.

#### 18.2.4 Đi qua các đối tượng (Passing Objects)

Khi chúng tôi xác định một toán tử, chúng tôi thường muốn cung cấp một ký hiệu thông thường, ví dụ: a = b + c. Do đó, chúng tôi có các lựa chọn hạn chế về cách truyền các đối số cho hàm toán tửvà cách nó trả về giá trị của nó. Ví dụ: chúng ta không thể yêu cầu đối số con trỏ và mong đợi pro-grammers để sử dụng toán tử address-of hoặc trả về một con trỏ và mong muốn người dùng bỏ qua nó:

∗ a = & b + & c không được chấp nhận.

Đối với các đối số, chúng ta có hai lựa chọn chính:

• Giá trị chuyển tiếp

• Tham khảo qua

Đối với các đối tượng nhỏ, chẳng hạn như một đến bốn từ, gọi theo giá trị thường là một sự thay thế khả thi và thường là một thứ mang lại hiệu suất tốt nhất.

Các đối tượng lớn hơn, chúng tôi chuyển qua tham chiếu.

Đặc biệt, chúng tôi sử dụng tham chiếu const để chuyển các đối tượng lớn không được sửa đổi bởi được gọi là hàm.

Thông thường, một toán tử trả về một kết quả. Trả lại một con trỏ hoặc một tham chiếu đến một tham chiếu mới được tạo đối tượng thường là một ý tưởng rất tồi: sử dụng một con trỏ đưa ra các vấn đề về ký hiệu và tham chiếu đến một đối tượng trên cửa hàng miễn phí (cho dù bằng con trỏ hay bằng tham chiếu) dẫn đến quản lý bộ nhớ các vấn đề. Thay vào đó, hãy trả về các đối tượng theo giá trị. Đối với các đối tượng lớn, chẳng hạn như Ma trận, hãy xác định toán hạng di chuyển-để thực hiện việc chuyển các giá trị như vậy một cách hiệu quả. Ví dụ:

*Matrix operator+(const Matrix& a, const Matrix& b) // trả về theo giá trị*

*{*

*Matrix res {a};*

*return res+=b;*

*}*

Nếu một hàm chỉ đơn giản là chuyển một đối tượng cho một hàm khác, thì một đối số tham chiếu rvalue sẽ được sử dụng .

#### 18.2.5 Toán tử trong Không gian tên (Operators in Namespaces)

Toán tử là thành viên của một lớp hoặc được định nghĩa trong một số không gian tên (có thể là tên chung-không gian). Hãy xem xét phiên bản đơn giản này của chuỗi I / O từ thư viện chuẩn:

*using namespace std { // std đơn giản hóa*

*class string {*

*// ...*

*};*

*class ostream {*

*// ...*

*ostream& operator<<(const char∗); // output C-style string*

*};*

*extern ostream cout;*

*ostream& operator<<(ostream&, const string&); // output std::string*

*} // namespace std*

*int main()*

*{*

*const char∗ p = "Hello";*

*std::string s = "world";*

*std::cout << p << ", " << s << "!\n";*

*}*

Các toán tử được xác định trong không gian tên có thể được tìm thấy dựa trên các loại toán hạng của chúng giống như các hàm có thể được tìm thấy dựa trên các loại đối số của chúng. Đặc biệt, cout nằm trong không gian tên std, vì vậy std là được cân nhắc khi tìm định nghĩa phù hợp của <<. Theo cách đó, trình biên dịch tìm và sử dụng:

*std::operator<<(std::ostream&, const std::string&)*

Hãy xem xét một toán tử nhị phân @. Nếu x thuộc loại X và y thuộc loại Y, x @ y được giải quyết như sau:

• Nếu X là một lớp, hãy tìm toán tử @ như một thành viên của X hoặc như một thành viên của một cơ sở của X; và

• Tìm kiếm các khai báo của operator @ trong ngữ cảnh xung quanh x @ y; và

• Nếu X được định nghĩa trong không gian tên N, hãy tìm các khai báo của operator @ trong N; và

• Nếu Y được định nghĩa trong không gian tên M, hãy tìm các khai báo của toán tử @ trong M.

Các toán tử đơn phân được giải quyết một cách tương tự.

Lưu ý rằng trong tra cứu nhà điều hành không có ưu tiên nào dành cho các thành viên hơn là những người không phải là thành viên. Điều này khác từ tra cứu các hàm được đặt tên .Việc thiếu ẩn các toán tử đảm bảo rằng các toán tử không bao giờ không thể truy cập được và người dùng có thể cung cấp các ý nghĩa mới cho một toán tử mà không sửa đổi các khai báo lớp hiện có.

Đặc biệt, thư viện iostream tiêu chuẩn định nghĩa << hàm thành viên để xuất ra các kiểu tích hợp sẵn, và người dùng có thể định nghĩa << để xuất ra các kiểu do người dùng định nghĩa mà không cần sửa đổi lớp ostream.

### 18.3 Một loại số phức (A Complex Number Type)

Việc triển khai các số phức được trình bày trong §18.1 là quá hạn chế để làm hài lòng bất kỳ ai.

Ví dụ, chúng tôi mong đợi điều này hoạt động:

*void f()*

*{*

*complex a {1,2};*

*complex b {3};*

*complex c {a+2.3};*

*complex d {2+b};*

*b=c∗2∗c;*

*}*

Ngoài ra, chúng tôi mong muốn được cung cấp thêm một số toán tử bổ sung, chẳng hạn như == cho compar-ison và << cho đầu ra, và một tập hợp các hàm toán học phù hợp, chẳng hạn như sin () và sqrt ().

Lớp phức hợp là một loại bê tông. Ngoài ra, người sử dụng số học phức tạp phụ thuộc rất nhiều vào các toán tử đến mức định nghĩa của số phức đưa vào chơi hầu hết các quy tắc cơ bản để nạp chồng toán tử.

Kiểu phức tạp được phát triển trong phần này sử dụng double cho các đại lượng vô hướng của nó và gần như tương đương đến phức hợp thư viện chuẩn <double>.

#### 18.3.1 Nhà điều hành thành viên và không phải thành viên (Member and Nonmember Operators)

Tôi muốn giảm thiểu số lượng các hàm thao tác trực tiếp với việc biểu diễn mộtsự vật. Điều này có thể đạt được bằng cách xác định chỉ các toán tử vốn đã sửa đổi giá trị củađối số đầu tiên, chẳng hạn như + =, trong chính lớp đó. Các toán tử chỉ đơn giản là tạo ra một giá trị mới dựa trêncác giá trị của các đối số của chúng, chẳng hạn như +, sau đó được xác định bên ngoài lớp và sử dụngtrong quá trình triển khai của họ:

*class complex {*

*double re, im;*

*public:*

*complex& operator+=(complex a); // cần quyền truy cập để biểu diễn*

*// ...*

*};*

*complex operator+(complex a, complex b)*

*{*

*return a += b; // truy cập đại diện thông qua +=*

*}*

Các toán tử gán kết hợp như + = và ∗ = có xu hướng dễ xác định hơn là ‘‘ sim- của chúng ple ’’ đối âm + và ∗. Điều này khiến hầu hết mọi người ngạc nhiên lúc đầu, nhưng nó xuất phát từ thực tế là ba các đối tượng tham gia vào một phép toán + (hai toán hạng và kết quả), trong khi chỉ có hai đối tượng tham gia vào một phép toán + =. Trong trường hợp thứ hai, hiệu quả thời gian chạy được cải thiện bằng cách loại bỏ cần các biến tạm thời.

Một trình tối ưu hóa tốt sẽ tạo ra mã gần với mã tối ưu để sử dụng cả toán tử + thuần túy.

Tuy nhiên, không phải lúc nào chúng tôi cũng có một trình tối ưu hóa tốt và không phải tất cả các loại đều đơn giản cũng như phức tạp, vì vậy §19.4 thảo luận về các cách xác định các toán tử có quyền truy cập trực tiếp vào biểu diễn của các lớp.

#### 18.3.2 Số học chế độ hỗn hợp (Mixed - Mode Arithmetic)

Để đối phó với 2 + z, trong đó z là một phức, chúng ta cần xác định toán tử + để chấp nhận các toán hạng khác nhau các loại. Theo thuật ngữ Fortran, chúng ta cần số học ở chế độ hỗn hợp. Chúng ta có thể đạt được điều đó đơn giản bằng cách thêm các phiên bản thích hợp của các toán tử:

*class complex {*

*double re, im;*

*public:*

*complex& operator+=(complex a)*

*{*

*re += a.re;*

*im += a.im;*

*return ∗this;*

*}*

*complex& operator+=(double a)*

*{*

*re += a;*

*return ∗this;*

*}*

*// ...*

*};*

Ba biến thể của toán tử + () có thể được định nghĩa bên ngoài phức hợp.

#### 18.3.3 Chuyển đổi (Conversions)

Để đối phó với các bài tập và khởi tạo các biến phức tạp với các đại lượng vô hướng, chúng ta cần một chuyển đổi của một số vô hướng (số nguyên hoặc số dấu phẩy động) thành một phức. Ví dụ:

*complex b {3}; // should mean b.re=3, b.im=0*

*void comp(complex x)*

*{*

*x = 4; // should mean x.re=4, x.im=0*

*// ...*

*}*

Chúng ta có thể đạt được điều đó bằng cách cung cấp một hàm tạo nhận một đối số duy nhất. Một hàm tạo lấy một đối số duy nhất chỉ định một chuyển đổi từ kiểu đối số của nó sang kiểu của phương thức khởi tạo.

Hàm tạo chỉ định cách nhúng truyền thống của đường thực trong mặt phẳng phức.

Một hàm tạo là một đơn thuốc để tạo một giá trị của một kiểu nhất định. Hàm tạo được sử dụng khi một giá trị của một kiểu được mong đợi và khi một giá trị như vậy có thể được tạo bởi một phương thức khởi tạo từ giá trị được cung cấp dưới dạng bộ khởi tạo hoặc giá trị được chỉ định. Do đó, một hàm tạo yêu cầu một đối số duy nhất không cần được gọi một cách rõ ràng. Ví dụ:

*complex b {3};*

*có nghĩa*

*complex b {3,0};*

Chuyển đổi do người dùng xác định chỉ được áp dụng hoàn toàn nếu nó là duy nhất. Nếu bạn không muốn ...contructor được sử dụng ngầm định, hãy khai báo nó rõ ràng.

Sử dụng các đối số mặc định, chúng ta có thể viết tắt:

*class complex {*

*double re, im;*

*public:*

*complex(double r =0, double i =0) : re{r}, im{i} { }*

*// ...*

*};*

Theo mặc định, việc sao chép các giá trị phức tạp được định nghĩa là sao chép phần thực và phần ảo

##### 18.3.3.1 Chuyển đổi Toán hạng (Conversions of Operands)

Chúng tôi đã xác định ba phiên bản của mỗi trong bốn toán tử số học tiêu chuẩn:

*complex operator+(complex,complex);*

*complex operator+(complex,double);*

*complex operator+(double ,complex);*

*// ...*

Điều này có thể trở nên tẻ nhạt và những gì tẻ nhạt dễ trở thành lỗi. Điều gì sẽ xảy ra nếu chúng tôi có ba thay thế-cho kiểu của mỗi đối số cho mỗi hàm? Chúng ta sẽ cần ba phiên bản của mỗi tội-hàm gle-đối số, chín phiên bản của mỗi hàm hai đối số, 27 phiên bản của mỗi hàm ba-hàm đối số, v.v ... Thường thì những biến thể này rất giống nhau. Trên thực tế, hầu hết tất cả các biến thể đều liên quan đến chuyển đổi đơn giản của các đối số thành một kiểu chung, theo sau là một thuật toán tiêu chuẩn.

Giải pháp thay thế để cung cấp các phiên bản khác nhau của một hàm cho mỗi tổ hợp các đối sốlà dựa vào chuyển đổi. Ví dụ: lớp phức hợp của chúng tôi cung cấp một phương thức khởi tạo chuyển đổi một nhân đôi thành phức hợp. Do đó, chúng ta chỉ có thể khai báo một phiên bản của phương thức bình đẳng-ator cho phức tạp

Khi một số biến thể của một hàm hoặc một toán tử tồn tại, trình biên dịch phải chọn '' đúng '' biến thể dựa trên các loại đối số và các chuyển đổi có sẵn (tiêu chuẩn và do người dùng xác định). Trừ khi một kết quả phù hợp nhất tồn tại, một biểu thức không rõ ràng và là một lỗi .

Một đối tượng được xây dựng bằng cách sử dụng hàm tạo trong một biểu thức một cách rõ ràng hoặc ngầm định là tự động và sẽ bị phá hủy ngay cơ hội đầu tiên .

Không có chuyển đổi ngầm định nào do người dùng xác định được áp dụng cho phía bên trái của a. (hoặc a ->). Đây là trường hợp ngay cả khi. là ẩn ý. Ví dụ:

*void g(complex z)*

*{*

*3+z; // OK: complex(3)+z*

*3.operator+=(z); // error: 3 không phải là một đối tượng lớp*

*3+=z; // error: 3 không phải là một đối tượng lớp*

*}*

Do đó, bạn có thể gần đúng với khái niệm rằng một toán tử yêu cầu một giá trị làm toán hạng bên trái của nó bằng biến nhà điều hành đó thành thành viên. Howev er, đó chỉ là ước tính vì có thể truy cập tạm thời với một thao tác sửa đổi, chẳng hạn như toán tử + = ():

*complex x {4,5}*

*complex z {sqr t(x)+={1,2}}; // like tmp=sqr t(x), tmp+={1,2}*

#### 18.3.4 Chữ viết (Literals)

Chúng tôi có nghĩa đen của các loại tích hợp. Ví dụ: 1,2 và 12e3 là các chữ kiểu kép. Đối với com-plex, chúng ta có thể tiến gần đến điều đó bằng cách khai báo các hàm tạo constexpr .Ví dụ:

*class complex {*

*public:*

*constexpr complex(double r =0, double i =0) : re{r}, im{i} { }*

*// ...*

*}*

Do đó, một phức hợp có thể được xây dựng từ các bộ phận cấu thành của nó tại thời điểm biên dịch giống như một chữ từ một loại cài sẵn. Ví dụ:

*complex z1 {1.2,12e3};*

*constexpr complex z2 {1.2,12e3}; // khởi tạo thời gian biên dịch được đảm bảo*

Khi các hàm tạo đơn giản và nội dòng, và đặc biệt là khi chúng là constexpr, thì đó là lý do-có thể nghĩ về các lời gọi phương thức khởi tạo với các đối số theo nghĩa đen là các nghĩa đen.

Có thể đi xa hơn và giới thiệu một chữ do người dùng xác định để hỗ trợ cho com-loại plex. Đặc biệt, chúng ta có thể định nghĩa i là một hậu tố có nghĩa là '' tưởng tượng ''. Ví dụ:

*constexpr complex<double> operator "" i(long double d) // hình chữ y*

*{*

*return {0,d}; // complex là một kiểu chữ*

*}*

Điều này sẽ cho phép chúng tôi viết:

*complex z1 {1.2+12e3i};*

*complex f(double d)*

*{*

*auto x {2.3i};*

*return x+sqrt(d+12e3i)+12e3i;*

*}*

Chữ do người dùng định nghĩa này mang lại cho chúng tôi một lợi thế so với những gì chúng tôi nhận được từ các trình tạo constexpr: chúng tôi có thể sử dụng các ký tự do người dùng xác định ở giữa các biểu thức trong đó ký hiệu {} chỉ có thể được sử dụng khi đủ điều kiện bởi một tên loại

Tôi nghi ngờ rằng việc lựa chọn phong cách nghĩa đen phụ thuộc vào cảm quan thẩm mỹ của bạn và các quy ước lĩnh vực công việc của bạn. Tổ hợp thư viện tiêu chuẩn sử dụng các hàm tạo constexpr thay vì một người dùng- nghĩa đen được xác định.

#### 18.3.5 Chức năng của Accessor (Accessor Functions)

Cho đến nay, chúng tôi đã cung cấp phức hợp lớp chỉ với các hàm tạo và toán tử số học. Đó không phải là khá đủ để sử dụng thực tế. Đặc biệt, chúng ta thường cần có khả năng kiểm tra và thay đổi giá trị của phần thực và phần ảo:

*class complex {*

*double re, im;*

*public:*

*constexpr double real() const { return re; }*

*constexpr double imag() const { return im; }*

*void real(double r) { re = r; }*

*void imag(double i) { im = i; }*

*// ...*

*};*

Tôi không coi việc cung cấp quyền truy cập cá nhân cho tất cả các thành viên trong lớp là một ý tưởng hay; nói chung, nó không phải. Đối với nhiều loại, quyền truy cập riêng lẻ (đôi khi được gọi là các hàm get-and-set) là một lời mời đến thảm họa. Nếu chúng ta không cẩn thận, quyền truy cập cá nhân có thể làm tổn hại đến một cái bất biến, và nó thường làm phức tạp các thay đổi đối với biểu diễn. Ví dụ, hãy xem xét các cơ hội cho lạm dụng từ việc cung cấp getters và setters cho mọi thành viên của Ngày từ hoặc (thậm chí nhiều hơn vì vậy) đối với Chuỗi từ. Tuy nhiên, đối với phức tạp, real () và images () có ý nghĩa về mặt ngữ nghĩa: một số thuật toán được viết rõ ràng nhất nếu chúng có thể thiết lập phần thực và phần ảo một cách độc lập.

#### 18.3.6 Chức năng của người trợ giúp (Helper Functions)

Nếu chúng ta đặt tất cả các bit và các mảnh lại với nhau, lớp phức tạp sẽ trở thành:

*class complex {*

*double re, im;*

*public:*

*constexpr complex(double r =0, double i =0) : re(r), im(i) { }*

*constexpr double real() const { return re; }*

*constexpr double imag() const { return im; }*

*void real(double r) { re = r; }*

*void imag(double i) { im = i; }*

*complex& operator+=(complex);*

*complex& operator+=(double);*

*// -=, \*=, and /=*

*};*

Ngoài ra, chúng tôi phải cung cấp một số chức năng trợ giúp:

*complex operator+(complex,complex);*

*complex operator+(complex,double);*

*complex operator+(double ,complex);*

*// binar y -, \*, and /*

*complex operator−(complex); // unar y trừ*

*complex operator+(complex); // unar y thêm*

*bool operator==(complex,complex);*

*bool operator!=(complex,complex);*

*istream& operator>>(istream&,complex&); // đầu vào*

*ostream& operator<<(ostream&,complex); // đầu ra*

Lưu ý rằng các thành viên real () và virtual () là yếu tố cần thiết để xác định các phép so sánh. Các định nghĩa của hầu hết các hàm trợ giúp sau đây dựa trên real () và virtual () một cách tương tự.

### 18.4 Chuyển đổi loại (Type Conversion)

Việc chuyển đổi kiểu có thể được thực hiện bằng

• Một hàm tạo nhận một đối số duy nhất.

• Toán tử chuyển đổi .

Trong cả hai trường hợp, chuyển đổi có thể

• Rõ ràng; nghĩa là, việc chuyển đổi chỉ được thực hiện trong lần khởi tạo trực tiếp (§16.2.6), tức là trình khởi tạo không sử dụng dấu =.

• Ngụ ý; nghĩa là, nó sẽ được áp dụng ở bất cứ nơi nào nó có thể được sử dụng một cách rõ ràng ,ví dụ: nhưmột đối số hàm.

#### 18.4.1 Nhà điều hành chuyển đổi (Conversion Operators)

Việc sử dụng một hàm tạo lấy một đối số duy nhất để chỉ định chuyển đổi kiểu là thuận tiện nhưng có nghĩa là cation có thể không mong muốn. Ngoài ra, một hàm tạo không thể chỉ định

[1] chuyển đổi ngầm định từ loại do người dùng xác định sang loại tích hợp (vì loại không phải là lớp), hoặc

[2] chuyển đổi từ một lớp mới sang một lớp đã xác định trước đó (mà không sửa đổi decla- khẩu phần ăn cho lớp cũ).

Các hàm chuyển đổi dường như đặc biệt hữu ích để xử lý các cấu trúc dữ liệu khi đọc (được triển khai bởi một toán tử chuyển đổi) là không đáng kể, trong khi việc gán và khởi tạo là rõ ràng ít tầm thường hơn. Các loại istream và ostream dựa vào một hàm chuyển đổi để kích hoạt các câu lệnh như:

*while (cin>>x)*

*cout<<x;*

Thao tác nhập cin >> x trả về dòng istream &. Giá trị đó được chuyển đổi hoàn toàn thành giá trị ind-cating trạng thái của cin. Giá trị này sau đó có thể được kiểm tra bởi while (xem §38.4.4). Tuy nhiên, nó là điển hình-thực sự không phải là một ý tưởng hay khi xác định một chuyển đổi ngầm định từ loại này sang loại khác theo cách mà thông tin bị mất trong quá trình chuyển đổi.

Nếu cả chuyển đổi do người dùng xác định và toán tử do người dùng xác định đều được xác định, thì có thể nhận được sự không rõ ràng giữa các toán tử do người dùng xác định và các toán tử cài sẵn. Ví dụ:

*int operator+(Tiny,Tiny);*

*void f(Tiny t, int i)*

*{*

*t+i; // error, ambiguous: ‘‘operator+(t,Tiny(i))’’ or ‘‘int(t)+i’’?*

*}*

Do đó, tốt nhất là nên dựa vào chuyển đổi do người dùng xác định hoặc toán tử do người dùng xác định cho một loại, nhưng không phải cả hai.

#### 18.4.2 Nhà điều hành chuyển đổi rõ ràng (Conversion Operators)

Các toán tử chuyển đổi có xu hướng được xác định để chúng có thể được sử dụng ở mọi nơi. Tuy nhiên, nó có thể-ble để khai báo toán tử chuyển đổi một cách rõ ràng và chỉ áp dụng cho việc khởi tạo trực tiếp,trong đó một phương thức khởi tạo rõ ràng tương đương sẽ được sử dụng. Ví dụ, thư viện tiêu chuẩn unique\_ptr có một chuyển đổi rõ ràng thành bool:

*template <typename T, typename D = default\_delete<T>>*

*class unique\_ptr {*

*public:*

*explicit operator bool() const noexcept; // không \* cái này chứa một con trỏ (không phải là nullptr)?*

*// ...*

*};*

Lý do để khai báo toán tử chuyển đổi này rõ ràng là để tránh việc sử dụng nó trong các ngữ cảnh đáng ngạc nhiên.

Nếu chuyển đổi của unique\_ptr thành bool không rõ ràng, thì hai định nghĩa cuối cùng sẽ được tổng hợp.

Giá trị của b sẽ trở thành true và giá trị của x sẽ trở thành 1 hoặc 2 (tùy thuộc vào cho dù q có hợp lệ hay không).

#### 18.4.3 Mơ hồ (Ambiguities)

Việc gán giá trị kiểu V cho một đối tượng thuộc lớp X là hợp pháp nếu có toán tử gánX :: operator = (Z) sao cho V là Z hoặc có một chuyển đổi duy nhất của V thành Z. Quá trình khởi tạo được xử lý tương đươngđồng minh.

Trong một số trường hợp, giá trị của kiểu mong muốn có thể được xây dựng bằng cách sử dụng lặp lại các hàm tạo hoặc toán tử chuyển đổi. Điều này phải được xử lý bằng các chuyển đổi rõ ràng; chỉ một cấp độ do người dùng xác định chuyển đổi ngầm là hợp pháp. Trong một số trường hợp, giá trị của kiểu mong muốn có thể được xây dựng trong nhiều hơn một cách; những trường hợp như vậy là bất hợp pháp. Ví dụ:

*class X { /\* ... \*/ X(int); X(const char∗); };*

*class Y { /\* ... \*/ Y(int); };*

*class Z { /\* ... \*/ Z(X); };*

*X f(X);*

*Y f(Y);*

*Z g(Z);*

*void k1()*

*{*

*f(1); // lỗi: không rõ ràng f (X (1)) hoặc f (Y (1))?*

*f(X{1}); // OK*

*f(Y{1}); // OK*

*g("Mack"); // error: cần hai chuyển đổi do người dùng xác định; g (Z {X {"Mack"}}) không được thử*

*g(X{"Doc"}); // OK: g(Z{X{"Doc"}})*

*g(Z{"Suzy"}); // OK: g(Z{X{"Suzy"}})*

*}*

### 18.5 Lời khuyên (Advice)

[1] Xác định các toán tử chủ yếu để bắt chước cách sử dụng thông thường; §18.1.

[2] Xác định lại hoặc cấm sao chép nếu mặc định không phù hợp với một loại; §18.2.2.

[3] Đối với các toán hạng lớn, hãy sử dụng kiểu đối số tham chiếu const; §18.2.4.

[4] Để có kết quả lớn, hãy sử dụng hàm tạo di chuyển; §18.2.4.

[5] Ưu tiên các chức năng thành viên hơn các thành viên không phải thành viên đối với các hoạt động cần quyền truy cập vào đại diện-sự; §18.3.1.

[6] Ưu tiên các chức năng nonmember hơn các thành viên cho các hoạt động không cần quyền truy cập vào đại diện sự phẫn uất; §18.3.2.

[7] Sử dụng không gian tên để liên kết các hàm trợ giúp với lớp ‘‘ their ’’; §18.2.5.

[8] Sử dụng các hàm không nhớ cho các toán tử đối xứng; §18.3.2.

[9] Sử dụng các hàm thành viên để biểu thị các toán tử yêu cầu giá trị làm toán hạng bên trái của chúng;§18.3.3.1.

[10] Sử dụng các ký tự do người dùng xác định để bắt chước ký hiệu thông thường; §18.3.4.

[11] Cung cấp ‘‘ các hàm set () và get () ’’ cho một thành viên dữ liệu chỉ khi ngữ nghĩa cơ bản của một lớp yêu cầu họ; §18.3.5.

[12] Thận trọng về việc giới thiệu các chuyển đổi ngầm; §18.4.

[13] Tránh chuyển đổi phá hủy giá trị (‘‘ thu hẹp ’’); §18.4.1.

[14] Không định nghĩa chuyển đổi giống như cả hàm tạo và toán tử chuyển đổi; §18.4.3.

## Chap 19: Nhà điều hành đặc biệt

### 19.1 Giới thiệu (Introduction)

Nạp chồng không chỉ dành cho các phép toán số học và logic. Trên thực tế, các nhà khai thác đóng vai trò quan trọng trong việcthiết kế vùng chứa (ví dụ: vectơ và bản đồ;, '' con trỏ thông minh '' trình vòng lặp và các lớp khác liên quan đến quản lý tài nguyên.

### 19.2 Nhà điều hành đặc biệt (Special Operators)

Các nhà khai thác [] () -> ++ −− xóa mới chỉ đặc biệt ở chỗ ánh xạ từ việc sử dụng chúng trong mã đến định nghĩa của lập trình viên khác nhau một chút từ đó được sử dụng cho các toán tử đơn phân và nhị phân thông thường, chẳng hạn như +, <, end . Các toán tử [] (chỉ số con) và () (cuộc gọi) là một trong những toán tử hữu ích nhất do người dùng định nghĩa.

#### 19.2.1 Đăng ký (Subscripting):

Một hàm toán tử [] có thể được sử dụng để cung cấp ý nghĩa cho các chỉ số con cho các đối tượng lớp. Lập luận thứ hai-ment (chỉ số con) của một hàm toán tử [] có thể thuộc bất kỳ kiểu nào. Điều này làm cho nó có thể xác định vectơ, mảng kết hợp, v.v.

Ví dụ, chúng ta có thể xác định một kiểu mảng kết hợp đơn giản như sau:

*struct PGS {*

*vector<pair<string,int>> vec; // vectơ của các cặp {name, value}*

*const int& operator[] (const string&) const;*

*int& operator[](const string&);*

*};*

Một toán tử [] () phải là một hàm thành viên không tĩnh.

#### 19.2.2 Gọi hàm (Function Call)

Lời gọi hàm, nghĩa là, biểu thức ký hiệu (biểu thức-danh sách), có thể được hiểu như một toán hạng nhị phân-tion với biểu thức là toán hạng bên trái và danh sách biểu thức là toán hạng bên phải.Toán tử cuộc gọi, (), có thể được nạp chồng theo cách giống như các toán tử khác có thể:

*struct Action {*

*int operator () (int);*

*pair<int, int> operator () (int,int);*

*double operator () (double);*

*};*

*void f (Action)*

*{*

*int x = act (2);*

*auto y = act (3,4);*

*double z = act (2.3);*

*};*

Các cách sử dụng phổ biến khác của operator () () là một toán tử chuỗi con và như một toán tử chỉ số con cho mảng nhiều chiều

Một toán tử () () phải là một hàm thành viên không tĩnh.

Các toán tử gọi hàm thường là các mẫu .

#### 19.2.3 Tham khảo ý kiến (Dereferencing)

Toán tử hội nghị truyền hình, -> (còn được gọi là toán tử mũi tên), có thể được định nghĩa là một sau-sửa chữa nhà điều hành. Ví dụ:

*class Ptr {*

*// ...*

*X∗ operator−>();*

*};*

Các đối tượng của lớp Ptr có thể được sử dụng để truy cập các thành viên của lớp X theo cách rất giống với cách con trỏ được sử dụng. Ví dụ:

*void f(Ptr p)*

*{*

*p−>m = 7; // (p.operator->())->m = 7*

*}*

Việc biến đổi đối tượng p thành con trỏ p.operator -> () không phụ thuộc vào thành viên m chỉ vào. Đó là nghĩa mà toán tử -> () là một toán tử hậu tố một ngôi. Tuy nhiên, không có cú pháp mới được giới thiệu, vì vậy tên thành viên vẫn được yêu cầu sau dấu ->. Ví dụ:

*void g(Ptr p)*

*{*

*X∗ q1 = p−>; // lỗi cú pháp*

*X∗ q2 = p.operator -> (); // ok*

*}*

#### 19.2.4 Tăng và giảm (Increment and Decrement)

Khi mọi người phát minh ra '' con trỏ thông minh '', họ thường quyết định cung cấp toán tử gia tăng ++ và toán tử giảm −− để phản ánh việc sử dụng các toán tử này cho các kiểu dựng sẵn. Điều này đặc biệt quan trọng- ous và cần thiết khi mục đích là thay thế loại con trỏ thông thường bằng loại '' con trỏ thông minh '' có cùng ngữ nghĩa, ngoại trừ việc nó thêm một chút kiểm tra lỗi thời gian chạy. Ví dụ, con-sider một chương trình truyền thống rắc rối:

*void f1(X a) // sử dụng truyền thống*

*{*

*X v[200];*

*X∗ p = &v[0];*

*p−−;*

*∗p = a; // oops: p out of range, uncaught*

*++p;*

*∗p = a; // OK*

*}*

Các toán tử tăng và giảm là duy nhất trong số các toán tử C ++ ở chỗ chúng có thể được sử dụng như cả hai toán tử tiền tố và hậu tố.

#### 19.2.5 Phân bổ và Giao dịch (Allocation and Deallocation)

Toán tử new lấy bộ nhớ của nó bằng cách gọi một toán tử new (). Tương tự, toán tử xóa giải phóng bộ nhớ của nó bằng cách gọi một toán tử delete (). Người dùng có thể xác định lại toán tử toàn cầu new () và toán tử xóa () hoặc xác định toán tử new () và toán tử xóa () cho một lớp cụ thể.

Sử dụng bí danh kiểu thư viện tiêu chuẩn size\_t cho các kích thước, khai báo của ver-sions trông như thế này:

*void∗ operator new(siz e\_t); // sử dụng cho từng đối tượng*

*void∗ operator new[](siz e\_t); // sử dụng cho mảng*

*void operator delete(void∗, siz e\_t); // sử dụng cho từng đối tượng*

*void operator delete[](void∗, siz e\_t); // sử dụng cho mảng*

#### 19.2.6 Chữ viết do người dùng xác định (User-defined Literals)

C ++ cung cấp các ký tự cho nhiều kiểu tích hợp sẵn;

*123 // int*

*1.2 // double*

*1.2F // float*

*'a' // char*

*1ULL // unsigned long long*

*0xD0 // hexadecimal unsigned*

*"as" // C-style string (const char[3])*

Có bốn loại ký tự có thể được thêm hậu tố để tạo thành một ký tự do người dùng xác định:

• Một ký tự số nguyên (§6.2.4.1): được chấp nhận bởi toán tử ký tự lấy một ký tự dài không dấu hoặc một đối số const char ∗ hoặc bởi một toán tử mẫu, ví dụ: 123m hoặc 12345678901234567890X

• Một ký tự dấu phẩy động: được chấp nhận bởi toán tử ký tự lấy một dấu kép dài hoặc một đối số const char ∗ hoặc bởi một toán tử mẫu, chẳng hạn,12345678901234567890,976543210x hoặc 3,99 giây.

• Một chuỗi ký tự: được chấp nhận bởi một toán tử ký tự nhận một cặp (const char ∗, size\_t) của các đối số, ví dụ: "string" s và R "(Foo \ bar)" \_ đường dẫn.

• Một ký tự chữ: được chấp nhận bởi toán tử ký tự lấy đối số ký tự là nhập char, wchar\_t, char16\_t hoặc char32\_t, ví dụ: 'f'\_runic hoặc u'BEEF'\_w.

### 19.3 Một lớp chuỗi (A String Class)

Lớp chuỗi tương đối đơn giản được trình bày trong phần này minh họa một số kỹ thuật sử dụng-cho việc thiết kế và triển khai các lớp bằng cách sử dụng các toán tử được xác định theo quy ước.

Chuỗi là phiên bản đơn giản hóa của chuỗi thư viện chuẩn. Chuỗi cung cấp giá trị ngữ nghĩa, quyền truy cập đã chọn và chưa kiểm tra vào các ký tự, luồng I / O, hỗ trợ các vòng lặp phạm vi cho, các phép toán bình đẳng và các toán tử nối. Tôi cũng đã thêm một ký tự String, std :: string không (chưa) có.

#### 19.3.1 Hoạt động cần thiết (Essential Operations)

Chuỗi lớp cung cấp tập hợp thông thường của các hàm tạo, một hàm hủy và các hoạt động gán

*class String {*

*public:*

*String(); // hàm tạo mặc định: x {""}*

*explicit String(const char∗ p); // hàm tạo từ C-style string: x {"Euler"}*

*String(const String&); // sao chép hàm tạo*

*String& operator=(const String&); // sao chép nhiệm vụ*

*String(String&& x); // di chuyển hàm tạo*

*String& operator=(String&& x); // chuyển nhiệm vụ*

*̃String() { if (short\_max<sz) delete[] ptr; } // hàm hủy*

*// ...*

*};*

#### 19.3.2 Quyền truy cập vào các ký tự (Access to Characters)

Việc thiết kế các toán tử truy cập cho một chuỗi là một chủ đề khó vì truy cập lý tưởng là bằng cách kết hợp ký hiệu màu (nghĩa là, sử dụng []), hiệu quả tối đa và đã kiểm tra phạm vi. Thật không may, bạn có thể không có tất cả các thuộc tính này đồng thời. Ở đây, tôi tuân theo thư viện tiêu chuẩn bằng cách cung cấp các hoạt động không được kiểm tra hiệu quả với ký hiệu chỉ số con [] thông thường cộng với dải ô được kiểm tra tại () hoạt động:

*class String {*

*public:*

*// ...*

*char&operator[](int n) { return ptr[n]; } // quyền truy cập phần tử không được chọn*

*char operator[](int n) const { return ptr[n]; }*

*char&at(int n) { check(n); return ptr[n]; } // quyền truy cập phần tử đã kiểm tra phạm vi*

*char at(int n) const { check(n); return ptr[n]; }*

*String& operator+=(char c); // thêm c vào cuối*

*const char∗ c\_str() { return ptr; } // Truy cập chuỗi kiểu C*

*const char∗ c\_str() const { return ptr; }*

*int size() const { return sz; } // số phần tử*

*int capacity() const // phần tử cộng với không gian có sẵn*

*{ return (sz<=short\_max) ? short\_max : sz+space; }*

*// ...*

*};*

#### 19.3.3 Đại diện (Representation)

Biểu diễn cho Chuỗi được chọn để đáp ứng ba mục tiêu:

• Để dễ dàng chuyển đổi chuỗi kiểu C (ví dụ: chuỗi ký tự) thành Chuỗi và cho phép dễ dàng truy cập vào các ký tự của một chuỗi dưới dạng một chuỗi kiểu C.

• Để giảm thiểu việc sử dụng cửa hàng miễn phí.

• Để thêm các ký tự vào cuối một Chuỗi hiệu quả.

Một chuỗi đơn giản thực hiện tối ưu hóa string ngắn.

Để cho phép bổ sung hiệu quả các ký tự vào cuối, Chuỗi phát triển bằng cách tăng gấp đôi phân bổ của nó; dung lượng () là lượng không gian có sẵn cho các ký tự.

Điều này hỗ trợ những gì được gọi là tối ưu hóa chuỗi ngắn bằng cách sử dụng hai biểu diễn chuỗi:

• Nếu sz <= short\_max, các ký tự được lưu trữ trong chính đối tượng String, trong mảng có tên ch.

• Nếu! (Sz <= short\_max), các ký tự được lưu trữ trên cửa hàng miễn phí và chúng tôi có thể phân bổ thêm không gian để mở rộng. Thành viên được đặt tên khoảng trắng là số ký tự như vậy.

##### 19.3.3.1 Các chức năng phụ trợ (Ancillary Functions)

Ngoài các chức năng dành cho mục đích sử dụng chung, tôi nhận thấy rằng mã của mình trở nên sạch hơn khi tôi cung cấp cung cấp ba chức năng phụ trợ như là '' các khối xây dựng '' để giúp tôi giải quyết vấn đề có phần phức tạp-tation và để giảm thiểu sự sao chép mã. Hai trong số đó cần truy cập vào biểu diễn của Chuỗi,vì vậy tôi đã biến họ thành thành viên. Tuy nhiên, tôi đã đặt họ là thành viên riêng tư vì họ không đại diện cho các hoạt động thường hữu ích và an toàn khi sử dụng. Đối với nhiều lớp học thú vị, triển khai-tion không chỉ là đại diện cộng với các chức năng công cộng. Các chức năng phụ trợ có thể dẫn đến ít sao chép mã, thiết kế tốt hơn và khả năng bảo trì được cải thiện.

Hàm đầu tiên như vậy di chuyển các ký tự vào bộ nhớ mới được cấp phát:

*char∗ expand(const char∗ ptr, int n) // mở rộng thành cửa hàng miễn phí*

*{*

*char∗ p = new char[n];*

*strcpy(p,ptr);*

*return p;*

*}*

Hàm này không truy cập vào biểu diễn chuỗi, vì vậy tôi không đặt nó làm thành viên.

Chức năng triển khai thứ hai được sử dụng bởi các hoạt động sao chép để cung cấp cho một Chuỗi một bản sao của thành viên của người khác.

Chức năng tương ứng cho các hoạt động di chuyển.

#### 19.3.4 Chức năng thành viên (Member Functions)

Hàm tạo mặc định xác định một Chuỗi trống:

*String::String() // hàm tạo mặc định: x {""}*

*: sz{0}, ptr{ch} // ptr trỏ đến các phần tử, ch là vị trí ban đầu*

*{*

*ch[0] = 0; // kết thúc 0*

*}*

Nếu đối số là một chuỗi ngắn, ptr được đặt để trỏ đến ch; nếu không, không gian được phân bổ trên miễn phí cửa hàng. Trong cả hai trường hợp, các ký tự được sao chép từ chuỗi đối số vào bộ nhớ được quản lý bởi String.

Hàm tạo sao chép chỉ cần sao chép biểu diễn của các đối số của nó.

Tương tự, hàm tạo di chuyển di chuyển biểu diễn từ nguồn của nó (và có thể đặt nó đối số là chuỗi trống).

Giống như hàm tạo bản sao, phép gán bản sao sử dụng copy\_from () để sao chép đại diện của đối số của nó-sự. Ngoài ra, nó phải xóa bất kỳ cửa hàng miễn phí nào thuộc sở hữu của mục tiêu và đảm bảo rằng nó không bị gặp rắc rối với việc tự phân công (ví dụ: s = s).

Phép toán Chuỗi phức tạp nhất về mặt logic là + =, thêm một ký tự vào cuối chuỗi, tăng kích thước của nó lên một.

Có rất nhiều điều đang xảy ra ở đây: toán tử + = () phải theo dõi xem đại diện nào (ngắn hay dài) là đã sử dụng và liệu có thêm dung lượng để mở rộng hay không. Nếu cần thêm dung lượng, thì expand () là được gọi để phân bổ không gian đó và di chuyển các ký tự cũ vào không gian mới. Nếu có một cũ phân bổ cần xóa, nó được trả về, để + = có thể xóa nó. Sau khi có đủ dung lượng-có thể, việc đặt ký tự mới c vào đó và thêm số 0 tận cùng là điều nhỏ nhặt.

Lưu ý tính toán bộ nhớ khả dụng cho không gian. Trong số tất cả quá trình triển khai Chuỗi đã diễn ra lâu nhất để làm đúng: một phép tính nhỏ lộn xộn dễ mắc lỗi từng người một. Câu hỏi lặp đi lặp lại đó-stant 2 có cảm giác giống như một "hằng số ma thuật".

Tất cả các thành viên của Chuỗi lưu ý không sửa đổi đại diện mới trước khi họ chắc chắn rằng

cái mới có thể được đưa vào vị trí. Đặc biệt, họ không xóa cho đến khi có bất kỳ hoạt động mới nào có thể xảy ra đã hoàn thành. Trên thực tế, các thành viên Chuỗi cung cấp bảo đảm ngoại lệ mạnh mẽ.

Nếu bạn không thích loại mã khó hiểu được trình bày như một phần của quá trình triển khai Chuỗi, hãy mô phỏng ply sử dụng std :: string. Ở một mức độ lớn, các cơ sở thư viện tiêu chuẩn tồn tại để cứu chúng ta khỏi chương trình-ming ở mức lev thấp này hầu hết thời gian. Mạnh hơn: viết một lớp chuỗi, một lớp vectơ hoặc một bản đồ là một bài tập tuyệt vời. Tuy nhiên, một khi bài tập được thực hiện, một kết quả sẽ là một sự đánh giá cao về những gì tiêu chuẩn cung cấp và mong muốn không duy trì phiên bản của riêng bạn.

#### 19.3.5 Chức năng của người trợ giúp (Helper Functions)

Để hoàn thành Chuỗi lớp, tôi cung cấp một tập hợp các chức năng hữu ích, luồng I / O, hỗ trợ các vòng lặp phạm vi cho,so sánh và nối. Tất cả những điều này phản ánh các lựa chọn thiết kế được sử dụng cho std :: string. Cụ thể là, << chỉ in các ký tự mà không cần thêm định dạng và >> bỏ qua khoảng trắng ban đầu trước đó đọc cho đến khi nó tìm thấy khoảng trắng kết thúc (hoặc cuối luồng):

*ostream& operator<<(ostream& os, const String& s)*

*{*

*return os << s.c\_str(); // §36.3.3*

*}*

*istream& operator>>(istream& is, String& s)*

*{*

*s = ""; // xóa chuỗi đích*

*is>>ws; // bỏ qua khoảng trắng (§38.4.5.1)*

*char ch = ' ';*

*while(is.get(ch) && !isspace(ch))*

*s += ch;*

*return is;*

*}*

Để hỗ trợ vòng lặp range-for, chúng ta cần begin () và end (). Một lần nữa, chúng tôi có thể cung cấp những dưới dạng các hàm tự do (nonmember) mà không cần truy cập trực tiếp vào việc triển khai Chuỗi.

Với hàm thành viên + = thêm một ký tự vào cuối, các toán tử nối dễ dàng được cung cấp dưới dạng các hàm khác.

Việc sử dụng + = này được hiểu là toán tử + = (s, String ("Gunnar")). Tôi đoán là tôi có thể cung cấp một hiệu quả hơn String :: operator + = (const char ∗), nhưng tôi không biết liệu hiệu suất được thêm vào có đáng giá trong thế giới thực mã. Trong những trường hợp như vậy, tôi cố gắng tiết chế và đưa ra mức tối thiểu thiết kế. Có thể làm một điều gì đó không phải là một lý do chính đáng để làm điều đó.

#### 19.3.6 Sử dụng chuỗi của chúng tôi (Using Our String)

Chương trình chính chỉ đơn giản là thực hành các toán tử chuỗi một chút:

*int main()*

*{*

*String s ("abcdefghij");*

*cout << s << '\n';*

*s += 'k';*

*s += 'l';*

*s += 'm';*

*s += 'n';*

*cout << s << '\n';*

*String s2 = "Hell";*

*s2 += " and high water";*

*cout << s2 << '\n';*

*String s3 = "qwerty";*

*s3 = s3;*

*String s4 ="the quick bro wn fox jumped over the lazy dog";*

*s4 = s4;*

*cout << s3 << " " << s4 << "\n";*

*cout << s + ". " + s3 + String(". ") + "Horsefeathers\n";*

*String buf;*

*while (cin>>buf && buf!="quit")*

*cout << buf << " " << buf.siz e() << " " << buf.capacity() << '\n';*

*}*

Chuỗi này thiếu nhiều tính năng mà bạn có thể coi là quan trọng hoặc thậm chí là cần thiết. Tuy nhiên, đối với những gì nó thực hiện nó gần giống với std :: string (Chương 36) và minh họa các kỹ thuật được sử dụng cho thực hiện chuỗi thư viện tiêu chuẩn.

### 19.4 Bạn (Friends)

Một khai báo hàm thành viên bình thường chỉ định ba điều khác biệt về mặt logic:

[1] Hàm có thể truy cập phần riêng của khai báo lớp.

[2] Hàm thuộc phạm vi của lớp.

[3] Hàm phải được gọi trên một đối tượng (có con trỏ this).

Ví dụ, chúng ta có thể xác định một toán tử nhân ma trận bằng một vector. Một cách thông thường, vector và ma trận ẩn các biểu diễn tương ứng của chúng và cung cấp một tập hợp các thao tác hoàn chỉnh để thao tác các đối tượng cùng loại. Tuy nhiên, thói quen nhân của chúng ta không thể là thành viên của cả hai. Ngoài ra, chúng ta không thực sự muốn cung cấp các chức năng truy cập cấp thấp để cho phép mọi người dùng vừa đọc và viết bản trình bày hoàn chỉnh của cả hai ma trậnvà vector. Để tránh điều này, chúng tôi khai báo toán tử là bạn của cả hai:

*constexpr rc\_max {4}; // kích thước của hàng và cột*

*class Matrix{*

*Vector v[rc\_ max};*

*friend Vector operator\*(const Matrix&, const Vector&); };*

*Class Vector{*

*float v[rc\_max];*

*friend Vector operator\*(const Matrix&, const Vector&); };*

#### 19.4.1 Tìm bạn bè (Finding Friends)

Một người bạn phải được khai báo trước đó trong một phạm vi bao quanh hoặc được xác định trong phạm vi không thuộc lớp bao gồm bao quanh một cách ẩn lớp đang tuyên bố nó là một người bạn. Phạm vi bên ngoài vỏ bọc trong cùng phạm vi không gian tên không được coi là tên được khai báo đầu tiên là bạn .Hãy xem xét một ví dụ kỹ thuật:

*class C1 { }; // sẽ trở thành bạn của N :: C*

*void f1(); // sẽ trở thành bạn của N :: C*

*namespace N {*

*class C2 { }; // sẽ trở thành bạn của C*

*void f2() { } // sẽ trở thành bạn của C*

*class C {*

*int x;*

*public:*

*friend class C1; // OK (đã xác định trước đó)*

*friend void f1();*

*friend class C3; // OK (được xác định trong không gian tên bao quanh)*

*friend void f3();*

*friend class C4; // Được khai báo đầu tiên bằng N và giả sử là N*

*friend void f4();*

*};*

*class C3 {}; // bạn của C*

*void f3() { C x; x.x = 1; } // OK: bạn của C*

*} // không gian tên N*

*class C4 { }; // không phải bạn của N :: C*

*void f4() { N::C x; x.x = 1; } // error: x là private và f4 () không phải là bạn của N :: C*

Một hàm friend có thể được tìm thấy thông qua các đối số của nó ngay cả khi nó không được khai báo trong phạm vi bao quanh ngay lập tức.

Do đó, một hàm friend nên được khai báo rõ ràng trong một phạm vi bao quanh hoặc lấy một đối số là lớp của nó hoặc một lớp có nguồn gốc từ đó. Nếu không, người bạn không thể được gọi.

#### 19.4.2 Bạn bè và thành viên (Friends and Members)

Khi nào chúng ta nên sử dụng hàm kết bạn và khi nào thì một hàm thành viên là lựa chọn tốt hơn cho đặc điểm-làm hỏng một cuộc phẫu thuật? Đầu tiên, chúng tôi cố gắng giảm thiểu số lượng hàm truy cập vào biểu tượng-của một lớp và cố gắng làm cho tập hợp các chức năng truy cập phù hợp nhất có thể. Do đó,câu hỏi đầu tiên không phải là ‘‘ Nên là thành viên, thành viên tĩnh hay là bạn bè? ’’ mà là ‘‘ Có phải không thực sự cần quyền truy cập? ’’ Thông thường, tập hợp các chức năng cần quyền truy cập nhỏ hơn mức chúng tôi sẵn sàng để tin tưởng lúc đầu. Một số hoạt động phải là thành viên - ví dụ: hàm tạo, hàm hủy và các hàm ảo - nhưng thường có một sự lựa chọn. Vì tên thành viên là cục bộ cho lớp, một hàm yêu cầu quyền truy cập trực tiếp vào biểu diễn phải là một thành viên trừ khi có một lý do cụ thể để nó không phải là một thành viên.

Hãy xem xét một lớp X cung cấp các cách thay thế để trình bày một phép toán:

*class X {*

*// ...*

*X(int);*

*int m1(); // thành viên*

*int m2() const;*

*friend int f1(X&); // bạn bè, không phải thành viên*

*friend int f2(const X&);*

*friend int f3(X);*

*};*

### 19.5 Lời khuyên (Advice)

[1] Sử dụng toán tử [] () để lập chỉ số và để lựa chọn dựa trên một giá trị duy nhất; §19.2.1.

[2] Sử dụng toán tử () () cho ngữ nghĩa cuộc gọi, để lập chỉ mục và để lựa chọn dựa trên nhiều giá trị NS; §19.2.2.

[3] Sử dụng toán tử -> () để truy cập ‘‘ con trỏ thông minh ’’; §19.2.3.

[4] Ưu tiên tiền tố ++ hơn hậu tố ++; §19.2.4.

[5] Chỉ định nghĩa toán tử toàn cục new () và toán tử delete () nếu bạn thực sự phải làm như vậy; §19.2.5.

[6] Xác định toán tử thành viên new () và toán tử thành viên delete () để kiểm soát việc cấp phát và hủy bỏ phân bổ các đối tượng của một lớp cụ thể hoặc hệ thống phân cấp của các lớp; §19.2.5.

[7] Sử dụng các ký tự do người dùng xác định để bắt chước ký hiệu thông thường; §19.2.6.

[8] Đặt các toán tử chữ trong các không gian tên riêng biệt để cho phép sử dụng có chọn lọc; §19.2.6.

[9] Đối với các mục đích sử dụng không chuyên biệt, hãy ưu tiên chuỗi tiêu chuẩn (Chương 36) hơn là kết quả của riêng bạn bài tập; §19.3.

[10] Sử dụng hàm bạn bè nếu bạn cần một hàm nonmember để có quyền truy cập vào phần biểu diễn của một lớp (ví dụ, để cải thiện ký hiệu hoặc để truy cập vào biểu diễn của hai lớp); §19.4.

[11] Ưu tiên các chức năng thành viên hơn các chức năng bạn bè để cấp quyền truy cập vào việc triển khai lớp; §19.4.2.

## Chap 20: Các lớp có nguồn gốc

### 20.1 Giới thiệu (Introduction)

• Các lớp có nguồn gốc

Chức năng Thành viên; Người xây dựng và Người phá hủy

• Phân cấp lớp

Nhập trường; Chức năng ảo; Trình độ chuyên môn rõ ràng; Kiểm soát Ghi đè; sử dụng Base Mem-các loại bia; Loại trả lại Thư giãn

• Các lớp trừu tượng

• Kiểm soát truy cập thành viên được bảo vệ; Quyền truy cập vào các lớp cơ sở; using-Khai báo và Kiểm soát Truy cập

• Con trỏ đến thành viên

Con trỏ đến các thành viên chức năng; Con trỏ tới Thành viên Dữ liệu; Thành viên gốc và thành viên có nguồn gốc

• Lời khuyên

### 20.1 Giới thiệu

Từ Simula, C ++ đã vay mượn ý tưởng của các lớp và cấu trúc phân cấp lớp. Sử dụngcấu trúc ngôn ngữ chỉ là đạo cụ ký hiệu cho các kiểu lập trình truyền thống là bỏ sót khóa điểm mạnh của C ++.

Một khái niệm không tồn tại một cách cô lập. Nó cùng tồn tại với các khái niệm liên quan và phần lớn sức mạnh của nó có được từ các mối quan hệ với các khái niệm khác. Vì chúng tôi sử dụng các lớp để thể hiện các khái niệm.

Vấn đề trở thành cách thể hiện mối quan hệ giữa các khái niệm. Tuy nhiên, chúng tôi không thể diễn đạt arbi- theo dõi các mối quan hệ trực tiếp trong một ngôn ngữ lập trình. Ngay cả khi chúng tôi có thể, chúng tôi sẽ không muốn. Đến hữu ích, các lớp học của chúng ta nên được định nghĩa hẹp hơn so với các khái niệm hàng ngày của chúng ta - và nhiều hơn trước cise.

Khái niệm về một lớp dẫn xuất và các cơ chế ngôn ngữ liên quan của nó được cung cấp để diễn đạt quan hệ thứ bậc, nghĩa là, để thể hiện tính chung giữa các lớp. Ví dụ, con-cepts của một hình tròn và một hình tam giác có liên quan ở chỗ cả hai đều là hình dạng; đó là, họ có khái niệm của một hình dạng chung. Do đó, chúng ta xác định rõ ràng lớp Circle và lớp Triangle để có lớp Hình dạng điểm chung. Trong trường hợp đó, lớp chung, ở đây Hình dạng, được gọi là lớp cơ sở hoặc siêu lớp và các lớp dẫn xuất từ ​​đó, ở đây Circle và Triangle, được gọi là các lớp dẫn xuất hoặc các lớp con. Biểu diễn hình tròn và hình tam giác trong một chương trình mà không liên quan đến khái niệm hình dạng sẽ là bỏ lỡ một cái gì đó cần thiết. Chương này là một khám phá về các tác động của ý tưởng đơn giản này, là cơ sở cho cái thường được gọi là lập trình hướng đối tượng. Các tính năng ngôn ngữ hỗ trợ xây dựng các lớp mới từ những lớp hiện có:

• Kế thừa triển khai: để tiết kiệm nỗ lực thực hiện bằng cách chia sẻ các phương tiện được cung cấp bởi một lớp cơ sở

• Kế thừa giao diện: cho phép các lớp dẫn xuất khác nhau được sử dụng thay thế cho nhau thông qua giao diện được cung cấp bởi một lớp cơ sở chung, việc sử dụng thống nhất các lớp không liên quan đến tính kế thừa được cung cấp bởi các mẫu.

• Các lớp có nguồn gốc: Chương này giới thiệu các tính năng cơ bản của ngôn ngữ hỗ trợ lập trình hướng đối tượng. Các lớp cơ sở và dẫn xuất, các chương này mô tả các kỹ thuật để giải thích-itly điều hướng phân cấp lớp. Đặc biệt, các hoạt động chuyển đổi loại dynamic\_cast và static\_cast được trình bày, cũng như hoạt động để xác định loại đối tượng đã cho một trong các lớp cơ sở của nó (typeid).

3: Các lớp cơ sở và dẫn xuất và các hàm ảo. Các chương này kiểm tra những các tính năng cơ bản và các kỹ thuật thiết kế và lập trình liên quan của chúng một cách chi tiết hơn.

### 20.2 Các lớp có nguồn gốc (Derived Classes)

Cân nhắc xây dựng một chương trình giao dịch với những người được một công ty tuyển dụng. Một chương trình như vậy có thể có một cấu trúc dữ liệu như thế :

*struct Nhân viên {*

*string first\_name, family\_name;*

*char middle\_initial;*

*Ngày\_công\_dụng;*

*ngắn depar tment;*

*// ...*

*};*

Tiếp theo, chúng tôi có thể cố gắng xác định một người quản lý:

trình quản lý cấu trúc {

Nhân viên trống; // hồ sơ nhân viên của người quản lý

danh sách <Nhân viên ∗> nhóm; // người được quản lý

mức độ ngắn;

// ...

};

Một nhà quản lý cũng là một nhân viên; người sử dụng lao động dữ liệu ee được lưu trữ trong thành viên trống của Người quản lý sự vật. Điều này có thể rõ ràng đối với một độc giả con người - đặc biệt là một độc giả cẩn thận - nhưng không có gì điều đó cho trình biên dịch và các công cụ khác biết rằng Người quản lý cũng là Nhân viên. Người quản lý ∗ không phải là Nhân viên ∗, vì vậy người ta không thể đơn giản sử dụng cái này khi cái kia được yêu cầu. Đặc biệt, người ta không thể đặt một Người quản lý vào danh sách Nhân viên mà không cần viết mã đặc biệt. Chúng tôi có thể sử dụng loại rõ ràng chuyển đổi trên Người quản lý ∗ hoặc đưa địa chỉ của thành viên trống vào danh sách nhân viên. Tuy vậy,cả hai giải pháp đều không phù hợp và có thể khá tối nghĩa. Cách tiếp cận đúng là trình bày rõ ràng rằng Người quản lý là Nhân viên, với một số thông tin được thêm vào:

*struct Manager: public Employee {*

*danh sách <Nhân viên ∗> nhóm;*

*mức độ ngắn;*

*// ...*

*};*

Một lớp dẫn xuất thường được cho là kế thừa các thuộc tính từ cơ sở của nó, vì vậy mối quan hệ còn được gọi là di sản. Một lớp cơ sở đôi khi được gọi là lớp cha và lớp dẫn xuất là lớp con. Tuy nhiên, gây nhầm lẫn cho những người quan sát rằng dữ liệu trong một đối tượng lớp dẫn xuất là tập siêu dữ liệu của một đối tượng thuộc lớp cơ sở của nó. Một lớp dẫn xuất thường lớn hơn (và không bao giờ nhỏ hơn) so với lớp cơ sở của nó theo nghĩa là nó chứa nhiều dữ liệu hơn và cung cấp nhiều chức năng hơn.

Một cách triển khai phổ biến và hiệu quả:

*tên đầu tiên*

*tên gia đình*

*...*

*tên đầu tiên*

*tên gia đình*

*...*

*tập đoàn*

*cấp độ*

*...*

*Nhân viên: Quản lý:*

Không có chi phí bộ nhớ được ngụ ý bằng cách dẫn xuất một lớp. Không gian cần thiết chỉ là không gian cần thiết bởi các thành viên.

Xuất phát từ Người quản lý từ Nhân viên theo cách này làm cho Người quản lý trở thành một loại phụ của Nhân viên, do đó Người quản lý có thể được sử dụng ở bất cứ nơi nào Nhân viên có thể chấp nhận được. Ví dụ: bây giờ chúng ta có thể tạo một danh sách. Nhân viên, một số người trong số họ là Quản lý:

*void f (Người quản lý m1, Nhân viên e1)*

*{*

*list <Employee ∗> elist {& m1, & e1);*

*}*

Sử dụng một lớp làm cơ sở tương đương với việc xác định một đối tượng (không tên) của lớp đó.

Nhược điểm: do đó một lớp phải được xác định để được sử dụng làm cơ sở nhân viên lớp học; // chỉ khai báo, không có định nghĩa:

*class Manager: public Employee {// error: Nhân viên không được xác định*

*// ...*

*};*

#### 20.2.1 Chức năng thành viên (Member Functions)

Ví dụ:

*nhân viên lớp {*

*public:*

*void print () const;*

*string full\_name () const {return first\_name + '' + middle\_initial + '' + family\_name; }*

*// ...*

*private:*

*string first\_name, family\_name;*

*char middle\_initial;*

*// ...*

*};*

*quản lý lớp: nhân viên công cộng {*

*public:*

*void print () const;*

*// ...*

*};*

Thành viên của một lớp dẫn xuất có thể sử dụng công khai - và được bảo vệ

Ví dụ:

*void Manager :: print () const*

*{*

*cout << "name is" << full\_name () << '\ n';*

*// ...*

*}*

Tuy nhiên, một lớp dẫn xuất không thể truy cập các thành viên riêng của một lớp cơ sở:

*void Manager :: print () const*

*{*

*cout << "name is" << family\_name << '\ n'; // erro*

*NS!*

*// ...*

*}*

Phiên bản thứ hai này của *Manager :: print ()* sẽ không biên dịch vì không thể truy cập vào family\_name

*Manager :: print ()*

Điều này gây ngạc nhiên cho một số người, nhưng hãy xem xét phương án thay thế: rằng một chức năng thành viên của một lớp dẫn xuất có thể truy cập các thành viên riêng của lớp cơ sở của nó. Khái niệm về một thành viên riêng sẽ trở nên vô nghĩa nếu cho phép một lập trình viên có quyền truy cập vào phần riêng tư của lớp đơn giản bằng cách dẫn xuất một lớp mới từ nó. Hơn nữa, người ta không còn có thể tìm thấy tất cả các công dụng của một tên riêng bằng cách xem các hàm được khai báo là thành viên và bạn bè của lớp đó. Một người sẽ phải kiểm tra mọi tệp nguồn của chương trình hoàn chỉnh cho các lớp dẫn xuất, sau đó kiểm tra mọi chức năng của các lớp đó, sau đó tìm mọi lớp dẫn xuất từ ​​các lớp đó, v.v. Đây là, tốt nhất, tẻ nhạt và thường không thực tế. Nơi nó được chấp nhận, được bảo vệ - thay vì riêng tư - các thành viên có thể được sử dụng. Thông thường, giải pháp sạch nhất là dành cho lớp dẫn xuất chỉ sử dụng các thành viên công khai của lớp cơ sở. Ví dụ:

*void Manager :: print () const*

*{*

*Nhân viên :: print (); // in thông tin nhân viên*

*cout << cấp; // thông tin cụ thể của print Manager*

*// ...*

*}*

Lưu ý rằng :: phải được sử dụng vì print () đã được định nghĩa lại trong Trình quản lý. Việc sử dụng lại tên như vậy là kiểu … ical. Người không cẩn thận có thể viết thế này:

*void Manager :: print () const*

*{*

*in(); // Giáo sư!*

*// thông tin cụ thể của print Manager*

*}*

Kết quả là một chuỗi các cuộc gọi đệ quy kết thúc bằng một số dạng lỗi chương trình.

#### 20.2.2 Cấu tạo và cấu trúc phá hủy (Constructors and Destructors)

Như thường lệ, hàm tạo và hàm hủy là thiết yếu:

• Các đối tượng được xây dựng từ dưới lên (cơ sở trước thành viên và thành viên trước dẫn xuất) và hủy từ trên xuống (dẫn xuất trước thành viên và thành viên trước cơ sở);

• Độ phân giải của một lệnh gọi hàm ảo, một dynamic\_cast hoặc một typeid () trong một hàm tạo hoặc để cấu trúc phản ánh giai đoạn xây dựng và phá hủy (chứ không phải là loại đối tượng được hoàn thành);

Bắt đầu với những gì cơ bản nhất (ví dụ: các lớp cơ sở) và xây dựng những gì phụ thuộc vào đó (ví dụ:các lớp dẫn xuất) sau này.

### 20.3 Phân cấp lớp (Class Hierarchies)

Bản thân một lớp dẫn xuất có thể là một lớp cơ sở. Ví dụ:

*Nhân viên lớp {/ \* ... \* /};*

*quản lý lớp: public Employee {/ \* ... \* /};*

*class Director: public Manager {/ \* ... \* /};*

Một tập hợp các lớp liên quan như vậy theo truyền thống được gọi là hệ thống phân cấp lớp. Hệ thống phân cấp như vậy thường một cây, nhưng nó cũng có thể là một cấu trúc đồ thị tổng quát hơn. Ví dụ:

*lớp Temporar y {/ \* ... \* /};*

*trợ lý lớp: công nhân viên {/ \* ... \* /};*

*class Temp: public Temporar y, public Assistant {/ \* ... \* /};*

*tư vấn lớp: public Temporar y, public Manager {/ \* ... \* /};*

hoặc bằng đồ thị:

*Temporar y nhân viên*

*Nhân viên bán thời gian*

*Trợ lý giám đốc*

*Giám đốc Tư vấn*

#### 20.3.1 Trường loại (Type Fields)

Để sử dụng các lớp dẫn xuất không chỉ là một cách viết tắt thuận tiện trong các khai báo, chúng ta phải giải quyết vấn đề hạ thấp: Cho một con trỏ kiểu Cơ sở ∗, đối tượng được trỏ tới kiểu dẫn xuất nào thực sự thuộc về? Có bốn giải pháp cơ bản:

[1] Đảm bảo rằng chỉ các đối tượng của một kiểu duy nhất được trỏ tới.

[2] Đặt một trường kiểu trong lớp cơ sở để các chức năng kiểm tra.

[3] Sử dụng dynamic\_cast.

[4] Sử dụng các hàm ảo.

Giải pháp [4] là một giải pháp đặc biệt sự biến đổi kiểu-an toàn của giải pháp [2]. Sự kết hợp của các giải pháp [1] và [4] đặc biệt thú vị và mạnh mẽ; trong hầu hết mọi tình huống, chúng mang lại mã rõ ràng hơn. giải pháp [2] và [3].

Trước tiên, chúng ta hãy kiểm tra giải pháp trường loại đơn giản để xem tại sao nó thường được tránh tốt nhất. Các Ví dụ về người quản lý / nhân viên có thể được định nghĩa lại như thế này:

*struct Nhân viên {*

*enum Empl\_type {man, empl};*

*Kiểu trống;*

*Nhân viên (): nhập {empl} {}*

*string first\_name, family\_name;*

*char middle\_initial;*

*Ngày\_công\_dụng;*

*ngắn depar tment;*

*// ...*

*};*

*struct Manager: public Employee {*

*Người quản lý () {type = man; }*

*danh sách <Nhân viên ∗> nhóm; // người được quản lý*

*mức độ ngắn;*

*// ...*

*};*

Với điều này, bây giờ chúng ta có thể viết một hàm in thông tin về mỗi Nhân viên:

*void print\_employee (const Employee ∗ e)*

*{*

*switch (e−> type) {*

*case Nhân viên :: empl:*

*cout << e−> family\_name << '\ t' << e−> khoa << '\ n';*

*// ...*

*nghỉ;*

*case Employee :: man:*

*{cout << e−> family\_name << '\ t' << e−> khoa << '\ n';*

*// ...*

*const Manager ∗ p = static\_cast <const Manager ∗> (e);*

*cout << "level" << p−> level << '\ n';*

*// ...*

*nghỉ;*

*}*

*}*

*}*

và sử dụng nó để in danh sách Nhân viên

*void print\_list (const list <Employee ∗> & elist)*

*{*

*cho (auto x: elist)*

*print\_employee (x);*

*}*

Điều này hoạt động tốt, đặc biệt là trong một chương trình nhỏ do một người duy trì. Tuy nhiên, nó có một điểm yếu cơ bản ở chỗ nó phụ thuộc vào việc lập trình viên thao tác các kiểu theo cách có thể không được kiểm tra bởi trình biên dịch. Vấn đề này thường trở nên tồi tệ hơn vì các chức năng như print\_employee () thường được tổ chức để tận dụng tính phổ biến của các lớp liên quan:

*void print\_employee (const Employee ∗ e)*

*{*

*cout << e−> family\_name << '\ t' << e−> khoa << '\ n';*

*// ...*

*if (e−> type == Employee :: man) {*

*const Manager ∗ p = static\_cast <const Manager ∗> (e);*

*cout << "level" << p−> level << '\ n';*

*// ...*

*}*

*}*

Tìm tất cả các bài kiểm tra như vậy trên trường loại được chôn trong một hàm lớn xử lý nhiều lớp dẫn xuất có thể khó khăn. Ngay cả khi họ đã được tìm thấy, việc hiểu chuyện gì đang xảy ra cũng có thể khó khăn.

Hơn nữa, bất kỳ sự bổ sung nào của một loại Nhân viên mới đều liên quan đến sự thay đổi đối với tất cả các chức năng chính trong hệ thống - những cái chứa các bài kiểm tra trên trường loại. Lập trình viên phải xem xét mọi chức năng có thể tưởng tượng rằng cần phải kiểm tra trường loại sau khi thay đổi. Điều này có nghĩa là cần phải truy cập mã nguồn quan trọng và kết quả là chi phí cần thiết của việc kiểm tra mã bị ảnh hưởng.

Nói cách khác, việc sử dụng một trường kiểu là một kỹ thuật dễ xảy ra lỗi dẫn đến việc bảo trì lems. Các vấn đề gia tăng mức độ nghiêm trọng khi kích thước của chương trình tăng lên do việc sử dụng trường loại gây ra vi phạm các lý tưởng của mô-đun và ẩn dữ liệu. Mỗi chức năng sử dụng một loại trường phải biết về đại diện và các chi tiết khác về việc triển khai mọi lớp bắt nguồn từ trường chứa trường kiểu.

Có vẻ như bất kỳ dữ liệu phổ biến nào có thể truy cập được từ mọi lớp dẫn xuất, chẳng hạn như trường kiểu, cám dỗ mọi người thêm nhiều dữ liệu như vậy. Cơ sở chung do đó trở thành kho lưu trữ của tất cả các loại của ‘‘ thông tin hữu ích ’’. Điều này sẽ giúp triển khai các lớp cơ sở và lớp dẫn xuất đan xen theo những cách không mong muốn nhất. Trong một hệ thống phân cấp lớp lớn, có thể truy cập (không riêng tư) dữ liệu trong một lớp cơ sở chung trở thành '' biến toàn cục '' của hệ thống phân cấp. Đối với thiết kế sạch sẽ và bảo trì đơn giản hơn, chúng tôi muốn giữ các vấn đề riêng biệt tách biệt và tránh phụ thuộc lẫn nhau.

#### 20.3.2 Chức năng ảo (Virtual Functions)

Các hàm ảo khắc phục các vấn đề với giải pháp trường kiểu bằng cách cho phép người lập trình để khai báo các hàm trong một lớp cơ sở có thể được định nghĩa lại trong mỗi lớp dẫn xuất. Trình biên dịch và trình liên kết sẽ đảm bảo sự tương ứng chính xác giữa các đối tượng và các chức năng được áp dụng cho chúng:

*nhân viên lớp {*

*công cộng:*

*Nhân viên (const string & name, int dept);*

*void print () const;*

*// ...*

*riêng:*

*string first\_name, family\_name;*

*ngắn depar tment;*

*// ...*

};

Từ khóa virtual chỉ ra rằng print () có thể hoạt động như một giao diện cho hàm print () được định nghĩa trong lớp và các hàm print () được định nghĩa trong các lớp dẫn xuất từ ​​nó. Các hàm print () như vậy ở đâu được định nghĩa trong các lớp dẫn xuất, trình biên dịch đảm bảo rằng print () phù hợp cho đối tượng Employee đã cho là được gọi trong mỗi trường hợp.

Để cho phép khai báo hàm ảo hoạt động như một giao diện cho các hàm được định nghĩa trong các lớp, các loại đối số được chỉ định cho một hàm trong một lớp dẫn xuất không được khác với đối số kiểu ment được khai báo trong cơ sở và chỉ cho phép những thay đổi rất nhỏ đối với kiểu trả về. Một hàm thành viên ảo đôi khi được gọi là một phương thức.

Một hàm ảo phải được định nghĩa cho lớp mà nó được khai báo đầu tiên (trừ khi nó là declamàu đỏ là một hàm ảo thuần túy; xem ). Ví dụ:

*void Nhân viên :: print () const*

*{*

*cout << family\_name << '\ t' << khoa << '\ n';*

*// ...*

*}*

Một hàm ảo có thể được sử dụng ngay cả khi không có lớp nào được dẫn xuất từ ​​lớp của nó và một lớp dẫn xuất không cần phiên bản riêng của một chức năng ảo không cần cung cấp một. Khi dẫn xuất một lớp, chỉ cần cung cấp một chức năng thích hợp nếu nó là cần thiết. Ví dụ:

*quản lý lớp: nhân viên công cộng {*

*public:*

*Trình quản lý (const string & name, int dept, int lvl);*

*void print () const;*

*// ...*

*private:*

*danh sách <Nhân viên ∗> nhóm;*

*mức độ ngắn;*

*// ...*

*};*

*void Manager :: print () const*

*{*

*Nhân viên :: print ();*

*cout << "\ tlevel" << level << '\ n';*

*// ...*

*}*

Một hàm từ một lớp dẫn xuất có cùng tên và cùng một tập hợp các kiểu đối số như một hàm ảo hàm trong một cơ sở được cho là ghi đè phiên bản lớp cơ sở của hàm ảo. Hơn nữa, nó có thể ghi đè một hàm ảo từ một cơ sở có kiểu trả về dẫn xuất hơn.

Ngoại trừ trường hợp chúng tôi nói rõ ràng phiên bản của một hàm ảo nào được gọi (như trong lệnh gọi Employee :: print ()), hàm ghi đè được chọn là thích hợp nhất cho đối tượng mà nó được gọi là. Không phụ thuộc vào lớp cơ sở (giao diện) nào được sử dụng để truy cập một đối tượng, chúng ta luôn nhận được chức năng tương tự khi chúng ta sử dụng cơ chế gọi hàm ảo. Hàm toàn cục print\_employee () hiện không cần thiết vì thành viên print () các chức năng đã diễn ra. Danh sách Nhân viên có thể được in như sau:

*void print\_list (const list <Employee ∗> & s)*

*{*

*for (auto x: s)*

*x−> print ();*

*}*

Mỗi Nhân viên sẽ được viết ra theo loại của nó. Ví dụ:

*int main ()*

*{*

*Nhân viên e {"Brown", 1234};*

*Người quản lý m {"Smith", 1234,2};*

*print\_list ({& e, & m});*

*}*

*sản xuất:*

*Smith 1234*

*cấp độ 2*

*Nâu 1234*

Lưu ý rằng điều này sẽ hoạt động ngay cả khi print\_list () được viết và biên dịch trước khi dẫn xuất cụ thể Quản lý lớp thậm chí còn được hình thành! Đây là một khía cạnh quan trọng của các lớp học. Khi được sử dụng đúng cách, nó trở thành nền tảng của các thiết kế hướng đối tượng và cung cấp mức độ ổn định cho thiết kế chương trình.

*tên đầu tiên*

*Tên thứ hai*

*...*

*…*

*Nhân viên :: print ()*

*vtbl:*

*Nhân viên:*

*tên đầu tiên*

*Tên thứ hai*

*...*

*tập đoàn*

*cấp độ*

*...*

*...*

*Người quản lý :: print ()*

*vtbl:*

*Người quản lý:*

Các hàm trong vtbl cho phép đối tượng được sử dụng chính xác ngay cả khi kích thước của đối tượng và người gọi không xác định được cách bố trí dữ liệu của nó. Việc thực hiện một người gọi chỉ cần biết vị trí của vtbl trong một Nhân viên và chỉ mục được sử dụng cho mỗi chức năng ảo. Cuộc gọi ảo này cơ chế có thể được thực hiện gần như hiệu quả như cơ chế '' lệnh gọi hàm bình thường '' (trong 25%), do đó, mối quan tâm về hiệu quả không nên ngăn cản bất kỳ ai sử dụng một hàm ảo trong đó một tổ chức lệnh gọi hàm nary sẽ hiệu quả ở mức chấp nhận được. Trên đầu không gian của nó là một con trỏ trong mỗi đối tượng của một lớp với các hàm ảo cộng với một vtbl cho mỗi lớp như vậy. Bạn chỉ phải trả chi phí này cho các đối tượng của một lớp có chức năng ảo. Bạn chỉ chọn thanh toán chi phí này nếu bạn cần chức năng bổ sung chức năng ảo cung cấp. Bạn đã chọn sử dụng solu trường loại thay thế-tion, một lượng không gian có thể so sánh được sẽ là cần thiết cho trường loại.

Một hàm ảo được gọi từ một hàm tạo hoặc một hàm hủy phản ánh rằng đối tượng là một phần được xây dựng hoặc bị phá hủy một phần (§22.4). Do đó, nó thường là một ý tưởng tồi khi gọi một func- từ một hàm tạo hoặc một hàm hủy.

#### 20.3.3 Chứng chỉ rõ ràng (Explicit Qualification)

Gọi một hàm bằng toán tử phân giải phạm vi, ::, như được thực hiện trong Manager :: print () đảm bảo rằng cơ chế ảo không được sử dụng:

*void Manager :: print () const*

*{*

*Nhân viên :: print (); // không phải là một cuộc gọi ảo*

*cout << "\ tlevel" << level << '\ n';*

*// ...*

*}*

Nếu không, Manager :: print () sẽ phải chịu một đệ quy vô hạn. Việc sử dụng một tên đủ điều kiện có một hiệu ứng mong muốn khác. Nghĩa là, nếu một hàm ảo cũng nội tuyến (như không có gì lạ), thì nội tuyến thay thế có thể được sử dụng cho các cuộc gọi được chỉ định bằng cách sử dụng ::. Điều này cung cấp cho lập trình viên một cách xử lý một số trường hợp đặc biệt quan trọng trong đó một hàm ảo gọi một hàm khác cho cùng một sự vật. Hàm Manager :: print () là một ví dụ về điều này. Bởi vì loại đối tượng quyết định được khai thác trong lệnh gọi của Manager :: print (), nó không cần phải được xác định động lại cho kết quả Lệnh gọi của Employee :: print ().

#### 20.3.4 Kiểm soát ghi đè (Override Control)

Nếu bạn khai báo một hàm trong một lớp dẫn xuất có cùng tên và kiểu như một hàm ảo hàm trong lớp cơ sở, sau đó hàm trong lớp dẫn xuất sẽ ghi đè hàm trong lớp cơ sở.

Đó là một quy tắc đơn giản và hiệu quả. Tuy nhiên, đối với các cấu trúc phân cấp lớp lớn hơn, có thể khó đảm bảo mà bạn thực sự ghi đè chức năng mà bạn định ghi đè. Xem xét:

*struct B0 {*

*void f (int) const;*

*void ảo g (double);*

*};*

*struct B1: B0 {/ \* ... \* /};*

*struct B2: B1 {/ \* ... \* /};*

*struct B3: B2 {/ \* ... \* /};*

*struct B4: B3 {/ \* ... \* /};*

*struct B5: B4 {/ \* ... \* /};*

*struct D: B5 {*

*void f (int) const; // overr ide f () trong lớp cơ sở*

*void g (int); // overr ide g () trong lớp cơ sở*

*ảo int h (); // overr ide h () trong lớp cơ sở*

*};*

Điều này minh họa ba lỗi không rõ ràng khi chúng xuất hiện trong hệ thống phân cấp lớp thực trong đó các lớp B0 ... B5 mỗi lớp có nhiều thành viên và nằm rải rác trên nhiều tệp tiêu đề. Ở đây:

• B0 :: f () không phải là ảo, vì vậy bạn không thể ghi đè nó, chỉ ẩn nó (§20.3.5).

• D :: g () không có cùng loại đối số như B0 :: g (), vì vậy nếu nó ghi đè bất kỳ thứ gì thì nó không phải là

hàm ảo B0 :: g (). Rất có thể, D :: g () chỉ ẩn B0 :: g ().

• Không có hàm nào được gọi là h () trong B0, nếu D :: h () ghi đè lên bất cứ điều gì, nó không phải là một hàm từ B0.

Rất có thể, nó đang giới thiệu một chức năng ảo hoàn toàn mới.

Tôi đã không cho bạn thấy những gì trong B1 ... B5, vì vậy có thể điều gì đó hoàn toàn khác đang diễn ra vì các khai báo trong các lớp đó. Cá nhân tôi không (dư thừa) sử dụng ảo cho một chức năng nghĩa là ghi đè. Đối với các chương trình nhỏ hơn (đặc biệt là với trình biên dịch có cảnh báo phù hợp chống lại những lỗi phổ biến) việc ghi đè được thực hiện đúng cách không khó. Tuy nhiên, đối với phân cấp lớn hơn- chies các điều khiển cụ thể hơn rất hữu ích:

• ảo: Chức năng có thể bị ghi đè (§20.3.2).

• = 0: Hàm phải ảo và phải được ghi đè

• override: Hàm có nghĩa là ghi đè một hàm ảo trong một lớp cơ sở (§20.3.4.1).

• cuối cùng: Hàm không có nghĩa là bị ghi đè (§20.3.4.2).

Trong trường hợp không có bất kỳ điều khiển nào trong số này, một hàm thành viên không tĩnh sẽ là ảo nếu và chỉ khi nó vượt quá cưỡi một hàm ảo trong một lớp cơ sở Một trình biên dịch có thể cảnh báo chống lại việc sử dụng không nhất quán các điều khiển ghi đè rõ ràng. Ví dụ, một lớp học khai báo sử dụng ghi đè cho bảy trong số chín hàm lớp cơ sở ảo có thể gây nhầm lẫncho người bảo trì.

Chúng tôi có thể nói rõ về mong muốn ghi đè của chúng tôi:

*struct D: B5 {*

*void f (int) const ghi đè; // lỗi: B0 :: f () không phải là ảo*

*void g (int) ghi đè; // error: B0 :: f () nhận đối số kép*

*ghi đè ảo int h (); // lỗi: không có hàm h () để ghi đè lên id*

*};*

Đưa ra định nghĩa này (và giả sử rằng các lớp cơ sở trung gian B1 ... B5 không cung cấp hàm vant), cả ba khai báo đều cho lỗi.

Trong một hệ thống phân cấp lớp lớn hoặc phức tạp với nhiều chức năng ảo, tốt nhất là sử dụng ảo chỉ để giới thiệu một chức năng ảo mới và sử dụng ghi đè trên tất cả các chức năng được dùng làm trình ghi đè. Sử dụng ghi đè hơi dài dòng nhưng làm rõ ý định của lập trình viên.

Thông số ghi đè xuất hiện cuối cùng trong một khai báo, sau tất cả các phần khác. Ví dụ:

*void f (int) const noexcept override; // OK (nếu có f () thích hợp để ghi đè lên Ide)*

*ghi đè void f (int) const noexcept; // lỗi cú pháp*

*void f (int) ghi đè const noexcept; // lỗi cú pháp*

Mã định nghĩa ghi đè không phải là một phần của loại hàm và không thể lặp lại trong một định nghĩa lớp. Ví dụ:

*class Derived: public Base {*

*void f () ghi đè; // OK nếu Base có f ảo ()*

*void g () ghi đè; // OK nếu Base có g () ảo*

*};*

*void Derived :: f () override // error: overr ide out of class*

*{*

*// ...*

*}*

*void g () // OK*

*{*

*// ...*

*}*

Thật kỳ lạ, ghi đè không phải là một từ khóa; nó là những gì được gọi là một từ khóa theo ngữ cảnh. Đó là, ghi đè có một ý nghĩa đặc biệt trong một số ngữ cảnh nhưng có thể được sử dụng làm định danh ở những nơi khác. Ví dụ:

*int override = 7;*

*struct Dx: Cơ sở {*

*ghi đè int;*

*ghi đè int f ()*

*{*

*trả về ghi đè + :: ghi đè;*

*}*

*};*

Đừng ham mê sự thông minh như vậy; nó làm phức tạp thêm việc bảo trì. Lý do duy nhất mà ghi đè là từ khóa theo ngữ cảnh, chứ không phải từ khóa thông thường, có tồn tại một lượng đáng kể mã đã được sử dụng ghi đè làm mã định danh thông thường trong nhiều thập kỷ. Từ khóa theo ngữ cảnh khác là cuối cùng.

Khi chúng ta khai báo một hàm thành viên, chúng ta có một sự lựa chọn giữa ảo và không ảo (mặc định).

Chúng tôi sử dụng ảo cho các hàm mà chúng tôi muốn người viết các lớp dẫn xuất có thể định nghĩa hoặc xác định lại. chúng tôi lựa chọn của chúng tôi dựa trên ý nghĩa (ngữ nghĩa) của lớp của chúng tôi:

• Chúng ta có thể hình dung sự cần thiết của các lớp dẫn xuất tiếp theo không?

• Người thiết kế một lớp dẫn xuất có cần xác định lại hàm để đạt được mục đích hợp lý không?

• Ghi đè một hàm dễ xảy ra lỗi (tức là, rất khó để một hàm ghi đè cung cấp ngữ nghĩa mong đợi của một hàm ảo)?

Nếu câu trả lời là '' không '' cho cả ba câu hỏi, chúng ta có thể để hàm không ảo để đạt được sự đơn giản thiết kế và đôi khi một số hiệu suất (chủ yếu là từ nội tuyến). Thư viện tiêu chuẩn đã đầy ví dụ về điều này.

Hiếm khi hơn, chúng ta có một hệ thống phân cấp lớp bắt đầu bằng các hàm ảo, nhưng sau định nghĩa inition của một tập hợp các lớp dẫn xuất, một trong những câu trả lời trở thành ‘‘ không. ’’ Ví dụ: chúng ta có thể tưởng tượng một cây cú pháp trừu tượng cho một ngôn ngữ trong đó tất cả các cấu trúc ngôn ngữ đã được xác định là cụ thể các lớp nút bắt nguồn từ một vài giao diện. Chúng ta chỉ cần lấy một lớp mới nếu chúng ta thay đổi ngôn ngữ. Trong trường hợp đó, chúng tôi có thể muốn ngăn người dùng ghi đè các chức năng ảo bởi vì điều duy nhất mà những ghi đè như vậy có thể làm là thay đổi ngữ nghĩa của ngôn ngữ của chúng ta. Ví dụ:

*struct Node {// lớp giao diện*

*kiểu virtual Type () = 0;*

*// ...*

*};*

*class If\_statement: public Node {*

*public:*

*Gõ type () ghi đè cuối cùng; // ngăn chặn việc ghi đè thêm*

*// ...*

*};*

Trong một hệ thống phân cấp giai cấp thực tế, sẽ có một số lớp trung gian giữa các face (ở đây, Node) và lớp dẫn xuất đại diện cho một cấu trúc ngôn ngữ cụ thể (ở đây, If\_state-cố vấn). Tuy nhiên, điểm mấu chốt về ví dụ này là Node :: type () có nghĩa là được ghi đè (đó là lý do tại sao nó được tuyên bố là ảo) và ghi đè If\_statement :: type () không phải (đó là lý do tại sao nó được khai báo cuối cùng). Sau khi sử dụng cuối cùng cho một chức năng thành viên, nó không thể bị ghi đè nữa và một nỗ lực để thực hiện như vậy là một lỗi.

Ví dụ:

*class Modified\_if\_statement: công khai If\_statement {*

*public:*

*Gõ kiểu () ghi đè; // lỗi: if\_statement :: type () là cuối cùng*

*// ...*

*};*

Chúng ta có thể biến mọi hàm thành viên ảo của một lớp trở thành cuối cùng; chỉ cần thêm cuối cùng sau tên lớp. Vì dụ:

*class For\_statement final: public Node {*

*public:*

*Gõ kiểu () ghi đè;*

*// ...*

*};*

*class Modified\_for\_statement: public For\_statement {// error: For\_statement là cuối cùng*

*Gõ kiểu () ghi đè;*

*// ...*

*};*

Thực hiện một số phép đo nghiêm túc trước khi yêu cầu cải thiện hiệu quả. Sử dụng cuối cùng, nơi nó phản ánh rõ ràng thiết kế phân cấp lớp mà bạn cho là phù hợp. Đó là, sử dụng cuối cùng để phản ánh một nhu cầu ngữ nghĩa.

Ví dụ:

*class Derived: public Base {*

*void f () cuối cùng; // OK nếu Base có f ảo ()*

*void g () cuối cùng; // OK nếu Base có g () ảo*

*// ...*

*};*

*void Derived :: f () final // error: cuối cùng ra khỏi lớp*

*{*

*// ...*

*}*

*void g () final // OK*

*{*

*// ...*

*}*

*Ví dụ:*

*int cuối cùng = 7;*

*struct Dx: Cơ sở {*

*int cuối cùng;*

*int f () cuối cùng*

*{*

*trả về cuối cùng + :: cuối cùng;*

*}*

*};*

Lý do duy nhất mà cuối cùng là một vấn đề về từ khóa văn bản, chứ không phải là một từ khóa thông thường, có tồn tại một lượng mã đáng kể đã được sử dụng cuối cùng như một số nhận dạng thông thường trong nhiều thập kỷ. Từ khóa theo ngữ cảnh khác được ghi đè V.3.5 Sử dụng Thành viên cơ sở Các hàm không quá tải trên các phạm vi. Ví dụ:

*cơ sở struct {*

*void f (int);*

*};*

*struct Derived: Base {*

*void f (kép);*

*};*

*vô hiệu sử dụng (Bắt nguồn từ d)*

*{*

*d.f (1); // gọi Derived :: f (double)*

*Cơ sở & br = d*

*br.f (1); // gọi Base :: f (int)*

*}*

Điều này có thể khiến mọi người ngạc nhiên và đôi khi chúng tôi muốn quá tải để đảm bảo rằng chức năng thành viên được sử dụng. Đối với không gian tên, sử dụng khai báo có thể được sử dụng để thêm một hàm vào phạm vi. Ví dụ:

*struct D2: Cơ sở {*

*sử dụng Base :: f; // đưa tất cả f từ Base vào D2*

*void f (kép);*

*};*

*void use2 (D2 d)*

*{*

*d.f (1); // gọi D2 :: f (int), tức là Base :: f (int)*

*Cơ sở & br = d*

*br.f (1); // gọi Base :: f (int)*

*}*

Đây là một hệ quả đơn giản của một lớp cũng được coi là một không gian tên. Một số khai báo sử dụng có thể mang tên từ nhiều lớp cơ sở.

Ví dụ:

*struct B1 {*

*void f (int);*

*};*

*struct B2 {*

*void f (kép);*

*};*

*struct D: B1, B2 {*

*sử dụng B1 :: f;*

*sử dụng B2 :: f;*

*void f (char);*

*};*

*vô hiệu sử dụng (D d)*

*{*

*d.f (1); // gọi D :: f (int), nghĩa là B1 :: f (int)*

*d.f ('a'); // gọi D :: f (char)*

*d.f (1,0); // gọi D :: f (double), nghĩa là B2 :: f (double)*

*}*

##### 20.3.5.1 Trình tạo kế thừa (Inheriting Constructors)

Giả sử tôi muốn một vectơ giống như vectơ std :: nhưng có kiểm tra phạm vi được đảm bảo. Tôi có thể thử điều này:

*template <lớp T>*

*struct Vector: std :: vector <T> {*

*T & operator [] (size\_type i) {check (i); return this−> elem (i); }*

*const T & operator [] (size\_type i) const {check (i); return this−> elem (i); }*

*void check (siz e\_type i) {if (this−> size () <i) throw rang e\_error {"Vector :: check () fail"}; }*

*};*

Thật không may, chúng tôi sẽ sớm phát hiện ra rằng định nghĩa này không đầy đủ. Ví dụ:

*Vectơ <int> v {1, 2, 3, 5, 8}; // error: không có phương thức khởi tạo danh sách khởi tạo*

Kiểm tra nhanh sẽ cho thấy rằng Vector không kế thừa bất kỳ hàm tạo nào từ std :: vector.

Đó không phải là một quy tắc bất hợp lý: nếu một lớp thêm các thành viên dữ liệu vào một cơ sở hoặc yêu cầu một quy tắc chặt chẽ hơnlớp bất biến, sẽ là một thảm họa nếu kế thừa các hàm tạo. Tuy nhiên, Vector đã không làm gì cả như thế.

Chúng tôi giải quyết vấn đề bằng cách đơn giản nói rằng các hàm tạo phải được kế thừa:

*template <lớp T>*

*struct Vector: std :: vector <T> {*

*sử dụng vector <T> :: vector; // kế thừa các uctors xây dựng*

*T & operator = [] (size\_type i) {check (i); return this−> elem (i); }*

*const T & operator = (size\_type i) const {check (i); return this−> elem (i); }*

*void check (siz e\_type i) {if (this−> size () <i) ném Bad\_index (i); }*

*};*

*Vectơ <int> v {1, 2, 3, 5, 8}; // OK: sử dụng phương thức khởi tạo danh sách khởi tạo từ std :: vector*

Nếu bạn chọn, bạn có thể tự bắn vào chân mình bằng cách kế thừa các hàm tạo trong một lớp dẫn xuất trong đó bạn xác định các biến thành viên mới cần khởi tạo rõ ràng:

*struct B1 {*

*B1 (int) {}*

*};*

*struct D1: B1 {*

*sử dụng B1 :: B1; // khai báo ngầm D1 (int)*

*dây; // chuỗi có một hàm tạo mặc định*

*int x; // chúng tôi '' quên '' cung cấp cho việc khởi tạo x*

*};*

*kiểm tra void ()*

*{*

*Đ1 d {6}; // oops: d.x không được khởi tạo*

*Đ1 e; // error: D1 không có hàm tạo mặc định*

*}*

Lý do mà D1 :: s được khởi tạo và D1 :: x không phải là hàm tạo kế thừa tương đương với một phương thức khởi tạo chỉ đơn giản là khởi tạo cơ sở. Trong trường hợp này, chúng tôi có thể viết:

*struct D1: B1 {*

*D1 (int i): B1 (i) {}*

*dây; // chuỗi có một hàm tạo mặc định*

*int x; // chúng tôi ‘‘ quên ’’ cung cấp cho việc khởi tạo x*

*};*

*struct D1: B1 {*

*sử dụng B1 :: B1; // khai báo ngầm D1 (int)*

*int x {0}; // ghi chú: x được khởi tạo*

*};*

*kiểm tra void ()*

*{*

*Đ1 d {6}; // d.x bằng 0*

*}*

Thông thường, tốt nhất là nên tránh khôn khéo và hạn chế việc sử dụng các hàm tạo kế thừa cho sim- trường hợp không có thành viên dữ liệu được thêm vào.

#### 20.3.6 Thư giãn loại trả lại (Return Type Relaxation)

Có một quy tắc nới lỏng rằng kiểu của một hàm ghi đè phải giống với kiểu của hàm ảo mà nó ghi đè. Nghĩa là, nếu kiểu trả về ban đầu là B ∗, thì kiểu trả về là hàm ghi đè có thể là D ∗, với điều kiện B là cơ sở công khai của D. Tương tự, kiểu trả về của B & có thể được thoải mái để D &. Điều này đôi khi được gọi là quy tắc trả về hiệp phương sai.

Sự thư giãn này chỉ áp dụng cho các loại trả về là con trỏrs hoặc tham chiếu, và không phải ‘‘ thông minh con trỏ '’chẳng hạn như unique\_ptr .Đặc biệt, không có sự nới lỏng tương tự của các quy tắc đối với loại đối số vì điều đó sẽ dẫn đến vi phạm loại.

Hãy xem xét một hệ thống phân cấp lớp đại diện cho các loại biểu thức khác nhau. Ngoài opera- tions để thao tác các biểu thức, lớp cơ sở Expr sẽ cung cấp các phương tiện để tạo mới các đối tượng biểu thức của các loại biểu thức khác nhau:

*class Expr {*

*public:*

*Expr (); // nhà xây dựng mặc định*

*Expr (const Expr &); // sao chép cấu trúc uctor*

*Virtual Expr ∗ new\_expr () = 0;*

*ảo Expr ∗ clone () = 0;*

*// ...*

*};*

Ý tưởng là new\_expr () tạo một đối tượng mặc định của kiểu biểu thức và clone () tạo ra một bản sao của đối tượng. Cả hai sẽ trả về một đối tượng của một số lớp cụ thể có nguồn gốc từ Expr. Họ có thể không bao giờ chỉ trả về một '' Expr đơn giản '' vì Expr đã được khai báo một cách có chủ ý và thích hợp là một lớp trừu tượng.

Một lớp dẫn xuất có thể ghi đè new\_expr () và / hoặc clone () để trả về một đối tượng thuộc kiểu riêng của nó:

*class Cond: public Expr {*

*public:*

*Cond ();*

*Cond (const Cond &);*

*Cond ∗ new\_expr () override {return new Cond (); }*

*Cond ∗ clone () override {return new Cond (∗ this); }*

*// ...*

*};*

Điều này có nghĩa là với một đối tượng của lớp Expr, người dùng có thể tạo một đối tượng mới của ‘‘ giống nhau gõ. ’’

Ví dụ:

*void user (Expr ∗ p)*

*{*

*Expr ∗ p2 = p−> new\_expr ();*

*// ...*

*}*

Điều kiện để được nhân bản mà không mất thông tin loại. Tương tự, một phép cộng lớp dẫn xuất sẽ có một bản sao () trả về một Bổ sung ∗. Ví dụ:

*void user2 (Cond ∗ pc, Addition ∗ pa)*

*{*

*Cond ∗ p1 = pc−> clone ();*

*Phép cộng ∗ p2 = pa−> clone ();*

*// ...*

*}*

Nếu chúng ta sử dụng clone () cho một Expr, chúng ta chỉ biết rằng kết quả là một Expr ∗:

*void user3 (Cond ∗ pc, Expr ∗ pe)*

*{*

*Cond ∗ p1 = pc−> clone ();*

*Cond ∗ p2 = pe−> clone (); // error: Expr :: clone () return ns an Expr \**

*// ...*

*}*

Vì các hàm như new\_expr () và clone () là ảo và chúng (gián tiếp) xây dựng các đối tượng, chúng thường được gọi là các hàm tạo ảo. Mỗi đơn giản chỉ sử dụng một hàm tạo để tạo một sự vật.

Vì vậy, bạn không thể lấy một con trỏ đến một phương thức khởi tạo và chuyển con trỏ đó đến một hàm tạo đối tượng.

Cả hai hạn chế này có thể được phá vỡ bằng cách xác định một hàm gọi một phương thức khởi tạo và trả về một đối tượng đã xây dựng. Điều này thật may mắn vì tạo ra một đối tượng mới mà không biết loại chính xác của nó thường hữu ích. Ival\_box\_maker (§21.2.4) là một ví dụ về một lớp được thiết kế cụ thể để làm điều đó.

### 20.4 Các lớp trừu tượng (Abstract Classes)

Nhiều lớp giống với lớp Employee ở chỗ chúng hữu ích như chính chúng, làm giao diện cho các lớp dẫn xuất và như một phần của việc triển khai các lớp dẫn xuất. Đối với các lớp học như vậy, công nghệ- niques được mô tả trong §20.3.2 là đủ. Tuy nhiên, không phải tất cả các lớp đều tuân theo khuôn mẫu đó. Một số lớp học, chẳng hạn như một lớp Shape, đại diện cho các khái niệm trừu tượng mà đối tượng không thể tồn tại. Một hình dạng làm cho có nghĩa là cơ sở của một số lớp có nguồn gốc từ nó. Điều này có thể được thấy từ thực tế là nó không có thể cung cấp các định nghĩa hợp lý cho các chức năng ảo của nó:

*Hình dạng lớp {*

*public:*

*ảo void xoay (int) {throw runtime\_error {"Shape :: xoay"}; } // không phù hợp*

*virtual void draw () const {ném runtime\_error {"Shape :: draw"}; }*

*// ...*

*};*

Cố gắng tạo ra một hình dạng không xác định này là ngớ ngẩn nhưng hợp pháp:

Hình dạng; // ngớ ngẩn: ‘‘ hình dạng không định hình ’’

Thật là ngớ ngẩn vì mọi thao tác trên s sẽ dẫn đến lỗi.

Một giải pháp thay thế tốt hơn là khai báo các hàm ảo của lớp Shape là các hàm ảo thuần túy.

Một hàm ảo được ‘‘ tạo thuần túy ’’ bởi ‘‘ bộ khởi tạo giả ’’ = 0:

*class Shape {// lớp trừu tượng*

*public:*

*void quay ảo (int) = 0; // hàm ảo thuần túy*

*ảo void draw () const = 0; // hàm ảo thuần túy*

*bool ảo is\_closed () const = 0; // hàm ảo thuần túy*

*// ...*

*ảo ̃Shape (); // ảo*

*};*

Một lớp có một hoặc nhiều hàm ảo thuần túy là một lớp trừu tượng và không có đối tượng nào của lớp trừu tượng đó lớp có thể được tạo:

Một lớp trừu tượng chỉ có thể được sử dụng làm giao diện cho các lớp khác. Ví dụ:

*điểm lớp {/ \* ... \* /};*

*class Circle: public Shape {*

*public:*

*ghi đè void xoay (int) {}*

*void draw () const override;*

*bool is\_closed () const override {return true; }*

*Circle (Điểm p, int r);*

*private:*

*Tâm điểm;*

*bán kính int;*

*} ;*

Một hàm ảo thuần túy không được định nghĩa trong lớp dẫn xuất vẫn là một hàm ảo thuần túy, vì vậy lớp dẫn xuất cũng là một lớp trừu tượng. Điều này cho phép chúng tôi xây dựng triển khai theo từng giai đoạn:

*class Polygon: public Shape {// lớp trừu tượng*

*public:*

*bool is\_closed () const override {return true; }*

*// ... vẽ và xoay không đè idden ...*

*};*

Đa giác b {p1, p2, p3, p4}; // error: khai báo đối tượng của lớp trừu tượng Polygon

Đa giác vẫn còn trừu tượng vì chúng tôi đã không ghi đè draw () và xoay (). Chỉ khi điều đó được thực hiện chúng ta có một lớp mà từ đó chúng ta có thể tạo các đối tượng:

*class Irregular\_polygon: public Polygon {*

*danh sách <Điểm> lp;*

*public:*

*Irregular\_polygon (khởi tạo er\_list <Point>);*

*void draw () const override;*

*ghi đè void quay (int);*

*// ...*

*};*

Đa giác không đều {p1, p2, p3, p4}; // giả sử rằng p1 .. p4 là các Điểm được xác định ở đâu đó.

Một lớp trừu tượng cung cấp một giao diện mà không để lộ chi tiết triển khai. Ví dụ, một hệ điều hành có thể ẩn thông tin chi tiết về trình điều khiển thiết bị của nó đằng sau một lớp trừu tượng:

*class Character\_device {*

*public:*

*int ảo open (int opt) = 0;*

*int ảo close (int opt) = 0;*

*int ảo read (char ∗ p, int n) = 0;*

*virtual int write (const char ∗ p, int n) = 0;*

*ảo int ioctl (int ...) = 0; // điều khiển I / O thiết bị*

*virtual ̃Character\_device () {} // vir tual hủy uctor*

*};*

Với sự ra đời của các lớp trừu tượng, chúng ta có các phương tiện cơ bản để viết một chương trình hoàn chỉnh gam theo kiểu mô-đun sử dụng các lớp làm khối xây dựng.

### 20.5 Kiểm soát truy cập (Access Control)

Thành viên của một lớp có thể là riêng tư, được bảo vệ hoặc công khai:

• Nếu nó ở chế độ riêng tư, tên của nó chỉ có thể được sử dụng bởi các chức năng thành viên và bạn bè của lớp trong mà nó được khai báo.

• Nếu nó được bảo vệ, tên của nó chỉ có thể được sử dụng bởi các chức năng thành viên và bạn bè của lớp trong mà nó được khai báo và bởi các hàm thành viên và bạn bè của các lớp dẫn xuất từ ​​lớp này.

• Nếu nó là công khai, tên của nó có thể được sử dụng bởi bất kỳ chức năng nào.

Điều này phản ánh quan điểm rằng có ba loại hàm truy cập vào một lớp: các hàm thực hiện- nhập vào lớp (bạn bè và thành viên của nó), các hàm triển khai một lớp dẫn xuất (lớp dẫn xuất của bạn bè và thành viên), và các chức năng khác. Điều này có thể được trình bày bằng đồ thị:

*public:*

*protected:*

*private:*

Ví dụ, một lớp danh sách không ủy quyền hiệu quả thường yêu cầu cấu trúc dữ liệu để theo dõi các phần tử. Một danh sách là không có tác dụng nếu nó không yêu cầu sửa đổi các phần tử của nó (ví dụ: bằng cách yêu cầu các loại phần tử phải có trường liên kết). Cấu trúc thông tin và dữ liệu được sử dụng để tổ chức danh sách có thể được giữ kín:

*template <lớp T>*

*danh sách lớp học {*

*public:*

*void insert (T);*

*T get ();*

*// ...*

*paivate:*

*struct Liên kết {T val; Liên kết ∗ tiếp theo; };*

*struct Chunk {*

*enum {chunk\_siz e = 15};*

*Liên kết v [chunk\_siz e];*

*Chunk ∗ tiếp theo;*

*};*

*Chunk ∗ được phân bổ;*

*Liên kết ∗ miễn phí;*

*Liên kết ∗ get\_free ();*

*Liên kết ∗ đầu;*

*};*

Các định nghĩa của các chức năng công cộng khá đơn giản:

*template <lớp T>*

*Danh sách void <T> :: insert (T val)*

*{*

*Liên kết ∗ lnk = get\_free ();*

*lnk−> val = val;*

*lnk−> tiếp theo = đầu;*

*đầu = lnk;*

*}*

*template <lớp T>*

*Danh sách T <T> :: g et ()*

*{*

*if (head == 0)*

*ném Underflow {}; // Underflow là lớp ngoại lệ của tôi*

*Liên kết ∗ p = đầu;*

*đầu = p−> tiếp theo;*

*p−> next = miễn phí;*

*miễn phí = p;*

*return p−> val;*

*}*

Như thường lệ, định nghĩa của các hàm hỗ trợ (ở đây, riêng tư) phức tạp hơn một chút:

*Template <lớp T>*

*typename Danh sách <T> :: Liên kết ∗ Danh sách <T> :: get\_free ()*

*{*

*if (miễn phí == 0) {*

*// ... phân bổ một đoạn mới và đặt các Liên kết của nó vào danh sách miễn phí ...*

*}*

*Liên kết ∗ p = miễn phí;*

*miễn phí = free−> tiếp theo;*

*trả lại p;*

*}*

Phạm vi Danh sách <T> được nhập bằng cách nói Danh sách <T> :: trong định nghĩa hàm thành viên. Tuy nhiên, bởi vì kiểu trả về của get\_free () được đề cập trước khi tên Danh sách <T> :: get\_free () được đề cập, đầy đủ tên Danh sách <T> :: Liên kết phải được sử dụng thay vì viết tắt Liên kết. Cách thay thế là sử dụng hậu tố ký hiệu cho các kiểu trả về

*template <lớp T>*

*Danh sách tự động <T> :: get\_free () -> Liên kết ∗*

*{*

*// ...*

*}*

Các chức năng nonmember (ngoại trừ bạn bè) không có quyền truy cập như vậy:

*template <typename T>*

*void would\_be\_meddler (Danh sách <T> ∗ p)*

*{*

*Danh sách <T> :: Liên kết ∗ q = 0; // error: Danh sách <T> :: Liên kết là riêng tư*

*// ...*

*q = p−> tự do; // error: List <T> :: free là private*

*// ...*

*if (Danh sách <T> :: Chunk :: chunk\_siz e> 31) {// error: Danh sách <T> :: Chunk :: chunk\_size là riêng tư*

*// ...*

*}*

*}*

Trong một lớp, các thành viên theo mặc định là riêng tư; trong một cấu trúc, các thành viên theo mặc định là công khai cách thay thế rõ ràng cho việc sử dụng kiểu thành viên là đặt kiểu trong tên xung quanh- không gian.

Ví dụ:

*tempalte <lớp T>*

*struct Link2 {*

*T val;*

*Link2 ∗ tiếp theo;*

*};*

*mẫu <lớp T>*

*danh sách lớp học {*

*private:*

*Link2 <T> ∗ miễn phí;*

*// ...*

*};*

Liên kết được tham số hóa ngầm định với tham số T. của Danh sách <T>. Đối với Link2, chúng ta phải làm rõ điều đó.

Nếu một loại thành viên không phụ thuộc vào tất cả các tham số của lớp mẫu, thì ver-sion có thể được ưu tiên hơn; xem §23.4.6.3.

Nếu lớp lồng nhau nói chung không hữu ích cho chính nó và lớp bao quanh cần quyền truy cập vào đại diện, tuyên bố lớp thành viên là bạn (§19.4.2) có thể là một ý tưởng hay:

*template <class T> Danh sách lớp;*

*template <lớp T>*

*liên kết lớp3 {*

*Danh sách bạn bè của lớp <T>; // chỉ Danh sách <T> mới có thể truy cập Liên kết <T>*

*T val;*

*Liên kết3 ∗ tiếp theo;*

*};*

*tempalte <lớp T>*

*danh sách lớp học {*

*private:*

*Link3 <T> ∗ miễn phí;*

*// ...*

*};*

Một trình biên dịch có thể sắp xếp lại thứ tự các phần của một lớp với các chỉ định truy cập riêng biệt .Ví dụ:

*class S {*

*public:*

*int m1;*

*public:*

*int m2;*

*};*

Trình biên dịch có thể quyết định m2 đứng trước m1 trong bố cục của một đối tượng S. Sắp xếp lại như vậy có thể gây ngạc nhiên cho lập trình viên và phụ thuộc vào việc triển khai, vì vậy đừng sử dụng nhiều truy cập các chỉ định cho các thành viên dữ liệu mà không có lý do chính đáng.

#### 20.5.1 Thành viên được bảo vệ (Protected Members)

Khi thiết kế hệ thống phân cấp lớp, đôi khi chúng tôi cung cấp các hàm được thiết kế để sử dụng bởi imple- trình cố vấn của các lớp dẫn xuất nhưng không phải bởi người dùng chung. Ví dụ: chúng tôi có thể cung cấp một (hiệu quả) chức năng truy cập bỏ chọn cho người triển khai lớp dẫn xuất và quyền truy cập đã kiểm tra (an toàn) cho những người khác.

Khai báo phiên bản được bảo vệ không được kiểm tra đạt được điều đó. Ví dụ:

*bộ đệm lớp {*

*public:*

*char & operator [] (int i); // quyền truy cập đã kiểm tra*

*// ...*

*protected:*

*char & access (int i); // quyền truy cập bỏ chọn*

*// ...*

*};*

*class Circular\_buffer: public Buffer {*

*public:*

*void reallocate (char ∗ p, int s); // thay đổi vị trí và kích thước*

*// ...*

*};*

*void Circular\_buffer :: reallocate (char ∗ p, int s) // thay đổi vị trí và kích thước*

*{*

*// ...*

*for (int i = 0; i! = old\_sz; ++ i)*

*p [i] = access (i); // không kiểm tra dư thừa*

*// ...*

*}*

*void f (Bộ đệm & b)*

*{*

*b [3] = 'b'; // OK (đã chọn)*

*b.access (3) = 'c'; // error: Buffer :: access () được bảo vệ*

*}*

##### 20.5.1.1 Sử dụng các Thành viên được bảo vệ (Use of protected Members)

Mô hình ẩn dữ liệu riêng tư / công khai đơn giản phục vụ tốt khái niệm về các kiểu cụ thể.

Các thành viên được tuyên bố là được bảo vệ dễ bị lạm dụng hơn nhiều so với các thành viên được tuyên bố là ở chế độ riêng tư. Ngang bằng- ticular, khai báo các thành viên dữ liệu được bảo vệ thường là một lỗi thiết kế. Đặt một lượng đáng kể dữ liệu trong một lớp chung cho tất cả các lớp dẫn xuất sử dụng khiến dữ liệu đó có thể bị hỏng. Tệ hơn, dữ liệu được bảo vệ, như dữ liệu công khai, không thể dễ dàng được cấu trúc lại vì không có cách tốt để tìm ing mọi sử dụng. Do đó, dữ liệu được bảo vệ trở thành một vấn đề bảo trì phần mềm.

May mắn thay, bạn không muốn sử dụng dữ liệu được bảo vệ; private là mặc định trong các lớp và thường là sự lựa chọn tốt hơn. Theo kinh nghiệm của tôi, luôn có những lựa chọn thay thế để đặt lượng thông tin trong một cơ sở chung class cho các lớp dẫn xuất để sử dụng trực tiếp.

Tuy nhiên, không có phản đối nào trong số này có ý nghĩa đối với các chức năng của thành viên được bảo vệ; được bảo vệ là một cách tốt để chỉ định các hoạt động để sử dụng trong các lớp dẫn xuất. Ival\_slider trong là một kỳ thi-lời cầu xin của điều này. Nếu lớp triển khai là riêng tư trong ví dụ này, thì việc dẫn xuất thêm sẽ đã không khả thi. Mặt khác, công khai các cơ sở cung cấp chi tiết triển khai mời những sai lầm và sử dụng sai.

#### 20.5.2 Quyền truy cập vào các lớp cơ sở (Access to Base Classes)

Giống như một thành viên, một lớp cơ sở có thể được khai báo là riêng tư, được bảo vệ hoặc công khai. Ví dụ:

*class X: public B {/ \* ... \* /};*

*class Y: protected B {/ \* ... \* /};*

*class Z: private B {/ \* ... \* /};*

Các chỉ số truy cập khác nhau phục vụ các nhu cầu thiết kế khác nhau:

Có thể bỏ qua thông số truy cập cho một lớp cơ sở. Trong trường hợp đó, cơ sở mặc định là cơ sở riêng tư cho một lớp và một cơ sở công khai cho một cấu trúc.

Ví dụ:

*class XX: B {/ \* ... \* /}; // B là một cơ sở riêng*

*struct YY: B {/ \* ... \* /}; // B là một cơ sở công cộng*

##### 20.5.2.1 Kiểm soát nhiều quyền thừa kế và truy cập (Multiple Inheritance and Access Control)

Nếu tên của một lớp cơ sở có thể được tiếp cận thông qua nhiều đường dẫn trong mạng đa kế thừa), nó có thể truy cập được nếu có thể truy cập thông qua bất kỳ con đường nào. Ví dụ:

*struct B {*

*int m;*

*static int sm;*

*// ...*

*};*

*class D1: public virtual B {/ \* ... \* /};*

*class D2: public virtual B {/ \* ... \* /};*

*class D12: public D1, private D2 {/ \* ... \* /};*

*D12 ∗ pd = new D12;*

*B ∗ pb = pd; // OK: có thể truy cập thông qua D1*

*int i1 = pd−> m; // OK: có thể truy cập thông qua D1*

Nếu một thực thể duy nhất có thể truy cập được thông qua một số đường dẫn, chúng tôi vẫn có thể tham chiếu đến nó mà không bị mơ hồ. Ví dụ:

*class X1: public B {/ \* ... \* /};*

*class X2: public B {/ \* ... \* /};*

*class XX: public X1, public X2 {/ \* ... \* /};*

*XX ∗ pxx = new XX;*

*int i1 = pxx−> m; // lỗi, không rõ ràng: XX :: X1 :: B :: m hoặc XX :: X2 :: B :: m?*

*int i2 = pxx−> sm; // OK: chỉ có một B :: sm trong XX (sm là thành viên tĩnh)*

#### 20.5.3 Sử dụng-Khai báo và Kiểm soát truy cập

Không thể sử dụng khai báo sử dụng (§14.2.2, §20.3.5) để truy cập thông tin bổ sung. Nó làchỉ đơn giản là một cơ chế để làm cho thông tin có thể truy cập được thuận tiện hơn khi sử dụng. Mặt khác, khi có quyền truy cập, nó có thể được cấp cho những người dùng khác. Ví dụ:

*class B {*

*private:*

*int a;*

*protected:*

*int b;*

*public:*

*int c;*

*};*

*class D: public B {*

*public:*

*sử dụng B :: a; // lỗi: B :: a là riêng tư*

*sử dụng B :: b; // làm cho B :: b có sẵn công khai thông qua D*

*};*

Khi một khai báo sử dụng được kết hợp với dẫn xuất riêng tư hoặc được bảo vệ, nó có thể được sử dụng để chỉ định giao diện với một số, nhưng không phải tất cả, của các tiện ích thường được cung cấp bởi một lớp. Ví dụ:

*class BB: private B {// cấp quyền truy cập cho B :: b và B :: c, nhưng không cấp cho B :: a*

*public:*

*sử dụng B :: b;*

*sử dụng B :: c;*

*};*

### 20.6 Con trỏ tới Membia (Pointers to Members)

Con trỏ tới thành viên là một cấu trúc giống như bù đắp cho phép lập trình viên tham chiếu gián tiếp đến một thành viên của một lớp học. Các toán tử -> ∗ và. ∗ được cho là C ++ chuyên dụng nhất và ít được sử dụng nhất các toán tử. Sử dụng ->, chúng ta có thể truy cập một thành viên của lớp, m, bằng cách đặt tên cho nó: p−> m. Sử dụng -> ∗, chúng ta có thể truy cập một thành viên (về mặt khái niệm) có tên được lưu trữ trong một con trỏ tới thành viên, ptom: p -> ∗ ptom.

Điều này cho phép chúng tôi truy cập các thành viên với tên của họ được chuyển làm đối số. Trong cả hai trường hợp, p phải là con trỏ đến một đối tượng của một lớp thích hợp.

Một con trỏ tới thành viên không thể được gán cho void ∗ hoặc bất kỳ con trỏ thông thường nào khác. Một con trỏ null (ví dụ: nullptr) có thể được gán cho một con trỏ tới thành viên và sau đó đại diện cho '' không có thành viên ''.

#### 20.6.1 Con trỏ đến các thành viên hàm (Pointers to Function Members)

Nhiều lớp cung cấp các giao diện đơn giản, rất chung chung nhằm mục đích được gọi trong các giao diện khác nhau các cách. Ví dụ: nhiều giao diện người dùng '' hướng đối tượng '' xác định một tập hợp các yêu cầu mà mọi đối tượng hiển thị trên màn hình cần được chuẩn bị để phản hồi. Ngoài ra, những yêu cầu như vậy có thể được được trình bày trực tiếp hoặc gián tiếp từ các chương trình. Hãy xem xét một biến thể đơn giản của ý tưởng này:

*class Std\_interface {*

*public:*

*virtual void start () = 0;*

*virtual void tạm ngưng () = 0;*

*ảo void resume () = 0;*

*void ảo bỏ () = 0;*

*void ảo full\_size () = 0;*

*ảo void small () = 0;*

*ảo ̃Std\_interface () {}*

*};*

Ý nghĩa chính xác của mỗi thao tác được xác định bởi đối tượng mà nó được gọi. Thông thường, có một lớp phần mềm giữa người hoặc chương trình đưa ra yêu cầu và đối tượng nhận nó.

Chúng tôi vẫn phải viết mã để xác định rằng 2 có nghĩa là đình chỉ () và để gọi đình chỉ ().

Tuy nhiên, chúng ta có thể sử dụng một con trỏ tới thành viên để gián tiếp tham chiếu đến thành viên của một lớp. Xem xét Std\_interface. Nếu tôi muốn gọi hàm tạm dừng () cho một số đối tượng mà không đề cập trực tiếp đến lệnh đình chỉ () Tôi cần một con trỏ đến thành viên tham chiếu đến Std\_interface :: Susan (). Tôi cũng cần một con trỏ hoặc tài liệu tham khảo đối tượng mà tôi muốn tạm dừng. Hãy xem xét một ví dụ nhỏ:

*using Pstd\_mem = void (Std\_interface :: ∗) (); // kiểu con trỏ đến thành viên*

*void f (Std\_interface ∗ p)*

*{*

*Pstd\_mem s = & Std\_interface :: tạm ngưng; // con trỏ để tạm ngưng ()*

*p−> Susan (); // gọi trực tiếp*

*p -> ∗ s (); // gọi thông qua con trỏ đến thành viên*

*}*

Một con trỏ đến thành viên có thể nhận được bằng cách áp dụng địa chỉ-của nhà điều hành, &, cho một tên thành viên lớp chẳng hạn, & Std\_interface :: tạm ngưng. Một biến kiểu ‘‘ con trỏ tới thành viên của lớp X ’’ được khai báo bằng cách sử dụng bộ khai báo có dạng X :: ∗.

Việc sử dụng một bí danh để bù đắp cho việc thiếu tính dễ đọc của cú pháp bộ khai báo C là điển hình-cal. Tuy nhiên, hãy lưu ý cách bộ khai báo X :: ∗ khớp chính xác với bộ khai báo ∗ truyền thống.

Một con trỏ tới thành viên m có thể được sử dụng kết hợp với một đối tượng. Các toán tử -> ∗ và . ∗ cho phép người lập trình thể hiện các kết hợp như vậy. Ví dụ, p -> ∗ m liên kết m với đối tượng được trỏ tới bởi p, và obj. ∗ m liên kết m với đối tượng obj. Kết quả có thể được sử dụng phù hợp với kiểu. Không thể lưu trữ kết quả của phép toán a -> ∗ hoặc a. ∗ để sử dụng sau này.

Đương nhiên, nếu chúng tôi biết mình muốn gọi thành viên nào, chúng tôi sẽ gọi nó trực tiếp thay vì lộn xộn với các con trỏ đến các thành viên. Cũng giống như con trỏ thông thường đến các hàm, con trỏ đến hàm thành viên tions được sử dụng khi chúng ta cần tham chiếu đến một hàm mà không cần biết tên của nó. Tuy nhiên, một con trỏ tới thành viên không phải là một con trỏ tới một phần bộ nhớ như cách một con trỏ tới một biến hoặc một con trỏ cho một chức năng là. Nó giống như một sự bù đắp vào một cấu trúc hoặc một chỉ mục vào một mảng, nhưng tất nhiên là một việc triển khai có tính đến sự khác biệt giữa các thành viên dữ liệu, các chức năng ảo, không các hàm ảo, v.v. Khi một con trỏ tới thành viên được kết hợp với một con trỏ tới một đối tượng của đúng loại, nó mang lại một cái gì đó xác định một thành viên cụ thể của một đối tượng cụ thể.

Lời gọi p -> ∗ s () có thể được biểu diễn bằng đồ thị như sau:

*X :: bắt đầu*

*X :: tạm ngưng*

*vtbl:*

*NS:*

*P*

Lưu ý rằng hàm được gọi thông qua con trỏ tới hàm có thể là ảo. Ví dụ, khi chúng ta gọi hàm Susan () thông qua một con trỏ để hoạt động, chúng ta sẽ nhận được hàm Susan () phù hợp để đối tượng mà con trỏ tới hàm được áp dụng. Đây là một khía cạnh thiết yếu của con trỏ đến các hàm.

Khi viết một trình thông dịch, chúng tôi có thể sử dụng con trỏ tới các thành viên để gọi các hàm được trình bày dưới dạng dây:

*map <string, Std\_interface ∗> biến;*

*thao tác map <string, Pstd\_mem>;*

*void call\_member (string var, string oper)*

*{*

*(biến [var] -> ∗ operation [oper]) (); // var.oper ()*

*}*

Thành viên tĩnh không được liên kết với một đối tượng cụ thể, do đó, một con trỏ đến thành viên tĩnh chỉ đơn giản là một con trỏ bình thường. Ví dụ:

*Nhiệm vụ lớp {*

*// ...*

*lịch void tĩnh ();*

*};*

*void (∗ p) () = & Task :: Schedule; // VÂNG*

*void (Tác vụ :: ∗ chiều) () = & Tác vụ :: lịch trình; // error: con trỏ ordinar y được chỉ định*

*// tới con trỏ tới thành viên*

#### 20.6.2 Con trỏ đến các thành viên dữ liệu (Pointers to Data Members)

Đương nhiên, khái niệm con trỏ đến thành viên áp dụng cho các thành viên dữ liệu và cho các chức năng thành viên với đối số và kiểu trả về. Ví dụ:

*struct C {*

*const char ∗ val;*

*int i;*

*void print (int x) {cout << val << x << '\ n'; }*

*int f1 (int);*

*void f2 ();*

*C (const char ∗ v) {val = v; }*

*};*

*using Pmfi = void (C :: ∗) (int); // con trỏ đến hàm thành viên của C lấy int*

*sử dụng Pm = const char ∗ C :: ∗; // con trỏ tới thành viên dữ liệu char \* của C*

*void f (C & z1, C & z2)*

*{*

*C ∗ p = & z2;*

*Pmfi pf = & C :: print;*

*Chiều pm = & C :: val;*

*z1.print (1);*

*(z1. ∗ pf) (2);*

*z1. ∗ pm = "nv1";*

*p -> ∗ pm = "nv2";*

*z2.print (3);*

*(p -> ∗ pf) (4);*

*pf = & C :: f1; // lỗi: loại trả về n không khớp*

*pf = & C :: f2; // error: kiểu đối số không khớp*

*pm = & C :: i; // error: gõ không khớp*

*pm = pf; // error: gõ không khớp*

*}*

Loại con trỏ tới hàm được kiểm tra giống như bất kỳ loại nào khác*.*

#### 20.6.3 Các thành viên cơ sở và có nguồn gốc (Base and Derived Members)

Một lớp dẫn xuất có ít nhất các thành viên mà nó kế thừa từ các lớp cơ sở của nó. Thường thì nó có nhiều hơn.

Điều này ngụ ý rằng chúng ta có thể chỉ định một cách an toàn một con trỏ cho một thành viên của lớp cơ sở cho một con trỏ tới một mem-ber của một lớp dẫn xuất, nhưng không phải ngược lại. Tính chất này thường được gọi là độ tương phản.

Ví dụ:

*class Text: public Std\_interface {*

*public:*

*void start ();*

*void đình chỉ ();*

*// ...*

*void in ảo ();*

*private:*

*vectơ s;*

*};*

*void (Std\_interface :: ∗ pmi) () = & Text :: print; // lỗi*

*void (Văn bản :: ∗ pmt) () = & Std\_interface :: start; // VÂNG*

Quy tắc tương phản trái ngược với quy tắc nói rằng chúng ta có thể gán một con trỏ cho một lớp dẫn xuất đến một con trỏ đến lớp cơ sở của nó. Trên thực tế, cả hai quy tắc đều tồn tại để bảo vệ đảm bảo rằng một con trỏ có thể không bao giờ trỏ đến một đối tượng ít nhất không có các thuộc tính con trỏ hứa hẹn. Trong trường hợp này, Std\_interface :: ∗ có thể được áp dụng cho bất kỳ Std\_interface nào và hầu hết các đối tượng như vậy có lẽ không thuộc loại Te xt. Do đó, họ không có thành viên Text :: print mà chúng tôi đã cố gắng khởi tạo pmi. Bằng cách từ chối khởi tạo, trình biên dịch giúp chúng ta tiết kiệm khỏi lỗi thời gian chạy.

### 20.7 Lời khuyên (Advice)

[1] Tránh các trường loại.

[2] Truy cập các đối tượng đa hình thông qua con trỏ và tham chiếu.

[3] Sử dụng các lớp trừu tượng để tập trung thiết kế vào việc cung cấp các giao diện sạch;

[4] Sử dụng tính năng ghi đè để làm cho việc ghi đè trở nên rõ ràng trong các cấu trúc phân cấp lớp lớn.

[5] Chỉ sử dụng cuối cùng một cách tiết kiệm.

[6] Sử dụng các lớp trừu tượng để chỉ định giao diện.

[7] Sử dụng các lớp trừu tượng để giữ các chi tiết triển khai nằm ngoài giao diện .

[8] Một lớp có hàm ảo nên có hàm hủy ảo.

[9] Một lớp trừu tượng thường không cần hàm tạo.

[10] Ưu tiên các thành viên tư nhân để biết chi tiết thực hiện.

[11] Ưu tiên các thành viên công khai cho các giao diện.

[12] Chỉ sử dụng các thành viên được bảo vệ cẩn thận khi thực sự cần thiết.

[13] Không tuyên bố dữ liệu thành viên được bảo vệ.

## Chap 21: Lớp Phân Cấp

### 21.1 Giới thiệu (Introduction)

Trọng tâm chính của chương này là các kỹ thuật thiết kế, hơn là các tính năng ngôn ngữ. Kỳ thi- xin được lấy từ thiết kế giao diện người dùng, nhưng tôi tránh chủ đề về lập trình theo hướng sự kiện như thường được sử dụng cho các hệ thống giao diện người dùng đồ họa (GUI). Thảo luận về cách chính xác của một hành động trên màn hình được chuyển đổi thành một cuộc gọi của một hàm thành viên sẽ thêm ít vào các vấn đề của lớp thiết kế phân cấp và có khả năng gây mất tập trung rất lớn: đây là một chủ đề thú vị và quan trọng trong Quyền riêng của nó. Để hiểu về GUI, hãy xem một trong nhiều thư viện C ++ GUI.

### 21.2 Cấu Trúc Phân Lớp (Design of Class Hierarchies)

Ý tưởng là có một lớp Ival\_box (‘‘ hộp nhập giá trị số nguyên ’’) biết phạm vi đầu vào giá trị nó sẽ chấp nhận. Ngoài ra, một chương trình có thể hỏi Ival\_box nếu người dùng đã thay đổi giá trị kể từ khi chương trình lần cuối nhìn vào nó:

*giá trị người sử dụng*

*(thông qua ứng dụng ‘‘ system ’’)*

*Ival\_box:*

*set\_value () get\_value ()*

Bởi vì có nhiều cách để thực hiện ý tưởng cơ bản này, chúng ta phải giả định rằng sẽ có nhiều loại Ival\_box khác nhau, chẳng hạn như thanh trượt, hộp trơn trong đó người dùng có thể nhập một số,quay số và tương tác bằng giọng nói.Cách tiếp cận chung là xây dựng một '' hệ thống giao diện người dùng ảo '' để ứng dụng sử dụng.

Hệ thống này cung cấp một số dịch vụ được cung cấp bởi các hệ thống giao diện người dùng hiện có. Tôi đã chọn cái này phương pháp tiếp cận vì nó chung chung, vì nó cho phép tôi chứng minh nhiều kỹ thuật khác nhau và thiết kế cân bằng, bởi vì những kỹ thuật đó cũng là những kỹ thuật được sử dụng để xây dựng hệ thống giao diện người dùng '' thực ''- và - quan trọng nhất - vì những kỹ thuật này có thể áp dụng cho các vấn đề vượt xa miền hẹp của các hệ thống giao diện.

#### 21.2.1 Kế thừa triển khai (Implementation Inheritance)

Giải pháp đầu tiên của chúng tôi là phân cấp lớp sử dụng kế thừa triển khai (như thường thấy trong chương trình cũ hơn).

Lớp Ival\_box xác định giao diện cơ bản cho tất cả các Ival\_box và chỉ định triển khai mặc định mà các loại Ival\_box cụ thể hơn có thể ghi đè bằng các phiên bản của riêng chúng. Ngoài ra, chúng tôi tuyên bố dữ liệu cần thiết để triển khai khái niệm cơ bản:

*class Ival\_box {*

*protected:*

*int val;*

*int thấp, cao;*

*bool chang ed {false}; // được thay đổi bởi người dùng bằng set\_value ()*

*public:*

*Ival\_box (int ll, int hh): val {ll}, thấp {ll}, cao {hh} {}*

*virtual int get\_value () {chang ed = false; trả lại val; } // cho ứng dụng*

*virtual void set\_value (int i) {chang ed = true; val = i; } // cho người dùng*

*virtual void reset\_value (int i) {chang ed = false; val = i; } // cho ứng dụng*

*dấu nhắc vô hiệu ảo () {}*

*virtual bool was\_chang ed () const {return chang ed; }*

*ảo ̃Ival\_box () {};*

*};*

Việc triển khai mặc định của các chức năng là khá cẩu thả và được cung cấp ở đây chủ yếu để ảo tưởng- kiểm tra ngữ nghĩa dự định. Ví dụ, một lớp thực tế sẽ cung cấp một số kiểm tra phạm vi.

Một lập trình viên có thể sử dụng '' các lớp ival '' như thế này:

*void tương tác (Ival\_box ∗ pb)*

*{*

*pb−> prompt (); // cảnh báo t người dùng*

*// ...*

*int i = pb−> get\_value ();*

*if (pb−> was\_chang ed ()) {*

*// ... giá trị mới; làm việc gì đó ...*

*}*

*khác {*

*// ... làm việc gì khác ...*

*}*

*}*

*void some\_fct ()*

*{*

*unique\_ptr <Ival\_box> p1 {new Ival\_slider {0,5}}; // Ival\_slider bắt nguồn từ Ival\_box*

*tương tác (p1.get ());*

*unique\_ptr <Ival\_box> p2 {new Ival\_dial {1,12}};*

*tương tác (p2.get ());*

*}*

Để đơn giản hóa cuộc thảo luận, tôi không đề cập đến các vấn đề về cách một chương trình chờ đợi đầu vào. Có thể là chương trình thực sự đợi người dùng trong get\_value () (ví dụ: sử dụng get () trong tương lai), có thể chương trình liên kết Ival\_box với một sự kiện và chuẩn bị trả lời một cuộc gọi lại hoặc có thể chương trình tạo ra một luồng cho Ival\_box và sau đó sẽ hỏi về trạng thái của luồng đó. Như là quyết định là rất quan trọng trong việc thiết kế các hệ thống giao diện người dùng. Tuy nhiên, thảo luận về chúng ở đây trong bất kỳ chi tiết thực tế sẽ chỉ đơn giản là phân tâm khỏi việc trình bày các kỹ thuật lập trình và lan- cơ sở guage. Các kỹ thuật thiết kế được mô tả ở đây và các phương tiện ngôn ngữ hỗ trợ chúng không dành riêng cho giao diện người dùng. Chúng áp dụng cho một loạt các vấn đề.

Các loại Ival\_box khác nhau được định nghĩa là các lớp bắt nguồn từ Ival\_box. Ví dụ:

*class Ival\_slider: public Ival\_box {*

*private:*

*// ... nội dung đồ họa để xác định thanh trượt trông như thế nào, v.v. ...*

*public:*

*Ival\_slider (int, int);*

*int get\_value () ghi đè;*

*// lấy giá trị từ người dùng và gửi nó vào val*

*ghi đè void prompt ();*

*};*

Các thành viên dữ liệu của Ival\_box đã được khai báo được bảo vệ để cho phép truy cập từ các lớp dẫn xuất. Vì vậy, Ival\_slider :: get\_value () có thể gửi một giá trị vào Ival\_box :: val. Thành viên được bảo vệ có thể truy cập từ các thành viên riêng của lớp và từ các thành viên của các lớp dẫn xuất, nhưng không phải cho người dùng chung

##### 21.2.1.1 Phê bình (Critique)

Thiết kế này hoạt động tuy tốt nhưng vấn có vấn đề khó giải quyết. Tuy nhiên, có một số chi tiết khó xử có thể khiến chúng tôi tìm kiếm các thiết kế thay thế.

Chúng tôi đã trang bị thêm BBwidget làm cơ sở của Ival\_box.

Có nhiều phiên bản có thể dẫn đến cơn ác mộng kiểm soát phiên bản.

Bắt nguồn từ BBwidget mang lại lợi ích của việc làm cho các cơ sở được cung cấp bởi BBwidget avail-có thể cho người dùng Ival\_box. Thật không may, điều đó cũng có nghĩa là các thay đổi đối với lớp BBwidget có thể buộc người dùng biên dịch lại hoặc thậm chí viết lại mã của họ để khôi phục từ những thay đổi như vậy.

#### 21.2.2 Kế thừa giao diện (Interface Inheritance)

Vì vậy, hãy bắt đầu lại và xây dựng một hệ thống phân cấp lớp mới để giải quyết các vấn đề được trình bày trong cri-tique của hệ thống phân cấp truyền thống:

[1] Hệ thống giao diện người dùng phải là chi tiết triển khai được ẩn khỏi người dùng ai không muốn biết về nó.

[2] Lớp Ival\_box không được chứa dữ liệu.

[3] Không cần biên dịch lại mã sử dụng nhóm lớp Ival\_box sau.

thay đổi của hệ thống giao diện người dùng.

[4] Ival\_boxes cho các hệ thống giao diện khác nhau sẽ có thể cùng tồn tại trong chương trình của chúng tôi.

Đầu tiên, tôi chỉ định lớp Ival\_box làm giao diện thuần túy:

*class Ival\_box {*

*public:*

*ảo int get\_value () = 0;*

*void set\_value ảo (int i) = 0;*

*void reset\_value ảo (int i) = 0;*

*dấu nhắc void ảo () = 0;*

*bool ảo was\_chang ed () const = 0;*

*ảo ̃Ival\_box () {}*

*};*

Điều này rõ ràng hơn nhiều so với khai báo ban đầu của Ival\_box. Dữ liệu đã biến mất và sim- triển khai toàn diện của các chức năng thành viên. Gone cũng là hàm tạo, vì không có dữ liệu để nó khởi tạo. Thay vào đó, tôi đã thêm một trình hủy ảo để đảm bảo xóa sạch dữ liệu phù hợp sẽ được định nghĩa trong các lớp dẫn xuất.

Định nghĩa của Ival\_slider có thể giống như sau:

*class Ival\_slider: public Ival\_box , protected BBwidget {*

*public:*

*Ival\_slider (int, int);*

*Ghi đè ̃Ival\_slider ();*

*int get\_value () ghi đè;*

*ghi đè void set\_value (int i);*

*// ...*

*protected:*

*// ... các hàm ghi đè các hàm ảo BBwidget*

*// ví dụ: BBwidget :: draw (), BBwidget :: mouse1hit () ...*

*private:*

*// ... dữ liệu cần thiết cho thanh trượt ...*

*};*

Lớp dẫn xuất Ival\_slider kế thừa từ một lớp trừu tượng (Ival\_box) yêu cầu nó triển khai các hàm ảo thuần túy của lớp cơ sở. Nó cũng kế thừa từ BBwidget cung cấp cho nó phương tiện làm như vậy. Vì Ival\_box cung cấp giao diện cho lớp dẫn xuất, nó được dẫn xuất bằng cách sử dụng công cộng. Vì BBwidget chỉ là một công cụ hỗ trợ triển khai, nó được dẫn xuất bằng cách sử dụng bảo vệ.

Chúng tôi đảm bảo dọn dẹp đúng cách bằng cách xác định hàm hủy ảo Ival\_box :: ̃Ival\_box () trong cơ sở và ghi đè nó một cách thích hợp trong các lớp dẫn xuất. Ví dụ:

*void f (Ival\_box ∗ p)*

*{*

*// ...*

*delete p;*

*}*

Toán tử xóa hủy rõ ràng đối tượng được trỏ tới bởi p.

Hệ thống phân cấp Ival\_box hiện có thể được định nghĩa như sau:

*class Ival\_box {/ \* ... \* /};*

*class Ival\_slider*

*:public Ival\_box ,protected BBwidget {/ \* ... \* /};*

*class Ival\_dial*

*:public Ival\_box ,protected BBwidget {/ \* ... \* /};*

*class Flashing\_ival\_slider*

*: public Ival\_slider {/ \* ... \* /};*

*class Popup\_ival\_slider*

*: public Ival\_slider {/ \* ... \* /};*

hoặc bằng đồ thị:

*BBwidget Ival\_box BBwidg et*

*Ival\_slider Ival\_dial*

*Popup\_\_ival\_slider Flashing\_ival\_slider*

Tôi đã sử dụng một đường đứt nét để biểu thị sự kế thừa được bảo vệ (§20.5.1). Người dùng thông thường không thể truy cập vào các căn cứ được bảo vệ bởi vì chúng (một cách chính xác) được coi là một phần của việc thực hiện.

#### 21.2.3 Triển khai Thay thế (Alternative Implementations)

Thiết kế này sạch hơn và dễ bảo trì hơn thiết kế truyền thống - và không kém phần hiệu quả.

Tuy nhiên, nó vẫn không giải quyết được vấn đề kiểm soát phiên bản:

*class Ival\_box {/ \* ... \* /}; // chung*

*class Ival\_slider*

*:public Ival\_box ,protected BBwidget {/ \* ... \* /}; // cho BB*

*class Ival\_slider*

*: public Ival\_box, protected CWwidget {/ \* ... \* /}; // cho CW*

*// ...*

Không có cách nào để Ival\_slider cho BBwidgets cùng tồn tại với Ival\_slider cho CWwidgets, vi nếu bản thân hai hệ thống giao diện người dùng có thể cùng tồn tại. Giải pháp rõ ràng là xác định một số lớp Ival\_slider khác nhau với các tên riêng biệt:

*class Ival\_box {/ \* ... \* /};*

*class BB\_ival\_slider*

*:public Ival\_box , protected BBwidget {/ \* ... \* /};*

*class CW\_ival\_slider*

*: public Ival\_box, protected CWwidget {/ \* ... \* /};*

*// ...*

hoặc bằng đồ thị:

*BBwidget CWwidg Ival\_box et*

*BB\_ival\_slider CW\_ival\_slider*

Để cách ly thêm các lớp Ival\_box hướng ứng dụng của chúng ta khỏi các chi tiết triển khai, chúng ta có thể lấy một lớp Ival\_slider trừu tượng từ Ival\_box và sau đó lấy Ival\_slider dành riêng cho hệ thống từ điều đó:

*class Ival\_box {/ \* ... \* /};*

*class Ival\_slider*

*: public Ival\_box {/ \* ... \* /};*

*class BB\_ival\_slider*

*: public Ival\_slider, protected BBwidget {/ \* ... \* /};*

*class CW\_ival\_slider*

*: public Ival\_slider, protected CWwidget {/ \* ... \* /};*

*// ...*

hoặc bằng đồ thị:

*Ival\_box*

*BBwidget CWwidg Ival\_slider et*

*BB\_ival\_slider CW\_ival\_slider*

Thông thường, chúng ta có thể làm tốt hơn bằng cách sử dụng các lớp cụ thể hơn trong hệ thống phân cấp triển khai.

Ví dụ: nếu hệ thống ‘‘ Big Bucks Inc. ’’ có lớp thanh trượt, chúng tôi có thể lấy trực tiếp Ival\_slider của mình từ BBslider:

*lớp BB\_ival\_slider*

*:public Ival\_slider, protected BBslider {/ \* ... \* /};*

*class CW\_ival\_slider*

*: public Ival\_slider, protected CWslider{/ \* ... \* /};*

hoặc bằng đồ thị:

*Ival\_box*

*BBslider CWslider Ival\_slider*

*BB\_ival\_slider CW\_ival\_slider*

*BBwidget CWwidg et*

Sự cải tiến này trở nên đáng kể khi - không có gì lạ - những điều trừu tượng của chúng tôi không quá khác với những cái được cung cấp bởi hệ thống được sử dụng để thực hiện. Trong trường hợp đó, chương trình- ming được giảm thành ánh xạ giữa các khái niệm tương tự. Bắt nguồn từ các lớp cơ sở chung, chẳng hạn như như BBwidget, hiếm khi được thực hiện.

Hệ thống phân cấp hoàn chỉnh sẽ bao gồm hệ thống phân cấp khái niệm hướng ứng dụng ban đầu của chúng tôi về các giao diện được thể hiện dưới dạng các lớp dẫn xuất:

*clas Ival\_box {/ \* ... \* /};*

*class Ival\_slider*

*: public Ival\_box {/ \* ... \* /};*

*class Ival\_dial*

*: public Ival\_box {/ \* ... \* /};*

*class Flashing\_ival\_slider*

*: public Ival\_slider {/ \* ... \* /};*

*class Popup\_ival\_slider*

*: public Ival\_slider {/ \* ... \* /};*

Tiếp theo là việc triển khai hệ thống phân cấp này cho các hệ thống giao diện người dùng đồ họa khác nhau, được thể hiện dưới dạng các lớp dẫn xuất:

*class BB\_ival\_slider*

*:public Ival\_slider ,protected BBslider{/ \* ... \* /};*

*class BB\_flashing\_ival\_slider*

*: public Flashing\_ival\_slider, protected BBwidget\_with\_bells\_and\_whistles {/ \* ... \* /};*

*class BB\_popup\_ival\_slider*

*: public Popup\_ival\_slider, protected BBslider{/ \* ... \* /};*

*class CW\_ival\_slider*

*: public Ival\_slider,protected CWslider{/ \* ... \* /};*

*// ...*

Sử dụng chữ viết tắt rõ ràng.

Xem thêm về văn bản nguồn nàyNhập văn bản nguồn để có thông tin dịch thuật bổ sung ns, hệ thống phân cấp này có thể được biểu diễn bằng đồ thị như sau:

*Ival\_box*

*Ival\_slider Ival\_dial*

*ipopup iflash*

*CWsl CWsl CWsl*

*BBislider CWipop CWi BBipop BBi fl fl CWislider*

*BBslider BBslider BBb & w*

##### 21.2.3.1 Phê bình (Critique)

Thiết kế lớp trừu tượng linh hoạt và gần như đơn giản để xử lý như thiết kế tương đương dựa trên một cơ sở chung xác định hệ thống giao diện người dùng. Trong thiết kế thứ hai, lớp cửa sổ là rễ của cây. Trước đây, cấu trúc phân cấp lớp ứng dụng ban đầu dường như không thay đổi vì gốc của các lớp cung cấp các triển khai của nó. Theo quan điểm của ứng dụng, những thiết kế này tương đương với nghĩa mạnh rằng hầu như tất cả các mã hoạt động không thay đổi và theo cùng một cách trong hai trường hợp. Trong cả hai trường hợp, bạn có thể xem dòng Ival\_box của các lớp mà không cần bận tâm đến hầu hết thời gian thực hiện chi tiết liên quan đến cửa sổ. Ví dụ, chúng tôi sẽ không cần phải viết tương tác () từ, nếu chúng ta chuyển từ hệ thống phân cấp lớp này sang hệ thống phân cấp lớp khác.

Trong cả hai trường hợp, việc triển khai từng lớp Ival\_box phải được viết lại khi công khai giao diện của hệ thống giao diện người dùng thay đổi. Tuy nhiên, trong thiết kế lớp trừu tượng, hầu như tất cả mã người dùng được bảo vệ chống lại những thay đổi đối với hệ thống phân cấp triển khai và không yêu cầu sửa đổi lại- tion sau một sự thay đổi như vậy. Điều này đặc biệt quan trọng khi nhà cung cấp thiết bị triển khai- archy phát hành một bản phát hành '' gần như tương thích '' mới. Ngoài ra, người dùng phân cấp lớp trừu tượng ít nguy cơ bị khóa vào một triển khai độc quyền hơn là những người dùng hệ thống cấp bậc. Người dùng của hệ thống phân cấp ứng dụng lớp trừu tượng Ival\_box không thể vô tình sử dụng facili- ràng buộc từ việc triển khai bởi vì chỉ các cơ sở được chỉ định rõ ràng trong hệ thống phân cấp Ival\_box mới là có thể truy cập; không có gì được thừa kế một cách ngầm định từ một lớp cơ sở triển khai cụ thể.

Kết luận hợp lý của dòng suy nghĩ này là một hệ thống được đại diện cho người dùng dưới dạng phân cấp của các lớp trừu tượng và được thực hiện bởi một hệ thống phân cấp cổ điển. Nói cách khác:

• Sử dụng các lớp trừu tượng để hỗ trợ kế thừa giao diện

• Sử dụng các lớp cơ sở với việc triển khai các hàm ảo để hỗ trợ việc triển khai inher-itance

#### 21.2.4 Bản địa hóa Tạo đối tượng (Localizing Object Creation)

Hầu hết một ứng dụng có thể được viết bằng giao diện Ival\_box. Hơn nữa, nếu liên kết dẫn xuất các khuôn mặt phát triển để cung cấp nhiều tiện ích hơn so với Ival\_box đơn thuần, khi đó hầu hết các ứng dụng đều có thể được ghi- mười bằng cách sử dụng giao diện Ival\_box, Ival\_slider, v.v.,. Tuy nhiên, việc tạo ra các đối tượng phải được thực hiện sử dụng các tên cụ thể cho việc triển khai như CW\_ival\_dial và BB\_flashing\_ival\_slider. Chúng tôi sẽ muốn giảm thiểu số lượng địa điểm xuất hiện những cái tên cụ thể như vậy và việc tạo đối tượng rất khó để bản địa hóa trừ khi nó được thực hiện một cách có hệ thống.

Như thường lệ, giải pháp là đưa ra một hướng dẫn. Điều này có thể được thực hiện bằng nhiều cách. Một đơn giản một là giới thiệu một lớp trừu tượng để đại diện cho tập hợp các hoạt động tạo:

*class Ival\_maker {*

*public:*

*ảo Ival\_dial ∗ dial (int, int) = 0; // thực hiện quay số*

*Virtual Popup\_ival\_slider ∗ popup\_slider (int, int) = 0; // tạo thanh trượt bật lên*

*// ...*

*};*

Đối với mỗi giao diện từ họ lớp Ival\_box mà người dùng nên biết, lớp Ival\_maker cung cấp một hàm tạo một đối tượng. Một lớp như vậy đôi khi được gọi là một nhà máy, và các chức năng của nó đôi khi được gọi là các hàm tạo ảo.

Bây giờ chúng tôi đại diện cho mỗi hệ thống giao diện người dùng bằng một lớp bắt nguồn từ Ival\_maker:

*class BB\_maker: public Ival\_maker {// tạo các phiên bản BB*

*public:*

*Ghi đè Ival\_dial ∗ dial (int, int);*

*Popup\_ival\_slider ∗ ghi đè popup\_slider (int, int);*

*// ...*

*};*

*class LS\_maker: public Ival\_maker {// tạo các phiên bản LS*

*public:*

*Ghi đè Ival\_dial ∗ dial (int, int);*

*Popup\_ival\_slider ∗ ghi đè popup\_slider (int, int);*

*// ...*

*};*

Mỗi chức năng tạo ra một đối tượng của giao diện và kiểu triển khai mong muốn.

Ví dụ:

*Ival\_dial ∗ BB\_maker :: dial (int a, int b)*

*{*

*trả về BB\_ival\_dial mới (a, b);*

*}*

*Ival\_dial ∗ LS\_maker :: dial (int a, int b)*

*{*

*trả về LS\_ival\_dial mới (a, b);*

*}*

Với Ival\_maker, người dùng hiện có thể tạo các đối tượng mà không cần phải biết chính xác người dùng nào-hệ thống giao diện được sử dụng.

Ví dụ:

*người dùng vô hiệu (Ival\_maker & im)*

*{*

*unique\_ptr <Hộp\_mẫu\_hình> pb {im.dial (0,99)}; // tạo quay số thích hợp*

*// ...*

*}*

*BB\_mặt BB\_impl; // cho người dùng BB*

*LS\_sản\_phẩm LS\_impl; // cho người dùng LS*

*void driver ()*

*{*

*người dùng (BB\_impl); // sử dụng BB*

*người dùng (LS\_impl); // sử dụng LS*

*}*

### 21.3 Thừa kế nhiều (Multiple Inheritance)

Kế thừa nhằm mục đích cung cấp một trong hai lợi ích:

• Giao diện dùng chung: dẫn đến ít sao chép mã hơn bằng cách sử dụng các lớp và tạo mã như vậy

đồng đều hơn. Điều này thường được gọi là đa hình thời gian chạy hoặc kế thừa giao diện.

• Thực hiện chia sẻ: dẫn đến ít mã hơn và mã thực hiện đồng nhất hơn. Cái này thường được gọi là kế thừa thực thi.

#### 21.3.1 Nhiều giao diện (Multiple Interfaces)

Một lớp trừu tượng là cách rõ ràng để biểu diễn một giao diện. Cho một lớp trừu tượng không có trạng thái có thể thay đổi, thực sự có rất ít sự khác biệt giữa sử dụng đơn lẻ và sử dụng nhiều lần của một lớp cơ sở trong một hệ thống phân cấp lớp.

Việc sử dụng nhiều lớp trừu tượng làm giao diện gần như phổ biến trong các thiết kế hướng đối tượng.

#### 21.3.2 Nhiều lớp triển khai (Multiple Implementation Classes)

Ví dụ về vệ tinh sẽ là đá, mảnh vỡ từ các phương tiện vũ trụ cũ, vệ tinh liên lạc, và Interna- tional trạm vũ trụ. Các loại vệ tinh này sẽ là đối tượng của các lớp có nguồn gốc từ Vệ tinh.

Các lớp dẫn xuất như vậy sẽ thêm các thành viên và chức năng dữ liệu và sẽ ghi đè một số các chức năng ảo để điều chỉnh ý nghĩa của chúng cho phù hợp.

Bây giờ chúng ta có thể định nghĩa một lớp vệ tinh truyền thông mô phỏng, class Comm\_sat:

*class Comm\_sat: vệ tinh công cộng, hiển thị công khai {*

*public:*

*// ...*

*};*

hoặc bằng đồ thị:

*Hiển thị qua vệ tinh*

*Comm\_sat*

Ngoài bất kỳ hoạt động nào được định nghĩa cụ thể cho Comm\_sat, sự kết hợp của các hoạt động trên Vệ tinh và Hiển thị có thể được áp dụng. Ví dụ:

*void f (Comm\_sat & s)*

*{*

*s.draw (); // Hiển thị :: draw ()*

*Pos p = s.center (); // Satellite :: center ()*

*s.transmit (); // Comm\_sat :: transfer ()*

*}*

Tương tự, một Comm\_sat có thể được chuyển cho một hàm mong đợi một Vệ tinh và một hàm mà mong đợi Hiển thị. Ví dụ:

*void highlight (Hiển thị ∗);*

*Pos center\_of\_gravity (const Satellite ∗);*

*void g (Comm\_sat ∗ p)*

*{*

*tô sáng (p); // chuyển một con trỏ đến par t được hiển thị của Comm\_sat*

*Pos x = center\_of\_gravity (p); // chuyển một con trỏ đến phần Satellite của Comm\_sat*

*}*

Việc thực hiện điều này rõ ràng liên quan đến một số kỹ thuật biên dịch (đơn giản) để đảm bảo rằng func- các chức năng mong đợi một Vệ tinh nhìn thấy một phần khác của Comm\_sat so với các chức năng mong đợi một Dis- chơi. Các chức năng ảo hoạt động như bình thường. Ví dụ:

*vệ tinh lớp {*

*public:*

*tâm Pos ảo () const = 0; // Trung tâm của lực hấp dẫn*

*// ...*

*};*

*lớp được hiển thị {*

*public:*

*ảo void draw () = 0;*

*// ...*

*};*

*class Comm\_sat: vệ tinh công cộng, hiển thị công khai {*

*public:*

*Ghi đè trung tâm Pos () const; // overr ide Satellite :: center ()*

*ghi đè void draw (); // overr ide Displayed :: draw ()*

*// ...*

*};*

Điều này đảm bảo rằng Comm\_sat :: center () và Displayed :: draw () sẽ được gọi cho một Comm\_sat được coi là một Comm\_sat và một Hiển thị, tương ứng.

Tôi có thể đã định nghĩa Comm\_sat để có một thành viên Vệ tinh và một thành viên Hiển thị. Ngoài ra, tôi có thể đã định nghĩa Comm\_sat để có một thành viên Vệ tinh và một thành viên Hiển thị ∗ và để cho nó structor thiết lập các kết nối thích hợp. Đối với nhiều vấn đề thiết kế, tôi chỉ làm như vậy. Tuy vậy, hệ thống lấy cảm hứng từ ví dụ này được xây dựng dựa trên ý tưởng về một lớp Vệ tinh với các chức năng ảo và a (riêng designed) Lớp được hiển thị với các chức năng ảo. Bạn đã cung cấp vệ tinh của riêng mình và các đối tượng được hiển thị của riêng bạn thông qua dẫn xuất. Đặc biệt, bạn đã phải ghi đè lên Satellite vir- chức năng thành viên tual và chức năng thành viên ảo được hiển thị để chỉ định hành vi của riêng bạn các đối tượng. Đó là tình huống trong đó đa kế thừa của các lớp cơ sở với trạng thái và thiết lập khó tránh khỏi sự cố vấn. Các giải pháp thay thế có thể gây đau đớn và khó duy trì.

Việc sử dụng đa kế thừa để '' kết dính '' hai lớp không liên quan với nhau như một phần của việc triển khai lớp thứ ba là thô sơ, hiệu quả và tương đối quan trọng, nhưng không liên quan làm tổ. Về cơ bản, nó giúp lập trình viên không phải viết rất nhiều hàm chuyển tiếp (để so sate vì thực tế là chúng ta chỉ có thể ghi đè các hàm được xác định trong base). Kỹ thuật này không ảnh hưởng đáng kể đến thiết kế tổng thể của một chương trình và đôi khi có thể xung đột với mong muốn giữ chi tiết triển khai ẩn. Tuy nhiên, một kỹ thuật không cần phải khéo léo để trở nên hữu ích.

Hiển thị, Vệ tinh và Comm\_sat sẽ bị giới hạn. Một Comm\_sat có thể là một Vệ tinh hoặc một Dis- đã phát, nhưng không phát cả hai (trừ khi Vệ tinh bắt nguồn từ Hiển thị hoặc ngược lại). Hoặc thay thế liên quan đến việc mất tính linh hoạt.

Tại sao mọi người lại muốn có một lớp Comm\_sat? Trái với phỏng đoán của một số người, Satel- ví dụ lite là có thật. Thực sự đã có - và có thể vẫn còn - một chương trình được xây dựng cùng với các dòng được sử dụng để mô tả nhiều kế thừa triển khai ở đây. Nó được sử dụng để nghiên cứu thiết kế của hệ thống thông tin liên lạc liên quan đến vệ tinh, trạm mặt đất, v.v. Thực tế, Vệ tinh được bắt nguồn từ một khái niệm ban đầu về một nhiệm vụ đồng thời. Với một mô phỏng như vậy, chúng tôi có thể trả lời các câu hỏi về com- lưu lượng truy cập thông tin liên lạc, xác định phản ứng thích hợp cho một trạm mặt đất đang bị chặn bởi mưa bão, xem xét sự cân bằng giữa kết nối vệ tinh và kết nối liên kết với Trái đất, v.v.

#### 21.3.3 Độ phân giải mơ hồ (Ambiguity Resolution)

Các lớp cơ sở 2 có thể có các hàm thành viên trùng tên. Ví dụ:

*vệ tinh lớp {*

*class:*

*virtual Debug\_info get\_debug ();*

*// ...*

*};*

*lớp được hiển thị {*

*class:*

*virtual Debug\_info get\_debug ();*

*// ...*

*};*

Khi sử dụng Comm\_sat, các chức năng này phải được phân loại. Điều này có thể được thực hiện đơn giản bằng cách đủ điều kiện cho một tên thành viên theo tên lớp của nó:

*void f (Comm\_sat & cs)*

*{*

*Debug\_info di = cs.g et\_debug (); // error: mơ hồ*

*di = cs.Satellite :: get\_debug (); // VÂNG*

*di = cs.Displayed :: g et\_debug (); // VÂNG*

*}*

Tuy nhiên, việc phân định rõ ràng là lộn xộn, vì vậy, tốt nhất là giải quyết các vấn đề như vậy bằng cách xác định- ing một hàm mới trong lớp dẫn xuất:

*class Comm\_sat: vệ tinh công cộng, hiển thị công khai {*

*public:*

*Debug\_info get\_debug () // overr ide Comm\_sat :: get\_debug () và Displayed :: get\_debug ()*

*{*

*Debug\_info di1 = Satellite :: get\_debug ();*

*Debug\_info di2 = Hiển thị :: g et\_debug ();*

*trả về merge\_info (di1, di2);*

*}*

*// ...*

*};*

Một hàm được khai báo trong lớp dẫn xuất sẽ ghi đè tất cả các hàm có cùng tên và nhập vào cơ sở của nó các lớp học.

Ví dụ:

*class Telstar: public Comm\_sat {*

*public:*

*void draw ()*

*{*

*Comm\_sat :: draw (); // tìm thấy Displayed :: draw*

*// ... nội dung riêng ...*

*}*

*// ...*

*};*

hoặc bằng đồ thị:

*Hiển thị qua vệ tinh*

*Comm\_sat*

*Telstar*

Nếu Comm\_sat :: draw không giải quyết được kết quả hòa được khai báo trong Comm\_sat, trình biên dịch sẽ xem xét một cách đệ quy trong các lớp cơ sở của nó; nghĩa là, nó tìm kiếm Satellite :: draw and Displayed :: draw, và nếu cần, hãy tìm các lớp cơ sở của chúng. Nếu chính xác một kết quả phù hợp được tìm thấy, tên đó sẽ được sử dụng. Nếu không thì, Comm\_sat :: draw không được tìm thấy hoặc không rõ ràng.

*Nếu, trong Telstar :: draw (), tôi đã nói đơn giản là draw (), kết quả sẽ là một đệ quy '' vô hạn '' cuộc gọi của Telstar :: draw ().*

*Tôi có thể đã nói Displayed :: draw (), nhưng bây giờ mã sẽ bị hỏng một cách tinh vi nếu ai đó thêm a Comm\_sat :: draw ()*

*Xem thêm về văn bản nguồn nàyNhập văn bản nguồn để có thông tin dịch thuật bổ sung*

*Gửi phản hồi*

*Bảng điều khiển bên*

*Lịch sử*

*Đã lưu*

Đóng góp; nói chung tốt hơn là tham chiếu đến một lớp cơ sở trực tiếp hơn là một lớp cơ sở gián tiếp.

Tôi có thể đã nói Comm\_sat :: Displayed :: draw (), nhưng điều đó sẽ là thừa. Tôi đã nói

Satellite :: draw (), kết quả sẽ là một lỗi vì quá trình rút thăm đã kết thúc trên Màn hình hiển thị

nhánh của hệ thống phân cấp lớp.

Ví dụ get\_debug () về cơ bản giả định rằng ít nhất một số phần của Vệ tinh và Hiển thị đã được thiết kế cùng nhau. Lấy một kết hợp chính xác về tên, loại trả về, loại đối số và ngữ nghĩa tình cờ là cực kỳ khó xảy ra. Nhiều khả năng chức năng tương tự lad theo nhiều cách khác nhau để có thể hợp nhất nó thành một thứ có thể được sử dụng cùng nhau.

Ban đầu chúng tôi có thể đã được giới thiệu với hai lớp SimObj và Widget mà chúng tôi không thể sửa đổi, không cung cấp chính xác những gì chúng tôi cần và nơi họ đã cung cấp những gì chúng tôi cần, đã làm như vậy thông qua các giao diện không tương thích. Trong trường hợp đó, chúng tôi có thể đã thiết kế Vệ tinh và Hiển thị dưới dạng các lớp giao diện, cung cấp '' lớp ánh xạ '' cho các lớp cấp cao hơn của chúng tôi sử dụng:

*class Satellite: public SimObj {*

*// ánh xạ các cơ sở của SimObj đến một thứ dễ sử dụng hơn cho mô phỏng vệ tinh*

*public:*

*virtual Debug\_info get\_debug (); // gọi SimObj :: DBinf () và giải nén thông tin*

*// ...*

*};*

*class Hiển thị: Widget công cộng {*

*// ánh xạ các cơ sở của Widget sang thứ gì đó dễ sử dụng hơn để hiển thị kết quả mô phỏng Vệ tinh*

*public:*

*virtual Debug\_info get\_debug (); // đọc dữ liệu Widget và soạn Debug\_info*

*// ...*

*};*

hoặc bằng đồ thị:

*SimObj Widg et*

*Hiển thị qua vệ tinh*

*Comm\_sat*

*Telstar*

Ví dụ về một lớp hàm thành viên draw () trong trò chơi điện tử liên quan đến cao bồi:

*Cửa sổ lớp học {*

*public:*

*void draw (); // hình ảnh hiển thị*

*// ...*

*};*

*cao bồi lớp {*

*public:*

*void draw (); // rút súng từ bao da*

*// ...*

*};*

*class Cowboy\_window: public Cowboy, public Window {*

*// ...*

*};*

Các lớp trung gian sẽ thực hiện:

*struct WWindow: Cửa sổ {*

*sử dụng Window :: Window; // kế thừa các uctors xây dựng*

*void win\_draw () = 0; // buộc lớp dẫn xuất thành overr Ide*

*void draw () ghi đè final {win\_draw (); } // hình ảnh hiển thị*

*};*

*struct CCowboy: Cao bồi {*

*sử dụng Cowboy :: Cowboy; // kế thừa các uctors xây dựng*

*void cow\_draw () = 0; // buộc lớp dẫn xuất thành overr Ide*

*void draw () ghi đè cuối cùng {cow\_draw (); } // rút súng từ bao da*

*};*

*class Cowboy\_window: CCowboy công cộng, WWindow công cộng {*

*public:*

*ghi đè void cow\_draw ();*

*void win\_draw () ghi đè;*

*// ...*

*};*

Hoặc bằng đồ thị:

*Cao bồi cửa sổ*

*WWindow CCowboy*

*Cowboy\_window*

Nếu người thiết kế Window cẩn thận hơn một chút và chỉ định draw () là const, toàn bộ vấn đề sẽ bốc hơi. Tôi thấy điều đó khá điển hình.

#### 21.3.4 Sử dụng lặp lại một lớp cơ sở (Repeated Use of a Base Class)

Khi mỗi lớp chỉ có một lớp cơ sở trực tiếp, cấu trúc phân cấp lớp sẽ là một cây và một lớp có thể chỉ xảy ra một lần trên cây. Khi một lớp có thể có nhiều lớp cơ sở, một lớp có thể xuất hiện nhiều ple lần trong hệ thống phân cấp kết quả. Hãy xem xét một lớp cung cấp các phương tiện để lưu trữ trạng thái trong một tệp (ví dụ: để ngắt, gỡ lỗi thông tin hoặc duy trì) và khôi phục nó sau:

*struct Stocking {// lưu trữ liên tục*

*chuỗi ảo get\_file () = 0;*

*ảo void read () = 0;*

*void ghi () = 0;*

*ảo ̃Storable () {}*

*};*

Một lớp hữu ích như vậy đương nhiên sẽ được sử dụng ở một số nơi trong hệ thống phân cấp lớp. Ví dụ:

*Bộ truyền lớp: công khai lưu trữ {*

*public:*

*ghi đè void write ();*

*// ...*

*};*

*Class Receiver: public Stocking {*

*public:*

*ghi đè void write ();*

*// ...*

*};*

*Class Radio: Máy phát công cộng, Máy thu công cộng {*

*public:*

*ghi đè chuỗi get\_file ();*

*void read () ghi đè;*

*ghi đè void write ();*

*// ...*

*};*

Do đó, chúng ta có thể hình dung hai trường hợp:

[1] Một đối tượng Radio có hai subobject của lớp Stocking (một cho Transmitter và một cho

Người nhận).

[2] Một đối tượng Radio có một đối tượng thuộc lớp Stocking (được chia sẻ bởi Máy phát và Máy thu).

Mặc định, được cung cấp cho ví dụ như đã viết, là hai subobject. Trừ khi bạn nói khác, bạn nhận được một bản sao cho mỗi lần bạn đề cập đến một lớp làm cơ sở. Về mặt đồ họa, chúng ta có thể thể hiện rằng như thế này:

*Đáng kinh ngạc*

*Máy phát Máy thu*

*Đài*

Một hàm ảo của một lớp cơ sở được sao chép có thể được ghi đè bởi một hàm (đơn) trong một hàm derived lớp. Thông thường, một hàm ghi đè gọi các phiên bản lớp cơ sở của nó và sau đó thực hiện công việc cụ thể đến lớp dẫn xuất:

*void Radio :: write ()*

*{*

*Bộ truyền :: write ();*

*Bộ nhận :: write ();*

*// ... viết thông tin radio cụ thể ...*

*}*

#### 21.3.5 Lớp cơ sở ảo (Virtual Base Classes)

Ví dụ Radio trong tiểu mục trước hoạt động bởi vì lớp lưu trữ có thể được an toàn, con- nhân rộng một cách nhẹ nhàng và hiệu quả. Lý do cho điều đó đơn giản là St Lovely là một lớp trừu tượng cung cấp một giao diện thuần túy. Một đối tượng lưu trữ không chứa dữ liệu của riêng nó. Đây là trường hợp đơn giản nhất và giải pháp cung cấp sự tách biệt tốt nhất giữa các mối quan tâm về giao diện và triển khai. Trên thực tế, một lớp không thể không gặp một số khó khăn khi xác định rằng có hai vật thể đáng yêu trên một Đài phát thanh.

Chúng tôi có thể xác định St Lovely để giữ tên của tệp được sử dụng để lưu trữ đối tượng:

*lớp học ổn định {*

*public:*

*Lưu trữ (const string & s); // lưu trữ trong tệp có tên s*

*ảo void read () = 0;*

*void ghi () = 0;*

*ảo ̃Storable ();*

*protected:*

*chuỗi tên\_tệp;*

*Stocking (const Stocking &) = xóa;*

*Stocking & operator = (const Stocking &) = delete;*

*};*

Với sự thay đổi rõ ràng là nhỏ này đối với St Lovely, chúng ta phải thay đổi thiết kế của Radio. Tất cả các phần của một đối tượng phải chia sẻ một bản sao duy nhất của Stocking. Nếu không, chúng tôi có thể nhận được hai phần của một cái gì đó có nguồn gốc từ Lưu trữ nhiều lần bằng cách sử dụng các tệp khác nhau. Chúng tôi tránh sao chép bằng cách khai báo một cơ sở virtual: mọi cơ sở ảo của một lớp dẫn xuất được đại diện bởi cùng một đối tượng (dùng chung). Cho ví dụ- nài nỉ:

*Bộ truyền lớp: công khai ảo lưu trữ {*

*public:*

*ghi đè void write ();*

*// ...*

*};*

*Class Receiver: public virtual Stocking {*

*public:*

*ghi đè void write ();*

*// ...*

*};*

*Class Radio: Máy phát công cộng, Máy thu công cộng {*

*public:*

*ghi đè void write ();*

*// ...*

*};*

*Hoặc bằng đồ thị:*

*Đáng yêu*

*Máy phát máy thu*

*Đài*

Trên mặt khác, mỗi lớp cơ sở không được chỉ định virtual sẽ có subobject riêng đại diện cho nó.

Các cách để hai lớp trong hệ thống phân cấp lớp chia sẻ dữ liệu:

[1] Làm cho dữ liệu phi địa phương (bên ngoài lớp dưới dạng biến toàn cục hoặc không gian tên).

[2] Đặt dữ liệu trong một lớp cơ sở.

[3] Phân bổ một đối tượng ở đâu đó và cấp cho mỗi lớp một con trỏ.

Tùy chọn [1], dữ liệu phi địa phương, thường là một lựa chọn kém vì chúng tôi không thể kiểm soát những gì mã truy cậpdữ liệu và cách thức. Nó phá vỡ mọi quan niệm về sự đóng gói và cục bộ.

Tùy chọn [2], đặt dữ liệu trong một lớp cơ sở, thường là đơn giản nhất. Tuy nhiên, đối với thừa kế đơn lẻ giải pháp đó làm cho dữ liệu hữu ích (và các chức năng) '' nổi lên '' thành một lớp cơ sở chung; thường nó ‘‘ bong bóng- bles ’’ đến tận gốc của cây kế thừa. Điều này có nghĩa là mọi thành viên của lớp đều-archy được quyền truy cập. Điều đó về mặt logic rất giống với việc sử dụng dữ liệu phi địa phương và cũng bị như vậy các vấn đề. Vì vậy, chúng ta cần một cơ sở chung không phải là gốc của cây - tức là một cơ sở ảo.

Tùy chọn [3], chia sẻ một đối tượng được truy cập thông qua con trỏ, có ý nghĩa. Tuy nhiên, sau đó xây dựng-(các) tor cần dành bộ nhớ cho đối tượng được chia sẻ đó, khởi tạo nó và cung cấp các con trỏ tới đối tượng chia sẻ cho các đối tượng cần truy cập. Đó đại khái là những gì mà các nhà xây dựng làm để triển khai một vir- đế tual.

Ý tưởng.

Chúng ta có thể biểu diễn một đối tượng của một lớp với cơ sở ảo như sau:

*Người nhận*

*Hệ thống điều khiển*

*Đài*

*Đáng yêu*

Các '' con trỏ '' đến đối tượng được chia sẻ đại diện cho cơ sở ảo, St Lovely, sẽ là phần bù và thường một trong những điều đó có thể được tối ưu hóa bằng cách đặt Kho lưu trữ ở một vị trí cố định liên quan đến Bộ thu hoặc đối tượng bộ phát. Mong đợi tổng chi phí lưu trữ là một từ cho mỗi cơ sở ảo.

##### 21.3.5.1 Xây dựng cơ sở ảo (Constructing Virtual Bases)

Sử dụng các đế ảo, bạn có thể tạo các mạng phức tạp. Đương nhiên, chúng tôi muốn giữ độ trễ đơn giản, nhưng chúng tôi làm cho chúng phức tạp đến mức nào, thì ngôn ngữ này đảm bảo rằng một csự khởi đầu của một cơ sở ảo được gọi chính xác một lần. Hơn nữa, hàm tạo của một cơ sở (cho dù ảo hay không) được gọi trước các lớp dẫn xuất của nó. Bất cứ điều gì khác sẽ gây ra hỗn loạn (nghĩa là, một đối tượng có thể được sử dụng trước khi nó được khởi tạo). Để tránh sự hỗn loạn như vậy, hàm tạo của mọi cơ sở ảo là được gọi (ngầm định hoặc rõ ràng) từ phương thức khởi tạo cho đối tượng hoàn chỉnh (phương thức khởi tạo cho lớp dẫn xuất nhất). Đặc biệt, điều này đảm bảo rằng một cơ sở ảo được xây dựng chính xác một lần sự kiện nếu nó được đề cập ở nhiều nơi trong hệ thống phân cấp lớp. Ví dụ:

*struct V {*

*V (int i);*

*// ...*

*};*

*Struct A {*

*MỘT(); // nhà xây dựng mặc định*

*// ...*

*};*

*struct B: virtual V, vir tual A {*

*B (): V {1} {/ \* ... \* /}; // nhà xây dựng mặc định ; phải khởi tạo cơ sở V*

*// ...*

*};*

*struct C: ảo V {*

*public:*

*C (int i): V {i} {/ \* ... \* /}; // phải khởi tạo cơ sở V*

*// ...*

*};*

*public D: công cộng ảo B, công cộng ảo C {*

*// ngầm định lấy cơ sở ảo V từ B và C*

*// ngầm nhận cơ sở ảo A từ B*

*public:*

*D () {/ \* ... \* /} // error: không có hàm tạo mặc định cho C hoặc V*

*D (int i): C {i} {/ \* ... \* /}; // error: không có hàm tạo mặc định cho V*

*D (int i, int j): V {i}, C {j} {/ \* ... \* /} // OK*

*// ...*

*};*

Lưu ý rằng D có thể và phải cung cấp trình khởi tạo cho V. Thực tế là V không được đề cập rõ ràng là một cơ sở của D là không liên quan. Kiến thức về một cơ sở ảo và nghĩa vụ khởi tạo nó '' bong bóng lên '' cho lớp dẫn xuất nhất. Một cơ sở ảo luôn được coi là một cơ sở trực tiếp có nguồn gốc nhiều nhất của nó.

Thực tế là cả B và C đều khởi tạo V là không liên quan vì trình biên dịch không có ý tưởng nào trong số hai trình khởi tạo đó để thích. Do đó, chỉ có trình khởi tạo được cung cấp bởi lớp dẫn xuất nhất là đã sử dụng.

Hàm tạo cho một cơ sở ảo được gọi trước các hàm tạo cho các lớp dẫn xuất của nó.

Trong thực tế, điều này không hoàn toàn được bản địa hóa như chúng tôi mong muốn. Đặc biệt, nếu chúng ta lấy được một lớp, DD, từ D, sau đó DD phải làm công việc để khởi tạo các cơ sở ảo. Trừ khi chúng ta có thể đơn giản kế thừa các hàm tạo của D (§20.3.5.1), điều đó có thể gây phiền toái. Điều đó phải khuyến khích chúng tôi không lạm dụng các lớp cơ sở ảo.

Vấn đề logic này với các hàm tạo không tồn tại đối với các hàm hủy. Chúng chỉ đơn giản là được gọi theo thứ tự xây dựng ngược lại (§20.2.2). Đặc biệt, một hàm hủy cho một cơ sở ảo được gọi chính xác một lần.

##### 21.3.5.2 Gọi một thành viên lớp học ảo Chỉ một lần (Calling a Virtual Class Member Once Only)

Khi xác định các hàm cho một lớp có cơ sở ảo, người lập trình nói chung không thể biết liệu cơ sở có được chia sẻ với các lớp dẫn xuất khác hay không. Đây có thể là một vấn đề khi thực hiện- đề cập đến một dịch vụ yêu cầu một hàm lớp cơ sở được gọi chính xác một lần cho mỗi lần gọi hàm dẫn xuất. Khi cần, người lập trình có thể mô phỏng lược đồ được sử dụng cho các hàm tạo bằng cách chỉ gọi một hàm lớp cơ sở ảo từ lớp dẫn xuất nhất. Ví dụ, giả sử chúng tacó một lớp Window cơ bản biết cách vẽ nội dung của nó:

*Cửa sổ lớp học {*

*public:*

*// vật liệu cơ bản*

*ảo void draw ();*

*};*

Ngoài ra, chúng tôi có nhiều cách khác nhau để trang trí cửa sổ và thêm tiện nghi:

*class Window\_with\_border: public virtual Window {*

*// nội dung đường viền*

*protected:*

*void own\_draw (); // hiển thị đường viền*

*public:*

*ghi đè void draw ();*

*};*

*class Window\_with\_menu: public virtual Window {*

*// menu thứ*

*được bảo vệ:*

*void own\_draw (); // hiển thị menu*

*public:*

*ghi đè void draw ();*

*};*

Các hàm own\_draw () không cần phải ảo vì chúng được gọi từ bên trong một vir- hàm tual draw () '' biết '' loại đối tượng mà nó được gọi.

Từ đó, chúng ta có thể tạo một lớp Đồng hồ hợp lý:

*class Clock: public Window\_with\_border, public Window\_with\_menu {*

*// nội dung đồng hồ*

*protected:*

*void own\_draw (); // hiển thị mặt và kim đồng hồ*

*public:*

*ghi đè void draw ();*

*};*

*hoặc bằng đồ thị:*

*Cửa sổ*

*Window\_with\_border Window\_with\_menu*

*Cái đồng hồ*

Các hàm draw () bây giờ có thể được định nghĩa bằng cách sử dụng các hàm own\_draw (), để một người gọi bất kỳ draw () được Window :: draw () gọi đúng một lần. Điều này được thực hiện độc lập với loại Cửa sổ mà draw () được gọi:

*void Window\_with\_border :: draw ()*

*{*

*Cửa sổ :: draw ();*

*own\_draw (); // hiển thị đường viền*

*}*

*void Window\_with\_menu :: draw ()*

*{*

*Cửa sổ :: draw ();*

*own\_draw (); // hiển thị menu*

*}*

*void Clock :: draw ()*

*{*

*Cửa sổ :: draw ();*

*Window\_with\_border :: own\_draw ();*

*Window\_with\_menu :: own\_draw ();*

*own\_draw (); // hiển thị mặt và kim đồng hồ*

*}*

Lưu ý rằng một cuộc gọi đủ điều kiện, chẳng hạn như Window :: draw (), không sử dụng cơ chế gọi ảo. Thay thế, nó trực tiếp gọi hàm được đặt tên rõ ràng, do đó tránh được đệ quy vô hạn khó chịu.

#### 21.3.6 Cơ sở sao chép so với Cơ sở ảo (Replicated vs Virtual Bases)

Sử dụng đa kế thừa để cung cấp triển khai cho các lớp trừu tượng đại diện cho liên khuôn mặt ảnh hưởngcách một chương trình được thiết kế. Lớp BB\_ival\_slider là một ví dụ:

*class BB\_ival\_slider*

*: public Ival\_slider, // interface*

*BBslider được bảo vệ // triển khai*

*{*

*// triển khai các chức năng theo yêu cầu của Ival\_slider và BBslider, sử dụng các tiện ích từ BBslider*

*};*

Trong ví dụ này, hai lớp cơ sở đóng các vai trò khác biệt về mặt logic. Một cơ sở là một bản tóm tắt công khai lớp cung cấp giao diện và lớp kia là lớp cụ thể được bảo vệ cung cấp việc triển khai ‘‘ Chi tiết’’. Những vai trò này được phản ánh trong cả kiểu của các lớp và trong kiểm soát truy cập cung cấp. Việc sử dụng đa kế thừa là điều cần thiết ở đây vì lớp dẫn xuất cần để ghi đè các chức năng ảo từ cả giao diện và quá trình triển khai.

Khi sử dụng một lớp trừu tượng (không có bất kỳ dữ liệu được chia sẻ nào) làm giao diện, chúng ta có một lựa chọn:

• Sao chép lớp giao diện (một đối tượng cho mỗi đề cập trong hệ thống phân cấp lớp).

• Làm cho lớp giao diện ảo để chia sẻ một đối tượng đơn giản giữa tất cả các lớp trong hệ thống phân cấp mà đề cập đến nó.

Sử dụng Ival\_slider làm cơ sở ảo cung cấp cho chúng tôi:

*class BB\_ival\_slider*

*: Ival\_slider ảo công khai, BBslider được bảo vệ {/ \* ... \* /};*

*class Popup\_ival\_slider*

*: public virtual Ival\_slider {/ \* ... \* /};*

*class BB\_popup\_ival\_slider*

*: Popup\_ival\_slider ảo công khai, BB\_ival\_slider được bảo vệ {/ \* ... \* /};*

hoặc bằng đồ thị:

*Ival\_slider*

*Popup\_ival\_slider BB\_ival\_slider*

*BB\_popup\_ival\_slider*

*BBslider*

Tuy nhiên, chúng tôi cũng có giải pháp thay thế này bằng cách sử dụng các đối tượng Ival\_slider được sao chép:

*class BB\_ival\_slider*

*: Ival\_slider công khai, BBslider được bảo vệ {/ \* ... \* /};*

*class Popup\_ival\_slider*

*: public Ival\_slider {/ \* ... \* /};*

*class BB\_popup\_ival\_slider*

*: public Popup\_ival\_slider, BB\_ival\_slider được bảo vệ {/ \* ... \* /}*

hoặc bằng đồ thị:

*Ival\_slider Ival\_slider*

*Popup\_ival\_slider BB\_ival\_slider*

*BB\_popup\_ival\_slider*

*BBslider*

Tuy nhiên, có sự khác biệt hợp lý. Trong thiết kế Ival\_slider được nhân rộng, BB\_po pup\_ival\_slider không thể được chuyển đổi hoàn toàn thành Ival\_slider (vì điều đó sẽ không rõ ràng):

*void f (Ival\_slider ∗ p);*

*void g (BB\_popup\_ival\_slider ∗ p)*

*{*

*f (p); // lỗi: Popup\_ival\_slider :: Ival\_slider hay BB\_ival\_slider :: Ival\_slider?*

*}*

Mặt khác, có thể xây dựng các tình huống hợp lý trong đó việc chia sẻ ngụ ý trong thiết kế cơ sở ảo gây ra sự không rõ ràng cho các phôi từ lớp cơ sở .Tuy nhiên, môi trường xung quanh- gu ăn mặc dễ bị đối phó.

Làm cách nào để chúng ta chọn giữa các lớp cơ sở ảo và các lớp cơ sở được sao chép cho các giao diện của chúng ta?

Tất nhiên, chúng tôi thường không có lựa chọn vì chúng tôi phải tuân theo một thiết kế hiện có.

Ví dụ:

*Popup\_ival\_slider ∗ popup\_slider\_factory (args)*

*{*

*// ...*

*trả về BB\_popup\_ival\_slider mới (args);*

*// ...*

*}*

Không cần chuyển đổi rõ ràng để có được từ triển khai (tại đây, BB\_popup\_ival\_slider) thànhgiao diện trực tiếp (tại đây, Popup\_ival\_slider).

##### 21.3.6.1 Ghi đè các hàm cơ sở ảo (Overriding Virtual Base Functions)

Một lớp dẫn xuất có thể ghi đè một hàm ảo của lớp cơ sở ảo trực tiếp hoặc gián tiếp của nó. Cụ thể- lar, hai lớp khác nhau có thể ghi đè các chức năng ảo khác nhau từ cơ sở ảo. Trong đó theo cách, các lớp dẫn xuất eral sev có thể đóng góp các triển khai cho giao diện được trình bày bởi một lớp cơ sở. Ví dụ, lớp Window có thể có các hàm set\_color () và prompt (). Trong đó trường hợp, Window\_with\_border có thể ghi đè set\_color () như một phần của việc kiểm soát lược đồ màu và Window\_with\_menu có thể ghi đè lên prompt () như một phần kiểm soát các tương tác của người dùng:

*Cửa sổ lớp học {*

*// ...*

*void set\_color (Color) = 0; // đặt màu nền*

*dấu nhắc void ảo () = 0;*

*};*

*class Window\_with\_border: public virtual Window {*

*// ...*

*ghi đè void set\_color (Màu); // kiểm soát màu nền*

*};*

*class Window\_with\_menu: public virtual Window {*

*// ...*

*vghi đè oid prompt (); // kiểm soát các tương tác của người dùng*

*};*

*class My\_window: public Window\_with\_menu, public Window\_with\_border {*

*// ...*

*};*

Điều gì sẽ xảy ra nếu các lớp dẫn xuất khác nhau ghi đè cùng một chức năng? Điều này được cho phép nếu và chỉ khi một số lớp ghi đè có nguồn gốc từ mọi lớp khác ghi đè hàm. Đó là, một chức năng phải ghi đè lên tất cả những người khác. Ví dụ: My\_window có thể ghi đè lên prompt () để cải thiện những gì Win-dow\_with\_menu cung cấp:

*class My\_window: public Window\_with\_menu, public Window\_with\_border {*

*// ...*

*ghi đè void prompt (); // không để các tương tác của người dùng đến cơ sở*

*};*

hoặc bằng đồ thị:

*Cửa sổ {set\_color (), prompt ()}*

*Window\_with\_border {set\_color ()} Window\_with\_menu {prompt ()}*

*My\_window {prompt ()}*

Nếu hai lớp ghi đè một hàm của lớp cơ sở, nhưng không ghi đè lên lớp kia, thì cấu trúc phân cấp của lớp là một lỗi. Lý do là không một hàm duy nhất nào có thể được sử dụng để cung cấp một ý nghĩa nhất quán cho tất cả các cuộc gọi độc lập với lớp nào chúng sử dụng làm giao diện. Hoặc, sử dụng thuật ngữ triển khai, không bảng chức năng ảo có thể được xây dựng bởi vì một lệnh gọi đến chức năng đó trên đối tượng hoàn chỉnh sẽ không rõ ràng. Ví dụ, có Radio không được khai báo write (), các khai báo của write () trong Máy thu và Máy phát sẽ gây ra lỗi khi xác định Radio. Như với Radio, xung đột như vậy được giải quyết bằng cách thêm một hàm ghi đè vào lớp dẫn xuất nhất.

Một lớp cung cấp một số - nhưng không phải tất cả - việc triển khai cho một lớp cơ sở ảo thường là được gọi là mixin.

### 21.4 Lời khuyên

[1] Sử dụng unique\_ptr hoặc shared\_ptr để tránh quên xóa các đối tượng được tạo bằng new

[2] Tránh các thành viên ngày tháng trong các lớp cơ sở dùng làm giao diện.

[3] Sử dụng các lớp trừu tượng để thể hiện các giao diện.

[4] Cung cấp cho một lớp trừu tượng một hàm hủy ảo để đảm bảo việc dọn dẹp thích hợp.

[5] Sử dụng tính năng ghi đè để làm cho việc ghi đè trở nên rõ ràng trong các hệ thống phân cấp lớp lớn.

[6] Sử dụng các lớp trừu tượng để hỗ trợ kế thừa giao diện.

[7] Sử dụng các lớp cơ sở với các thành viên dữ liệu để hỗ trợ kế thừa triển khai.

[8] Sử dụng đa kế thừa thông thường để thể hiện sự kết hợp của các tính năng.

[9] Sử dụng đa kế thừa để tách việc triển khai khỏi giao diện.

[10] Sử dụng cơ sở ảo để biểu thị một cái gì đó chung cho một số, nhưng không phải tất cả, các lớp trong phân cấp-chy.

# Phần 2. Chương trình

## Chương I. Nguyên nhân và mục đích làm chương trình

Nguyên nhân: việc quản lý thông tin sinh viên khá khó khăn nếu chúng ta làm điều đó bằng cách thủ công. Nếu chỉ quản lý một vài sinh viên thì khá đơn giản, nhưng một lớp thì không thể chỉ có một vài sinh viên (trừ một số trường hợp đặc biệt) mà có đến hàng trăm, hay thậm chí chúng ta không chỉ quản lí một lớp có thể còn phải quản lý sinh viên của một ngành hay cả một khóa. Khi quản lý cho nhiều người như vậy, lượng thông tin cần lưu lại rất nhiều , do đó việc nhầm lẫn hay điền sai thông tin là điều không thể tránh khỏi. Nếu xảy ra sai xót thì ta phải làm lại từ đầu.

=> Để khắc phục một số hạn chế này thì nhóm đã quyết định tạo ra một chương trình đáp ứng các khuyết điểm khi tiến hành quản lý sinh viên thủ công.

## Chương II. Cơ sở lý thuyết

### 1. Các tính chất trong lập trình hướng đối tượng

Lập trình hướng đối tượng là gì ? – Là một kỹ thuật lập trình, trong đó cho phép lập trình viên tạo ra các đối tượng bằng code thông qua mô tả một cách trừu tượng hóa các đối tượng trong đời sống.

Mục đích của lập trình hướng đối tượng: tối ưu việc quản lý sourcode, giúp tăng khả năng tái sử dụng và quan trọng hơn hết là giúp tóm gọn các thủ tục đã biết trước tính chất thông qua việc sử dụng các đối tượng.

Có 4 tính chất trong lập trình hướng đối tượng:

* Tính đóng gói (Encapsulation)
* Tính kế thừa (Inheritance)
* Tính đa hình (Polymorphism)
* Tính trừu tượng (Abstraction)

#### 1.1 Tính đóng gói (Encapsuation)

Tính đóng gói cho phép che giấu thông tin và những tính chất xử lý bên trong của đối tượng. Các đối tượng khác không thể tác động trực tiếp đến dữ liệu bên trong và làm thay đổi trạng thái của đối tượng mà bắt buộc phải thông qua các phương thức công khai do đối tượng đó cung cấp.

Ví dụ:

*class Profile{*

*private:*

*string fullname, mssv, province, Class;*

*float gpa;*

*public:*

*float getGpa();*

*string getName();*

*void set\_Gpa() ;*

*};*

Ở ví dụ này, các thuộc tính fullname, mssv, province, Class và gpa nằm trong phạm vi truy cập riêng tư , tức là các đối tượng bên ngoài không thể truy cập hay thay đổi giá trị cho chúng mà chỉ các phương thức bên trong class Profile mới truy xuất được.

Mặc dù không thể truy xuất trực tiếp, ta co thể thông qua phương thức trong class đó để lấy các thuộc tính đó. Như ở trên, các phương thức:

*float getGpa(); // giúp ta lấy được giá trị gpa*

*string getName(); // giúp ta lấy được giá trị fullname*

*void set\_Gpa() ; // giúp ta thay đổi giá trị gpa*

Tính chất này giúp tăng tính bảo mật cho đối tượng và tránh tình trạng dữ liệu bị rò rỉ, hạn chế những truy cập không mong muốn.

#### 1.2 Tính kế thừa (Inheritance)

Tính kế thừa cho phép xây dựng một lớp mới (lớp con), kế thừa và tái sử dụng các thuộc tính, phương thức cũ (lớp cha) đã có trước đó.

Các lớp con kế thừa toàn bộ thành phần của lớp cha và không cần định nghĩa lại.

Ví dụ:

*class Profile{*

*private:*

*float gpa;*

*public:*

*float getGpa();*

*};*

*class Practise:public Profile {*

*private:*

*float practise;*

*public:*

*float getPractise():*

*};*

*class Scholarship : public Practise{*

*private:*

*string namebank;*

*int numberbank;*

*public:*

*bool check(); // kiểm tra điều kiện học bổng*

*};*

*bool Scholarship::check(){*

*if(getGpa() >= 7.9 && getPractise() >= 4 && get\_n\_Allow() < 3)*

*return true;*

*else*

*return false;*

*}*

Ở đây, Scholarship kế thừa *Practise* và *Profile*. Trong *Scholarship* có phương thức *check()* để kiểm tra xem sinh viên đó có đủ điều kiện vào diện được học bổng hay không. Trong hàm này chúng ta không khai báo một đối tượng nào có kiểu dữ kiệu *Profile* hay *Practise* nhưng ta vẫn có thể gọi hai phương thức *getGpa()* và *getPractise()* trong hai class đó , điều nay thể tính kế thừa và ở đây là kế thừa phương thức đã khai báo trước đó.

Không những kế thừa, lớp con có thể mở rộng ra các thành phần kế thừa hoặc bổ sung thành phần mới.

*class Scholarship : public Practise{*

*private:*

*string namebank;*

*int numberbank;*

*public:*

*friend istream& operator >> (istream& is, Scholarship &ip1);*

*friend ostream& operator << (ostream& os, Scholarship &ip1);*

*bool check();*

*void set\_Namebank();*

*void set\_Numberbank();*

*};*

Scholarship còn thêm thuộc tính namebank và numberbank cùng như các phương thức mới *set\_Namebank()* và *set\_Numberbank().*

**1.3 Tính đa hình (Polymorphism)**

Tính đa hình có thể được hiểu là trong hai hay nhiều lớp có những phương thức giống nhau nhưng có thể thực thi theo những cách khác nhau.

*class Profile{*

*private:*

*string fullname, mssv, province, Class;*

*float gpa;*

*public:*

*virtual void Input();*

*virtual void Output();*

*};*

*void Profile::Input(){*

*cout<<"Nhap ho ten sinh vien: ";*

*fflush(stdin);*

*getline(cin,fullname);*

*cout<<endl;*

*cout<<"Nhap ma so sinh vien: ";*

*fflush(stdin);*

*getline(cin, mssv);*

*cout<<endl;*

*cout<<"Nhap lop: ";*

*fflush(stdin);*

*getline(cin, Class);*

*cout<<endl;*

*cout<<"Nhap que cua sinh vien: ";*

*fflush(stdin);*

*getline(cin, province);*

*cout<<endl;*

*cout<<"Nhap diem trung binh: ";*

*cin>>gpa;*

*cout<<endl;*

*}*

*void Profile::Output(){*

*cout<<"Ho va ten: "<<fullname<<endl;*

*cout<<"MSSV: "<<mssv<<endl;*

*cout<<"Lop: "<<Class<<endl;*

*cout<<"Que: "<<province<<endl;*

*cout<<"Diem trung binh: "<<gpa<<endl;*

*}*

*class Practise:public Profile {*

*private:*

*int lesson, allow, n\_allow;*

*float practise;*

*int s\_lesson;*

*public:*

*void Input();*

*void Output();*

*};*

*void Practise::Input(){*

*cout<<"Nhap tong so buoi hoc (1 ki): ";*

*cin>>s\_lesson;*

*cout<<endl;*

*cout<<"Nhap so buoi da hoc: ";*

*cin>>lesson;*

*cout<<endl;*

*cout<<"Nhap so buoi nghi co phep: ";*

*cin>>allow;*

*cout<<endl;*

*cout<<"Nhap so buoi nghi khong phep: ";*

*cin>>n\_allow;*

*cout<<endl;*

*}*

*void Practise::Output(){*

*cout<<"Tong so buoi (1 ki): "<<s\_lesson<<endl;*

*cout<<"So buoi hoc: "<<lesson<<endl;*

*cout<<"Nghi co phep: "<<allow<<endl;*

*cout<<"Nghi khong phep: "<<n\_allow<<endl;*

*}*

*int main(){*

*Profile \*pr, pr1;*

*pr= &pr1; // H1*

*pr->Input(); // H2*

*pr->Output(); // H3*

*pr= new Practise; // H4*

*pr->Input(); // H5*

*pr->Output(); // H6*

*}*

Ở đây, class *Profile* và *Practise* đều có chung tên phương thức là *Input ()* và *Output ()* nhưng lại thực thi theo cách khác nhau và *Practise* kế thừa *Profile.* Khi chạy chương trình, từ dòng H1->H3 nó sẽ thực hiện phương thức *Input ()* và *Output ()* bên trong *class Profile* : nhâp tên , điểm , mssv, ... và in ra tên, điểm, mssv,..... bởi vì *pr* có kiểu là *Profile*. Kể từ dòng H4 *pr* có kiểu *Practise* và nó sẽ gọi đến phương thức *Input ()* và *Output ()* bên trong class *Practise*: nhập buổi học, có phép,... và in ra buổi học, có phép,....

Lưu ý: nếu lớp cha và lớp con có cùng tên phương thức thì phương thức ở lớp cha phải nên là hàm ảo giống ví dụ trên hay là hàm thuần ảo.

* 1. **Tính trừu tương (Abstraction)**

Tính trừu tượng có thể được hiểu là tổng quát hóa một cái gì đó lên, không cần chú ý những chi tiết bên trong .

Ví dụ 1: khi sử dụng xe máy, người dùng chỉ cần biết là tăng ga thì xe sẽ tăng tốc mà không cần phải biết bên trong nó làm thế nào.

Ví dụ 2:

*class Profile{*

*private:*

*string fullname, mssv, province, Class;*

*float gpa;*

*public:*

*friend istream& operator >> (istream& is, Profile &pf1);*

*friend ostream& operator << (ostream& os, Profile &pf1);*

*float getGpa();*

*string getName();*

*void set\_Gpa() ;*

*};*

Khi quản lý sinh viên, chúng ta chỉ quan tâm đến: họ và tên, mssv, quên quán, học lớp nào, hay có thể có tài khoản ngân hàng khi cần thiết. Mà không cần quan tâm: chiều cao, sở thích, quan hệ tình cảm. Những điều này là không quan trọng và cần thiết.

### 2. Cấu trúc dữ liệu - Danh sách liên kết đơn (Single linked list)

#### 2.1 Khái niệm

Danh sách liên kết đơn là tập hợp các Node, được sắp xếp sao cho mỗi Node chứa “một giá trị” (data) và “một con trỏ” (next). Con trỏ sẽ trỏ tới phần tử tiếp theo của danh sách liên kết đó, Node cuối cùng có next trỏ tới NULL.

#### 2.2 Một số phương thức trong danh sách liên kết

Trước hết, chúng ta cần khai báo cấu trúc của một Node (gồm data và con trỏ next).

*struct Node{*

*Student data;*

*Node \*next;*

*};*

*class Student\_Management{*

*private:*

*long size;*

*Node \*head;*

*Node \*tail;*

*public:*

*Student\_Management(); //khởi tạo mặc định*

*Student\_Management(long size, Node \*head, Node \*tail); // khởi tạo đầy đủ*

*Student\_Management(const Student\_Management &slist); //khởi tạo sao chép*

*~Student\_Management(); // hàm hủy*

*Node\* createNode(Student st); // tạo một Node mới*

*void addLast(Student st); //thêm Node vào cuối danh sách*

*Node\* previous(Node \*p); // tìm Node trước Node p*

*void removeFirst(); // xóa Node đầu tròn danh sách*

*void removeLast(); // xóa Node cuối trong danh sách*

*void remove(Node \*p); // xóa một Node bất kỳ*

*void traverse(); // duyệt danh sách liên kết*

*};*

Con trỏ *head* và *tail* dùng để quản lý phần tử đầu tiên và cuối cùng trong danh sách liên kết. *Size* dùng để quản lý số lượng phần tử trong danh sách liên kết.

##### 2.2.1 Hàm khởi tạo và hủy danh sách liên kết

Khởi tạo mặc định:

*Student\_Management::Student\_Management(){*

*head=NULL;*

*tail=NULL;*

*size=0;*

*}*

Khởi tạo đầy đủ:

*Student\_Management::Student\_Management(long size, Node\* head, Node\* tail){*

*this->size=size;*

*this->head=head;*

*this->tail=tail;*

*}*

Khởi tạo sao chép:

*Student\_Management::Student\_Management(const Student\_Management &slist){*

*this->size=slist.size;*

*this->head=slist.head;*

*this->tail=slist.tail;*

*}*

Hàm hủy:

*Student\_Management::~Student\_Management(){*

*delete head;*

*delete tail;*

*size=0;*

*}*

##### 2.2.2 Tạo một Node mới

*Node\* Student\_Management::createNode(Student st){*

*Node \*p= new Node;*

*p->data=st;*

*p->next=NULL;*

*return p;*

*}*

##### 2.2.3 Thêm Node vào cuối danh sách

Nếu head=NULL thì danh sách liên kết đang trống, Node chèn vào sẽ trở thành head.

Ngược lại, ta sẽ duyệt tới Node cuối cùng (Node có next = NULL), và trỏ next của Node cuối tới Node mới.

*void Student\_Management::addLast(Student st){*

*Node \*temp=createNode(st);*

*if(head==NULL){*

*head=tail=temp;*

*}*

*else{*

*tail->next=temp;*

*tail=temp;*

*}*

*size++;*

*}*

##### 2.2.4 Tìm Node trước của một Node

*Node\* Student\_Management::previous(Node \*p) {*

*Node \*t = head;*

*while (t->next != p)*

*t = t->next;*

*return t;*

*}*

##### 2.2.5 Xóa Node đầu tiên trong danh sách

Ta chỉ cần cho Node kế tiếp của head làm head là được (node kế tiếp của head: head->next).

*void Student\_Management::removeFirst(){*

*if(size==0)*

*return;*

*Node\* temp=head;*

*head=head->next;*

*delete temp;*

*size --;*

*}*

##### 2.2.6 Xóa Node cuối trong danh sách

Tương tự xóa đầu.

*void Student\_Management::removeLast(){*

*if(size==0)*

*return;*

*if(size==1){*

*delete head;*

*size--;*

*return;*

*}*

*Node \*p=previous(tail); // tìm Node trước Node tail*

*Node \*temp=tail;*

*p->next=NULL;*

*tail=p;*

*delete temp;*

*size--;*

*}*

##### 2.2.7 Xóa Node bất kỳ

Tương tự xóa đầu nhưng cần tìm Node trước Node cần xóa.

*void Student\_Management::remove(Node \*p) {*

*if (p == head) {*

*removeFirst();*

*return;*

*}*

*if (p == tail) {*

*removeLast();*

*return;*

*}*

*Node \*pre = previous(p);*

*pre->next = p->next;*

*delete p;*

*size--;*

*}*

##### 2.2.8 Duyệt danh sách

*void Student\_Management::traverse(){*

*Node \*p=head;*

*while(p!=NULL){*

*cout<<p->data;*

*p=p->next;*

*}*

*delete p;*

*}*

#### 3. Đọc/ghi file

Dữ liệu được lưu ở biến của chương trình, và nó sẽ biến mất khi chương trình kết thúc. Vì vậy, việc sử dụng file sẽ giúp lưu trữ các dữ liệu cần thiết để đảm bảo của chúng ta không bị mất ngay cả khi chương trình của chúng ta ngừng chạy.

Trước khi làm việc với file cần khai báo thư viện fstream .

*#include<fstream>*

Có 3 kiểu dữ liệu khi làm việc với file:

* Ofstream: dùng để tạo ra file và ghi thông tin vào file đó.
* Ifstream: dùng để đọc thông tin từ file.
* Fstream: cho phép tạo file, ghi thông tin vào file và đọc thông tin từ file.

##### 3.1 Mở một file

Để mở một file, ta sử dụng hàm void open(const char \*ten\_file, ios::che\_do).

Trong đó:

Ten\_file: tên file cần mở.

Che\_do: chế độ thao tác với file.

Có 5 chế độ :

* App: thông tin được thêm vào cuối thông tin đã có.
* Ate: mở một file và di chuyển con trỏ tới cuối file.
* In: mở file để đọc.
* Out: mở file để ghi.
* Trunc: nếu file đã tồn tại thì xóa nội dung trong file trước khi mở nó.

Ví dụ:

*void Student\_Management::traverse(){*

*Node \*p=head;*

*fstream File;*

*File.open("List\_student.txt", ios::out); // mở file List\_student.txt với chế độ out (mở file để ghi)*

*File<<"=====DANH SACH THONG TIN SINH VIEN======"<<endl;*

*while(p!=NULL){*

*cout<<p->data;*

*File<<p->data;*

*p=p->next;*

*}*

*File.close();*

*delete p;*

*}*

Ta có thể kết hợp hai hay nhiều chế độ , ngăn cách các chế độ bằng cách sử dụng “ | “.

Ví dụ :

*File.open("List\_student.txt", ios::out | ios::in); // mở file với chế độ out (mở file để ghi) và chế độ in (đọc file)*

##### 3.2 Đóng file

Ta sử dụng hàm *void close().*

*void Student\_Management::traverse(){*

*Node \*p=head;*

*fstream File;*

*File.open("List\_student.txt", ios::out);*

*File<<"=====DANH SACH THONG TIN SINH VIEN======"<<endl;*

*while(p!=NULL){*

*cout<<p->data;*

*File<<p->data;*

*p=p->next;*

*}*

*File.close(); // đóng file List\_student.txt*

*delete p;*

*}*

##### 3.3 Mở file để đọc/ghi

Để ghi file ta sử dụng “ << “, còn đọc file ta dùng “ >> ”.

Ví dụ:

*void Student\_Management::traverse(){*

*Node \*p=head;*

*fstream File;*

*File.open("List\_student.txt", ios::out);*

*File<<"=====DANH SACH THONG TIN SINH VIEN======"<<endl;*

*while(p!=NULL){*

*cout<<p->data;*

*File<<p->data; // ghi thông tin vào file List\_student.txt*

*// File>>p->data; //đọc thông tin trong file List\_student.txt*

*p=p->next;*

*}*

*File.close();*

*delete p;*

*}*

## Chương III. Khái quát về chương trình

* Các thư viện được sử dụng:

*#include<iostream>*

*#include<string>*

*#include<cmath>*

*#include<fstream>*

* Các class được khai báo trong chương trình:

*class Profile{..};*

*class Practise:public Profile {..};*

*class Scholarship : public Practise{..};*

*class Student: public Scholarship{..};*

*class Student\_Management{..};*

* Các chức năng trong chương trình:

1.Nhập thông tin sinh viên:

*void Student\_Management::list\_student(int &n){*

*Student value;*

*do{*

*cout<<"Nhap so luong sinh vien: ";*

*cin>>n;*

*cout<<endl;*

*}while(n==0);*

*for(int i=0;i<n;i++){*

*cout<<"Sinh vien "<<i+1<<": "<<endl;*

*cin>>value;*

*addLast(value);*

*}*

*}*

* Hàm này cho phép ta nhập thông tin của n sinh viên , sau khi nhập xong thông tin sẽ tự động chèn vào cuối danh sách liên kết.

2.Xuất thông tin của sinh viên đã nhập:

*void Student\_Management::traverse(){*

*Node \*p=head;*

*fstream File;*

*File.open("List\_student.txt", ios::out);*

*File<<"=====DANH SACH THONG TIN SINH VIEN======"<<endl;*

*while(p!=NULL){*

*cout<<p->data;*

*File<<p->data;*

*p=p->next;*

*}*

*File.close();*

*delete p;*

*}*

* Bên cạnh hiển thị thông tin ra màn hình, thì hàm này còn tự động tạo và ghi thông tin vào file list\_student.txt.

3.Xuất thông tin sinh viên thuộc diện học bổng:

*void Student\_Management::list\_sholarship(){*

*fstream File;*

*int count =0;*

*File.open("list\_scholarship.txt", ios::out);*

*File<<"======DANH SACH HOC BONG====== "<<endl;*

*cout<<"======DANH SACH HOC BONG====== "<<endl;*

*Node \*p=head;*

*while(p!=NULL){*

*if(p->data.check()){*

*cout<<p->data;*

*File<<p->data;*

*count++;*

*}*

*p=p->next;*

*}*

*if(count == 0){*

*cout<<"Khong co sinh vien nao dat hoc bong !!"<<endl;*

*}*

*File.close();*

*delete p;*

*}*

* Tương tự như xuất thông tin sinh viên đã nhập, nó cũng tạo và ghi vào file có tên list\_scholarship.txt. Chú ý, điều kiện xét học bổng là: điểm trung bình >=7,9, điểm rèn luyện >= 4, nghỉ không phép < 3, nghỉ có phép < 4.

4.Thêm sinh viên vào danh sách:

*void Student\_Management::add\_student(){*

*int n;*

*cout<<"Nhap so luong sinh vien muon them: ";*

*cin>>n;*

*if(n==0){*

*return;*

*}*

*Student value;*

*for(int i=0; i<n;i++){*

*cout<<"Sinh vien "<<i+1<<endl;*

*cin>>value;*

*addLast(value);*

*}*

*}*

* Hàm này cho phép thêm n sinh viên vào danh sách bằng cách chèn vào cuối danh sách.

5.Xóa sinh viên ra khỏi danh sách:

*void Student\_Management::Delete(){*

*string str;*

*cout<<"Nhap ten muon xoa: ";*

*fflush(stdin);*

*getline(cin, str);*

*cout<<endl;*

*Node \*p=head;*

*while(p!=NULL){*

*if(p->data.getName() == str){*

*remove(p);*

*}*

*p=p->next;*

*}*

*delete p;*

*}*

* Phương thức này sẽ cho phép ta xóa sinh viên bằng cách nhập tên của sinh viên cần xóa.

6.Sửa thông tin sinh viên:

*void Student\_Management::fix\_infor(){*

*string str;*

*cout<<"Nhap ten sinh vien can sua thong tin: ";*

*fflush(stdin);*

*getline(cin, str);*

*cout<<endl;*

*Node \*p=head;*

*while(p!=NULL){*

*if(p->data.getName() == str){*

*int choice;*

*do{*

*cout<<"-------Cac noi dung sua-------"<<endl;*

*cout<<"1. Sua diem trung binh"<<endl;*

*cout<<"2. Sua tong so buoi hoc (1 ki)"<<endl;*

*cout<<"3. Sua so buoi da hoc, nghi co phep, khong phep"<<endl;*

*cout<<"4. Sua ten ngan hang"<<endl;*

*cout<<"5. Sua so tai khoan ngan hang"<<endl;*

*cout<<"Nhan phim 0 de tro lai menu chinh !!"<<endl;*

*cout<<"-------------------------------"<<endl;*

*cout<<"--->Vui long chon chuc nang: ";*

*cin>>choice;*

*cout<<endl;*

*switch(choice){*

*case 1:*

*p->data.set\_Gpa();*

*break;*

*case 2:*

*p->data.set\_s\_lesson();*

*break;*

*case 3:*

*p->data.set\_All();*

*break;*

*case 4:*

*p->data.set\_Namebank();*

*break;*

*case 5:*

*p->data.set\_Numberbank();*

*break;*

*default:*

*choice=0;*

*break;*

*}*

*}while(choice != 0);*

*}*

*p=p->next;*

*}*

*}*

* Chúng ta chỉ cần nhập tên của sinh viên cần sửa , sau đó chỉ cần chọn thông tin muốn sửa bao gồm:
* Sửa điểm trung binh.
* Sửa tổng số buổi học (1 ki).
* Sửa số buổi đã học, nghỉ có phép, không phép.
* Sửa tên ngân hàng.
* Sửa số tài khoản ngân hàng.

7.Tìm kiếm sinh viên:

*void Student\_Management ::searchName(){*

*string str;*

*int count = 0;*

*cout<<"Nhap ten muon tim: ";*

*fflush(stdin);*

*getline(cin, str);*

*cout<<endl;*

*Node\* p=head;*

*while(p!=NULL){*

*if(p->data.getName() == str){*

*cout<<p->data;*

*count++;*

*}*

*p=p->next;*

*}*

*if(count == 0){*

*cout<<"Khong ton tai ten sinh vien muon tim !!"<<endl;*

*}*

*delete p;*

*}*

* Hàm sẽ tìm kiếm và hiển thị thông tin của sinh viên bằng tên của sinh viên đó.

## Chương IV. Hướng dẫn sử dụng
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Sau đó chọn chức năng mà bạn muốn thực hiện. Ở đây ta sẽ làm từ chức năng 1 -> 7.

* Đầu tiên, ta nhấn phím 1 rồi Enter. Chương trình chuyển ta đến mục nhập thông tin cho sinh viên (gồm: tên , mã số sinh viên, điểm trung bình, quê quán, lớp, tổng số buổi học (1 kì), số buổi nghỉ có phép, không phép, tên ngân hàng và số tài khoản). Lưu ý, trước khi nhập thông tin, chương trình sẽ yêu cầu bạn nhập số lượng sinh viên nên hãy đọc kỹ yêu cầu trước khi nhập.
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* Để hiện thị thông tin sinh viên bạn đã nhập, nhấn phím số 2 rồi Enter.

![](data:image/png;base64,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)Minh họa:

* Bạn có thể kiểm tra thông tin mà chúng ta đã nhập ở minh họa trên. Tương tự chức năng 1, sau khi hiện thị thông tin nó sẽ trở lại menu chính. Các chức năng sau nó cũng tương tự như thế. Lưu ý, điểm rèn luyện tính bằng công thức: nếu như tổng số buổi bạn nghỉ vượt quá 15% tổng số buổi học (1 ky) thì sẽ được 0đ, ngược lại điểm rèn luyện = (tổng buổi học\*5 + nghỉ có phép\*3 – nghỉ không phép\*3)/tổng số buổi học (1 ky).
* Nếu bạn muốn xem sinh viên nào đạt yêu cầu học bổng thì nhấn phím số 3 rồi Enter.

![](data:image/png;base64,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)Minh họa:

* Bạn muốn quản lý thêm sinh viên, chỉ cần nhấn phím số 4 rồi Enter. Sau đó chỉ cần nhập số lượng sinh viên muốn thêm và nhập thông tin cho sinh viên.
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* Ở đây, chúng ta đã thêm một sinh viên mới có tên là “hau” và một số thông tin như trên.
* Trong quá trình học tập, sinh viên đôi khi gặp phải một số vấn đề nào đó nên có thể dẫn đến chuyển ngành, chuyển trường hay thậm chí cả nghỉ học. Vì thế yêu cầu chúng ta phải xóa sinh viên đó ra khỏi danh dách. Để thực hiện việc đó, ta nhấn phím số 5 rồi Enter.
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* Ta đã xóa sinh viên có tên “cao” nhập ở bước đầu tiên ra khỏi danh sách.
* Trong quá trình quản lý hay học tập của sinh viên, ta có thể nhập sai hay sinh viên có một số thông tin thay đổi (điểm trung bình, tên ngân hàng, số tài khoản, tổng số buổi học (1 ky), số buổi nghỉ có phép, không phép).
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* Sau khi chọn chức năng sửa, ta chỉ cần nhập tên sinh viên cần sửa thông tin và sau đó chương trình chuyển ta đến danh mục thông tin ta có thể tiến hành sửa. Ở đây, ta sẽ sửa sinh viên tên “hau” ở mục điểm trung bình từ 7đ (có thể xem lại các minnh họa trên) thành 8,5đ.
* Sau khi sửa:
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* Cuối cùng, nếu bạn muốn xem thông tin của bất kỳ sinh viên nào chỉ cần nhấn phím số 7 rồi Enter.
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* Bởi vì chúng ta đã xóa sinh viên tên “cao” ra khỏi danh sách nên nó hiện thông báo” Khồn tồn tại tên sinh viên muốn tìm !!”.
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**Thống kê công việc thành viên**

|  |  |  |
| --- | --- | --- |
| Loại công việc  Thành viên | Báo cáo | Chương trình |
| Văn Công Hào | Dịch sách: chapter 16, chapter 17.  Phần 2 chương trình.  Chỉnh sửa bố cục, nội dung hoàn thành báo cáo. | Phần Profile, tổng hợp chỉnh sửa code, xuất sinh viên được học bổng, làm menu chương trình, thêm sinh viên, sửa thông tin sinh viên. |
| Trần Tấn Quốc | Dịch sách: chapter 20, chapter 21.  Tổng hợp các bài dịch sách.  Chỉnh sửa powerpoint. | Phần scholarship, tạo một Node, xóa node đầu, xóa node cuối, xóa node bất kỳ. |
| Trần Quang Thắng | Dịch sách: chapter 18, chapter 19.  Thiết kế poweroint.  Chỉnh sửa phần dịch sách. | Phần Practise, nhập thông tin của n sinh viên, xuất thông tin n sinh viên, tìm kiếm sinh viên. |

*Hồ Chí Minh, ngày 14 tháng 11 năm 2021*